Part 1

Learning the
fundamentals of Python
and geoprocessing

Exercise 1
Introducing Python

Install the exercise data

Exercise data is provided online on the Esri Press book resources web-
site at http://esripress.esri.com/bookresources. Copy the exercise data
to a hard drive.. The default path is C:\EsriPress\Python, but you can
change this during installation.

Check ArcGIS settings

You will first determine the version of the ArcGIS for Desktop software
that is installed on your computer, including any available extensions.

1 Close any ArcGIS for Desktop programs you may have open (the
ArcMap application, the ArcCatalog application, and so on).

2 On the taskbar, click the Start button, and DESKTOR

then on the Start menu, click All Programs Installation Information

.. . . Product Mame; AroGls 10,1 Far Deskiop
> ArcGIS > ArcGIS Adml.nlst.rator. Th'ls brings [ oiace version: 101
up the ArcGIS configuration information, Product Yersion: 10.1.0,3035
which should read something like the flgure. > Inskallation Il=ulder: CiiProgram Files\arcGISDeskiopln, 1
Installed By: Paul

Install Date: 7142012

: : Install Tire: 22:17:49
In this ex‘ample, the‘ver'smn of ArcGIS f‘or Install Imags: ¢ f\Deskkop!
Desktop is 10.1, which is the same version Current User: Paul

: : : application Data Falder: C\Dacuments and Settings)Pauliapplication
us.ed for t}?e exer01se§ in this book. If.you are System Temporary Folder: CDOCUME~13PauliLOCALS~1)Templ,
using version 10.1 with a recent service pack,

: : : Service Pack Information
there should be no noticeable dlffe?ence in ArcalS Service Pack: 0 {buid 0)
how the Python code works. Most if not all Arcals Service Pack Installer: Mia
of the Python scripting in the book will also ArcGlS Service Pack Install Date: Nf,

. R R ArcGIS Service Pack Install Time: Mf&
work in ArcGIS 10.2. If you are using version ArcGIS Service Pack Status: N4

10.0, some of the Python code in the exercises
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will not work correctly because additional Python functionality was
introduced in 10.1.

If you are using ArcGIS for Desktop 9.3.1 or earlier, the code in the
exercises will not work. The ArcPy site package was introduced in ver-
sion 10.0, and this includes Python functionality that was not available
in earlier versions.

Next, you will determine the license level and any available licenses.

Check ArcGIS settings

3 On the ArcGIS Administrator dlalog bOX, ArcGIS for Desktop Advanced (Single Use)
click Desktop > Avallablllty' This brlngs up This lisks the software installed, along with its authorization status and expiration
a list of the available licenses, which should date. Double-click a feature For more infiormation,
look somethlng like the ﬁgure' > Software Wersion Installed

Desktop Adwanced 10.1 Yes

Metwork Analyst MjA Yes

30 Analyst 10.1 Yes

Spatial Analyst 0.1 Yes

Geostatistical Analyst WA Yes

Publisher MjA Yes

Tracking Analyst jA Yes

Data Interoperabilicy /A Mo

Business Analyst Basic WA Mo

Business Analyst St... WA Mo

The first entry shows the product Schematics A Tes
. . VBA SR Mo

level—that is, ArcGIS for Desktop Basic, Workflow Manager  N/A Mo
ArcGIS for Desktop Standard, or ArcGIS Production Mapping KA Mo
[ata Reviewer M A Mo

for Desktop Advanced, formerly known as Defense Mapping MJA Ho
: : _ Mautical MiA Mo
ArcView, ArcEditor, and Arclnfo, respec Bathymetry A o
tively. Whatever your product level, the :\eronautical M Mo

code in the exercises will work correctly.

Authorized | Expires ~

Yes 15-Cck-2012

Mo MA

Yes 13-5ep-2012

Yes 13-Sep-2012

Mo MfA

Mo MA

Mo Mja

Mo Mja

Mo Mja

o T

o T

o A

Mo TfA

Mo A

Mo I

Mo MA

Mo MA

Mo MA

Mo I st
>

The following entries show the extensions that are installed and
licensed. The only required extension for these exercises is Spatial
Analyst, which is used in exercise 9. If you do not have ArcGIS Spatial
Analyst installed and licensed, the code in exercise 9 will not work.

Next, you will select one of the options in ArcCatalog to make it easier
to recognize file types.

4 Close ArcGIS Administrator.

5 On the taskbar, click the Start button, and then, on the Start menu,
click All Programs > ArcGIS > ArcCatalog 10.1.

6 On the ArcCatalog menu bar, click Customize > ArcCatalog Options.

Note: If you do not have
the ArcGIS Spatial Analyst
extension, you may want

to consider installing

the evaluation software
available at http://www.
esri.com/trydesktop because
it includes ArcGIS Spatial
Analyst.

2
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T e Genoral tab, eke sre e
“Hide file extensions” check box is EEL-52-08. - PHONS (%)

cleared. » General |Fi|e Types | Contents | Connections | Metadata | Tables | Raster | CAD |

‘what top level entries do you want the Catalog bo contain?
8 Click OK to close the ArcCatalog [Z]Folder Connections (always showr)

Options dialog box. [ Tonbexes
[¥]Database Servers
[¥]Database Connections

>>> TIP GIS Servers

. . . . v i
To make it easier to work with the exercise Ity Hosted Services

data in this book, you can create a connection
to the data folder. In the Catalog window, [Hide file extensions

click the Connect to Folder button. browse [#] Return to last used location when ArcCatalog starts up
to C:\EsriPress\Python\Data, and click OK.

The shortcut will now appear under Folder

QK ][ Cancel ][ Apply

Connections in the Catalog tree.

9 Browse to where the data for the = B EsriPress
exercises is installed —that is, = EI F__:Iyth;:ta
C:\EsriPress\Python\Data. Then open 5 Exercisent
one of the folders that has data files == %E:‘SEUE
in it—for example, Exercise02. » @ b:;:;hp
= floodzones.shp
Notice that the files are now shown (B lskes.shp

. . . = tivers.shp
with their file extension, such as (=) roads.shp

basin.shp instead of just basin. [E) soils.shp

10 Close ArcCatalog.

Check the Python version

You will now determine what version of Python is installed on your
computer.

1 On the taskbar, click the Start button, and then, on the Start menu,
click All Programs > ArcGIS > Python 2.7 > IDLE (Python GUI). This
brings up the default Python editor, as shown in the figure.

Python Shell
File Edit shel Debug Options Windows Help

Python 2.7 (r27:82525, Jul 4 2010, 092:01:53) [M3C +.1500 32 bit (Intel)] on wini2
Type "copyright", "credits" or "license (1" for more information.
eSS

Ln: 3 Cal: 4
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ArcGIS 10.1 is designed to work with Python 2.7. At the final release
of ArcGIS 10.1, the most recent production version of Python 2.7 was
2.7.2, which is the version that is installed as part of a typical ArcGIS
10.1 installation. Versions of Python 2.7 will continue to evolve, but
the changes between these versions are so minor that ArcGIS 10.1

is expected to work with all versions of Python 2.7. The code in the
exercises will generally also work fine for other 2.x versions of Python,
including 2.6. However, when working with ArcGIS for Desktop, it

is recommended that you run the version of Python that is installed
with ArcGIS for Desktop. The code in the exercises will not work with
Python 3.x.

Note: It is possible to have multiple versions of Python on the same Windows computer.
If you already have a different version of Python installed in addition to the one that is
installed with ArcGIS for Desktop, be sure to use the version that is installed with ArcGIS

for Desktop to write and run the code in these exercises.

2 Close IDLE.

Install PythonWin

The exercises in the book use PythonWin as the editor application to
work with Python. The following steps walk you through the installa-
tion of PythonWin.

When you install PythonWin, it determines the version of Python that
is installed on your computer. The installation of ArcGIS 10.1 installs
Python version 2.7.2. The PythonWin installation then assumes you
have a program folder called Python 2.7—however, the ArcGIS 10.1
installation creates a program folder called ArcGIS\Python 2.7. There-
fore, you first need to create a program folder simply called Python 2.7.

1 For Windows XP: On the taskbar, right-click the Start button, and
then click Open All Users.

For Windows 7: On the taskbar, click the Start button, and then, on
the Start menu, right-click All Programs and click Open All Users.

2 Double-click the Programs folder.

3 Right-click in the Programs folder and click New > Folder. Name the
folder Python 2.7.

4 Close the Programs window.
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Now it is time to find the installation files for PythonWin.
Option 1: Download exercise data

e Install the online exercise data that comes with the book. Start Win-
dows, and then click the Start button. Then click My Computer and
browse to the drive where you have installed the data.

* Browse to the C:\EsriPress\Python\Data\Exercise01 folder. This folder
contains the file pywin32-214.win32-py2.7.exe.

Option 2: Download ArcGIS software

® Download trial software at http://www.esri.com/trydesktop. Start
Windows, and then click the Start button. Click My Computer and
browse to the drive where you have installed the data.

* Browse to the folder Desktop > Python. This folder contains the file
pywin32-214.win32-py2.7 .exe.

Option 3: Download from SourceForge

* Navigate to the following URL: http://sourceforge.net/projects/
pywin32/files/pywin32/Build%20214.

e Download the file pywin32-214.win32-py2.7.exe to a folder on your
computer.

Notice that SourceForge contains many different versions of PythonWin,
one for every version of Python. If you obtain the PythonWin installa-
tion files from SourceForge, be sure to select the same version as the
one that ships with ArcGIS.

Once you have found the correct installation file, you can proceed with
the installation.

5 Double-click pywin32-214.win32-py2.7.exe to launch the PythonWin
installation.

5
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6 Follow the on-screen instructions. On the first panel of the Setup
wizard, click Next.

Setup

PYTHON

Powered

Thig Yizard will inztall pywin32 on your computer. Click Mest bo continue or
Cancel ko exit the Setup “Wizard,

Puthon extenzions for Microzoft Windows
Pravides access to much of the Win32 AP, the
ability to create and use COM objects, and the
Puthonwin enviranment.

Author; Mark Hammond (et al)

Author_email: mhammondiziusers. sourceforge. net
Description: Pythaon for Window Extensions
Marme: puwin32

Utl: http: //sourceforge. net/projects/pywindz)
Version: 214

Built Wed Jul 02 10:00:05 2009 with distutils-2.6

Cancel |

7 On the second panel of the Setup wizard, notice that the installation
program found the Python version installed on your computer since

it is installed with ArcGIS. Accept the default directories and click

Next.

PYTHON

rpowered

Python 2.7 iz required for this package. Select installation to uze:

und in regiztiy]

Fython Directory:

Inztallation Directony: | C:APyuthonZ PG5 10 15k site-pack agesh

< Back | Hest » | Cancel

Install PythonWin

6
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8 On the third panel of the Setup wizard, click Next.

Setup

PYTHON

Powered

Click Mext to begin the installation of ppwin32, [f vou want to review or change

any of pour installation settings, click Back. Click Cancel to exit the wizard.

Ready to install

< Back

Cancel

X

9 On the final panel of the Setup wizard, click Finish.

Setup

PYTHON

powered

Postinstall script finished.
Click the Finish button to exit the Setup wizard.

Copied pythoncom2?.dll to C:iWWINDOWS epstem32hputhoncom 27, dil
Copied pywintypes27.dll to C:\WWINDOWS \spstem32hpowintypes 27, dll
Registered: Pothon. Interpreter

Registered: Ppthon. Dictionary

Registered: Python

= SoftwareyPuthontPythonCaoreh2. 7AHelp[Mane]=Mone

=+ Software PythontPythonCore2. 75\H elpsPythorwin Reference[Mone]=1
Pythonwin has been registered in context menu

Creating directory C:A\Puthon27acG1510,15Libhsite-pack ageswin32com
Shaortcut for Pythorwin created

Shortcut ko documentation created

The ppwin32 extenzions were successfully installed.

<

|

x]

You are now ready to use PythonWin as your editor.

Note: If at this last step you get an error message that a shortcut for PythonWin could not
be created, retrace your steps and first create a program folder for Python 2.7.

Install PythonWin

7
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Work with different script editors

There are several ways to use Python to run scripts, but the most com-
mon is to use a script editor. The next set of steps shows how to use two
of these script editors: IDLE and PythonWin.

1 On the taskbar, click the Start button, and then, on the Start menu,
click All Programs > ArcGIS > Python 2.7 > IDLE (Python GUI). This
launches the standard interactive interpreter, the Interactive Window.

Python Shell [=1(E3
File Edit shel Debug Options Windows Help

Python 2.7 (r27:82525, Jul 4 2010, 09:01:539) [MSC w.1500 32 hit (Intel)]] on win3z
Type "copyright", "credits" or "license ()" for wore information.
>33 |

Ln: 3| Cal: 4

2 Make sure the pointer is placed directly following the prompt (>>>).
Type print "Hello World" and press Enter.

Python Shell
File Edit Shel Cebug Options ‘Windows Help
Python 2.7 (r27:82525, Jul 4 2010, 09:01:59) [M3C w.1500 32 hit (Intel)] on win3a J
Type "ocopyright'™, "credics"™ or "license ()™ for wore information.

F¥» print "Hello World"
Hello World
i

[~

Ln: 5 iCal: 4

Notice that Python gives you the output of the line immediately. You
just entered a Python statement. The print statement is used to print the
value you supplied to the Interactive Window. The Interactive Window
has a prompt with three angle brackets (> > >). When you type a line
of code and press ENTER, that line is interpreted and run immedi-
ately. Notice that the interactive interpreter automatically recognizes
statements (such as print) and values (such as "Hello World") and
shows them in a different color. This is called "syntax highlighting.”

The IDLE interface is installed by default when Python 2.7 is installed.
Although it is a solid editor for working with Python, for the exercises
in this book you will use PythonWin because it has a number of advan-
tages on the Microsoft Windows platform, in particular the integration
of the code debugger.

3 Close the IDLE editor by clicking File > Exit on the menu bar.
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4 On the taskbar, click the Start button, and then, on the Start menu,
click All Programs > Python 2.7 > PythonWin.

PythonWin
File Edit Wiew Tools Window Help

DG L2 v B RE & 7

Interactive Window

Python\in 2.7 (r27:825825, Jul 4 2010, 08:01:59) [MSC +.1500 32 hit (Intel)] on wind2.
Portions Copyright 1984-2008 Mark Hammond - see 'Helpf&bout Pythonin' for further copyright information.

Ready [ M 00003 (005

Now you can try the same "Hello World" statement.

5 Make sure the pointer is placed directly following >>>. Type print
"Hello World" and press Enter.

PythonWin
File Edit Yew Tools ‘Window Help

DEE@ %42 oot 2B RS @ ?

Interactive Window

PythanAfin 2.7 (r27:82525, Jul 4 2010, 08:01:58) [MSC v 1500 32 bit (Intel)] an wind2.
Partions Copyright 1894-2008 Mark Hammond - see 'Helpf/About Python'in' for further copyright information.

>xx print "Hello World™
Hello World

Ready [ [um 00005 (005 7

Notice that PythonWin uses a slightly different style for syntax
highlighting, but the concept is the same as in the IDLE editor. The
instructions for the exercises in this book use PythonWin, but the syn-
tax would be the same in another editor like IDLE.

When you launch PythonWin, the Interactive Window opens by default.
You can quickly write and run code here, but the code itself is not saved.
The Interactive Window also shows the outputs from print statements
(as in the earlier example) and reports error messages from scripts. Typi-
cally, you keep the Interactive Window open, but you write scripts in a
script window that allows you to save them.
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6 Resize the Interactive Window so there is room for another window
within PythonWin.

PythonWin
File Edit Wiew Tools Window Help

D@ BL »vae tbBRES &® 7

Interactive Window

Pythonyin 2.7 (r27:82525, Jul 4 2010, 09:01:58) (MSC v.1500 32 bit {Intel)] on win32.

Fortions Copyright 1984-2008 Mark Hammond - see 'Helpd&bout Python'in' for further copyright information.
»»> print "Hello World"™

Hello World

FE |

>>> TIP

You want the Interactive Window to be open to see any messages that may appear
when you run a script. If you happen to close the Interactive Window, you can reopen
it by going to the PythonWin menu bar and clicking View > Interactive Window. There
is also a toggle button ## on the PythonWin Standard toolbar to hide or show the
Interactive Window.

Now you can add a new window where you can write a script.

7 On the PythonWin menu bar, click File > New.

8 On the New dialog box that appears, click Python Script and click

o> o]
ak,
Grep Cancel
Pychecker _l
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You now have two windows open within PythonWin. Code written in
the Script window can be saved, but code written in the Interactive
Window cannot be. Outputs from the Script window are printed to the
Interactive Window.

PythonWin

File Edit Wiew Tools Window Help

DS U@ e 2o bR RS @ P

= Script1

Interactive Window

Pythoniin 2.7 (r27:82525 Jul 4 2010, 09:01:59) [MSC . 1500 32 hit (Intel]] on wind2.
Paortions Copyright 1984-2008 Mark Harmmond - see 'Helpd&bout Python'in' for further copyright information.

Fr> print "Hello World™
Hello World
e d

Ready [ [om 00001 oot

9 With the Script window active, on the PythonWin menu bar, click
File > Save As. On the Save As dialog box, navigate to the folder
C:\EsriPress\Python\Data\Exercise01 and save your file as hello.py.
The extension .py indicates the file is a Python script.

10 In the hello.py script window, type print "Hello World". Note: There is no prompt
in a script. Contrary to the
Pressing Enter, in this case, moves the cursor to the second line but does  Interactive Window, you
not actually run the code because this is a script, and not the Interactive  don't run a script line by

Window. This allows you to keep writing code until you are ready to line, but in its entirety, as

run the script. you will see in the steps that

follow.
11 With the cursor still placed anywhere within the code in the hello.py

script window, click Run & . You can also click File > Run on the
PythonWin menu bar or press Ctri+R.

11



Python Scripting for ArcGIS Exercise 1: Introducing Python Use the ArcGIS Python window 12

12 This brings up the Run Script dialog box. For
now, leave the default settings and click OK. »

Script File I\F'_l,lthon\Data\ExerciseD'I YResultzshello.py Browse. .. |

Arguments I (] 4 I

This runs the script hello.py and prints the result Debugging | No debugging =] — |
to the Interactive Window.

PythonWin
File Edit Yew Tools ‘Window Help

DEL@ RLAv2 oot 2B RS @ ?

& hello. py

print "Hello TWorld®

Interactive Window

FPythomin 2.7 (r27:82525, Jul 4 2010, 09:01:558) [M3C . 1500 32 hit (Intel)] an win32.

Fortions Copyright 1934-2008 Mark Hammond - see 'Helpd&bout Python'in' for further copyright information.
>x» print "Hello World™

Hello World

rr» Hello TWorld

Script "CHAEstiPressiPythoniDatal Exercise0 \Results\hello.py’ returned exik code 0 MM 00001 020

Note: Before you can run a script, you must save it as a file with a .py extension. Once
you save it, every time you run the script, it is saved again automatically. So remember that
running a script automatically overwrites any earlier versions of the script that have the

same name.

13 Close the hello.py script. You can do this by clicking the X symbol of
the script window or by clicking File > Close on the PythonWin menu
bar with the script window active.

14 Close PythonWin by clicking the X symbol of the PythonWin window
or by clicking File > Exit on the menu bar.

Use the ArcGIS Python window

Both the IDLE and PythonWin script editors provide robust environ-
ments for working with Python, but ArcGIS 10 introduced another way
to run Python code: the Python window. The Command Line from ear-
lier versions was replaced in ArcGIS 10 with a fully interactive Python
interpreter. Next, you can take a look at how it works.
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Start ArcMap. On the Standard toolbar, click the Python window
button ] . This opens the Python window. On the left side is the
Python interpreter, and on the right is the

.
Help and syntax panel. Notice that you — _

T | F1 show help for current cursor location.
can use the F1 and F2 keys to access more F2 check the syntax of the current line
help. The divider between the two sides for code block if in multiple line mode].

. . ESC cancels the current operation.
can be moved by dragglng it. > 3hift or Control Return will enter
mwultiple line mode. To exit wultiple line

. mode (execute the code block)] enter Return
By default, the cursor is placed on the first o the lost line.

line, just after the prompt (> > > ) Visu- Aocess the history of commands using the

. . . up and down arrcws on the last line.
ally, it may appear as if there is a blank Right click in the comwand pane £or
space between the prompt and the cursor, additional options.

but there is actually no space to delete.

Following the prompt, type print "Hello World" Pythan O x
and press Enter. Notice that the Python window >»> print "Hello World”

works very similarly to the Interactive Window in Siilo fosld

PythonWin and IDLE. »

There are a number of useful features when using the Python window.

Right-click next to the prompt (>>>) and click Clear All.

Start typing the letter p. Notice that this results in the sugges- Pythan O x
tions shown in the figure. » Frrop

=@ pass
Only two statements in Python start with the letter p, and these = print

are provided as a list of autocompletion prompts. You can con-
tinue typing your statement or select

Python o x
from the prompts. '
T print| print (value, ..., sep=' ', end='‘'n',
file=sys.stdout)
To select from the prompts, use Prints the wvaluss to a stresm, or Lo
the UP ARROW and DOWN sys.stdout by defaule. o
A ) Optional keyword arguments: file: a file-
ARROW keys to naVIgate or click a like object (stream): defaults to the
prompt to hlghllght it, and then use current sys.stdout. sep: string inserted
hetween wvalues, default a space. end:
the Tab key to enter the prompt string appended after the last walue,
into the line of code. » default & newline.

The use of prompts is a fast way to write code and prevent typos. It is
also an effective way to learn Python commands, because it provides
you with a list of the possible choices.

Close ArcMap. There is no need to save your map document.

13
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ArcGIS for Desktop Help lists several key features that make the Python
window a valuable resource for running and experimenting with Python
commands and syntax. In ArcGIS 10.1 Desktop Help, on the Contents

tab, search for "Using the Python window" and you'll find the following:

e All Python functionality is exposed through the Python window.

e Multiline commands that contain more than one geoprocessing tool
or geoprocessor method can be entered and executed.

* Tools or functions that have already been entered and executed can
be recalled, edited, and re-executed.

e Python commands or blocks of code can be loaded from existing
Python files.

e Python commands or blocks of code can be saved to a Python or text
file to be reloaded later or used in a different environment.

e Autocompletion functionality makes filling in geoprocessing tool
parameters quicker and easier than using tool dialog boxes.

Several of these features of the Python window will be explored in later
exercises.

Use the ArcGIS Python window

14



Exercise 2

Geoprocessing in ArcGIS

Examine toolboxes and tools

ArcGIS software contains hundreds of tools, organized in toolboxes and
toolsets. There are two main ways to find the tools you need: search and
browse. You will practice both.

1 Start ArcMap. On the Standard toolbar, click the ArcToolbox button
®l . You can also open the ArcToolbox window from the menu bar by
clicking Geoprocessing > ArcToolbox.

ArcToolbox

ﬁ

E 3D Analysk Tools

@ Analysis Tools

@ Cartography Taoks ArcToolbox

& Conversion Tools [E5] ArcToolbox

@ Data Inkeroperability Tools @ 3D Analyst Tools

&3 Data Management Tools = B Analysis Tools

&3 Editing Todls =) s Extract

&9 Geocoding Tools 'r\ Clip

@ Geostatistical Analyst Tools "r\ Seleck

@ Linear Referencing Tools ‘er Split

@ Multidimension Tools ‘{% Table Select

& network Analyst Tools B Overlay

@ Parcel Fabric Tools B Proximity

@ Schematics Tools By Statistics

@ Server Tools @ Cartography Tools

& spatial Analyst Tools B9 conversion Tools

@ Spatial Statiskics Tools @ Data Interoperability Tools

&5 Tracking Analyst Tools & Data Management Tools
@ Editing Tools

Q Geocoding Tools

@ (Geostatistical Analyst Tools
The ArcToolbox window shows a list of all the & Linear Referencing Tools
system toolboxes in ArcGIS and allows you to g e ;;';';;ffols
browse through an organized list of all the tools. & Parcel Fabric Tooks

@ Schematics Tools

@ Server Tools

2 Expand the Analysis toolbox and then the & spatial Analyst Tools

. .. &9 Spatial Statistics Tools
Extract toolset to see the list of tools inside @ Tracking Anslyst Tosls
this toolset. »
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Finding the tool you want can be a bit cumbersome if you are
not sure where to look, but with repetition you will start to
remember where the tools you use most are located. A simi-
lar approach to browsing can be accomplished in the Catalog
window.

Close the ArcToolbox window.

On the Standard toolbar, click the Catalog button 51 .
Expand the Toolboxes entry, and you can see two folders:
one for your custom toolboxes (My Toolboxes) and one for
system toolboxes. The organization of the system toolboxes

is the same as in the ArcToolbox window. »

Now you can try using the Search window to find the geopro-
cessing tools.

Close the Catalog window.

On the Standard toolbar, click the Search window button &l .

You can also open the Search window from the menu bar by
clicking Geoprocessing > Search For Tools.

= 2~ |Local Search v|
ALL MMaps Data  Tools
|| @

Any Extent »

In the Search window, click the Tools hyperlink and increase
the size of the Search window to see the complete list of
toolboxes. These are exactly the same toolboxes you've seen in
the ArcToolbox and Catalog windows. So you can browse to the
tools you need in a similar fashion.

In addition to browsing, you can also search for tools by name.

Examine toolboxes and tools

Catalog

G- & E g% | % | [E

Location: @ Hame - My DocumentstArcGIs hd |

oCUmEnts)
E3 Falder Connections
= ﬁ Toolboxes
ﬁ My Toolboxes
= ﬁ Syskem Toolboxes
& 30 Analyst Tools. kb
& Analysis Tools.tbx
@ Cartagraphy Toals.thx
@ Conversion Toals, thx
@ Data Interoperability Tools, thax
@ Data Management Taals, thx
& Editing Tools.thx
& Geocoding Toals, b
& Geostatistical Analyst Toaols, b
@ Linear Referencing Tools. kb
@ Multidimension Tools kb
@ Metwork snalyst Tools kb
@ Parcel Fabric Toals.thx
@ Schematics Tools, thx
% Server Tools.thx
& Spatial Analysk Tools, kb
& Spatial Statistics Tools.tbx
& Tracking Analyst Tools,the
ﬁﬁ] Database Servers
Ea Database Connections
B als servers
[F5 My Hosted Services

o @ 2 [ v |Local Search w

LL  Maps Cata  Teols

Any Extent «

System Toolboxes
B30 Analyst Toals
B analysis Toals
aCar‘tography Tools
B3 conversion Taals
aData Interoperability Toals
&Data Management Tools
B Editing Tools
B ceocoding Tools
B3 Geostatistical Analyst Tools
&Linear Referancing Tools
B Multidimension Tools
B rictwork Analyst Tools
B rarcel Fabric Toals
B schematics Toals
By cerver Toals
&Spatial Analyst Tools
B3 spatial Statistics Toals
aTracking Analyst Tools

Find My Custom Toolboxes...

16
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9 Place your pointer in the Search box, type clip, and
click the Search button Q). » ® % @ S & [rocal search v

ALl Maps Cata  Tools
|Clip Q

Any Extent «

The results panel shows the tools that have the search
term “clip” in the name or in the description. In this
case, notice that there is a Clip tool for vector data

such as polylines and polygons in the Analysis toolbox EoibniLnel L LT Zomby v
and a Clip tool for raster data in the Data Management &, clip (analysis) (Tool)

Extracts input features that overlay the clip...
toolbox. toolboxeshsystern toolboxesianalysis tools t..,

. . .. #. Clip iData Management) (Tool)

You can click the link to the Item description to get a il e d s S
more complete description of how the tools work—this e g e e
is the same material as provided in the full ArcGIS for # Extract by Rectangle (Spatial Analyst) (T...

Extracts the cells of a raster based on a rect..,

Desktop Help files. tonlboxesisystern toolboxesispatial analyst ..,
. . ’“\ Extract by Mask (Spatial Analyst) (Taal)
Following the link to the path, toolboxes\system tool- Extracts the cells of a raster that correspon...

. i toalb tem toolb tial analyst ...
boxes, opens the Catalog window. Double-clicking the L s

tool name opens the tool dialog box. # Download Rasters (Data Management] (...
Allaws you to download the source files of t..,

toolboxestsystem toolboxesidata managem...

10 Close the Search window. ""\ Split Raster (Data Management) (Tool)

Creates a tiled output from an input raster d...
toolboxestsystern toolboxestdata manager...

Run a tool
Next, you will add some data so you can Add Data E3
start using some of the geoprocessing tools. |iaskin: |5 exercisen? R -les el @

1 With ArcMap open, on the Standard
toolbar, click the Add Data button < . ElJflandzones.shp
On the Add Data dialog box, browse to
the folder C:\EsriPress\Python\Data\
Exercise02. Hold down Cirl and click
basin.shp and soils.shp. Click Add. »

Mame: | basin.shp; sails,shp | I Add l

This adds two shapefiles to your current show of ypei | Datasets, Layers and Resuts v [Lconcel ]
data frame in ArcMap. Check to see that
the extent of the soils shapefile is much
larger than the basin shapefile. You will use the Clip tool to reduce the
extent of the soils shapefile to match the basin shapefile.

Prior to running geoprocessing tools, you should set your environments.
Environments are parameters that control how a tool is run, but these
settings do not appear on the tool dialog box.



2 On the menu bar, click Geoprocessing > Environ-

Python Scripting for ArcGIS Exercise 2: Geoprocessing in ArcGIS

#% Environment Settings

ments. This brings up the Environment Settings
dialog box. » ¥ Workspace

¥ Dutput Coordinates

Notice the large number of categories, each with a ¥ Processing Extent
number of options under it. In this case, you will set ¥ X¥ Resolution and Tolerance
only the Workspace. ¥ M values

¥ Z values
Click the Workspace entry to expand its options. ¥ Geodatabase

¥ Geodatabase Advanced
Click the Browse button next to Current Workspace. ¥ Fields

Navigate to the C:\EsriPress\Python\Data\ ¥ Random Numbers
Exercise02 folder and click Results. Click Add. ¥ Cartography

¥ Coverage

Repeat step 4 to set the Scratch Workspace. ¥ Raster Analysis

¥ Raster Storage

X Environment Settings

¥ Geostatistical Analysis

% Workspace = ¥ Terrain Dataset
Current Workspace ¥ TIN
| CH\EstiPressiPythonData\Exercise0Z\Results | B‘

Run a tool

Scratch Workspace [ oK, l [ Cancel

] ’ Show Help ==

|C:'|,EsriPress'l,P\,fthon'l,Data'l,Exerciseﬂz'l,ResuIts | E‘

By setting the workspace, the outputs of geoprocessing operations will
now be saved to the C:\EsriPress\Python\Data\Exercise02\Results folder.
Instead of specifying a folder, you can also specify an existing geoda-
tabase. In this case, the current workspace and the scratch workspace
are set to the same folder, but they can be set to different ones—this
can be useful for separating intermediate results from final results in
geoprocessing workflows that might have many different steps generat-
ing dozens to hundreds of outputs. This is typically the case when using
models in ModelBuilder.

Click OK to close the Environment Settings dialog box.

There are many other environment settings, some of which are intro-
duced in later exercises.

Now you are ready to run a tool.

Open the ArcToolbox window. Expand the Analysis toolbox and then Note: These instructions

the Extract toolset and double-click the Clip tool. primarily use the
ArcToolbox window to find
Next, specify the parameters of the Clip tool. and run tools, but you can

also use the Catalog or

Search windows.

18
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8 For Input Features, select the soils shapefile from the drop-down list.

9 For Clip Features, select the basin shapefile from the drop-down list.
Notice that the Output Feature Class is automatically populated. The
path is determined by the environment settings (C:\EsriPress\Python\
Data\Exercise02\Results), and the file name is based on the inputs and
the name of the tool. You can use the Browse button to navigate to a dif-
ferent path. You can also change the path and output file name by typ-
ing in the text box.

10 Leave the XY Tolerance blank.

CEX

Input Features
|soils j @

Clip Features

|basin j @
Output Feature Class
|C:'\EsriPressH,Python'l,Data'l,ExerciseDZ'l,ResuIts'l,soils_Clip.shp | ﬂ
#¥ Tolerance {optional)
| |Feet vl
’ o] 4 ] ’ Cancel ] ’Environments... ] ’ Show Help == ]

11 Click OK to run the tool. A progress bar that appears at the bottom of
the document on the ArcGIS for Desktop application status bar shows
that the tool is running. Once tool execution is complete, a small pop-up
notification briefly appears in the notification area, at the far right of the
taskbar.

The result of running the tool is a new shapefile called soils_Clip,
which is added to the ArcMap table of contents.

=l =F Layers
= soils_Clip
(|
=] basin
(|
= s0ils
(]

You can now explore the soils_Clip shapefile to confirm the result. You
can also review the execution of the tool by exploring the Results
window.

12 On the ArcMap menu bar, click Geoprocessing > Results.

Run a tool

19
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13 In the Results window, expand the Current Session entry as well as
the entries inside Current Session.

[=R=FCurren [al}
= ‘K\ Clip [205254_03132012]
[E] Output Feature Class: soils_Clip.shp
= 0 Inputs
@ Input Features: soils
|E] Clip Features: basin
= #Y Tolerance:
= [ Environments
Precision For Mew Coverages: SINGLE
Auko Commit: 1000
Scratch Workspace: C\EsriPressiPython)Data\Exercisel 2\ Resulks
Minimize memory use during analysis on terrains: False
Compression: LZ77
Coincident Points: MEAN
Randorn number generator: 0 ACMS99
Raster Statistics: STATISTICS 11
Resampling Method: NEAREST
Lewel OF Comparison Between Projection Files: MOME
Cartographic Coordinate System: PROJCS['MAD_1953_HARN_Ad]_Mh_Clay_Feet', GEOGCS['GCS _Morth_|
Output has 2 Walues: Same As Input
Maintain fully qualified field names: true
Tile Size: 128 128
Pyramid: PYRAMIDS -1 MEAREST DEFALLT 75 MO_SKIP
Default TIN starage wersion: CURRENT
MoData: MONE
COubput Spatial Grid 1: 0
Cell Size: MAXOF
Output has M values: Same As Input
Geographic Transformations: MAD_1927_To_MAD_1983_MNADCOMN;MAD_1927_To_MAD_1983_NADCCN
Cukput Spatial Grid 2: 0
Cukput Spatial Grid 3: 0
Maintain Spatial Index; False
Current Workspace: C:\EsriPress\PythonDatalExercise02iResults
Precision For Derived Coverages: HIGHEST
=] E] Messages
@ Executing: Clip soils basin C:\EsriPressiPython|Data\ExerciselZ\Resuls\soils_Clip.shp #
@ Skart Time: Tue Mar 13 20052:49 2012
@ Reading Features. ..
@ Cracking Features, ..
@ Assembling Features, ..
@ Succeeded at Tue Mar 13 20:52:54 2012 (Elapsed Time: 5.00 seconds)
@) Shared

pooooococ0oopooooo0oooogrooooOM

15 2

The Results window records a history of the geoprocessing operations,
including all the tool parameters and the environment settings. The
messages at the bottom demonstrate the steps that were part of running
the tool and show when the run was completed.

14 Close the Results window.

15 Right-click the soils_Clip layer in the ArcMap table of contents and
click Remove.
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Conduct batch processing

You will next use batch processing to clip the other layers.

1 Add all the other layers in the exercise 2 folder to the data frame:
floodzones, lakes, rivers, and roads.

2 Right-click the Clip tool and click Batch.

ArcTa
arcToolbo:
B3 30 analyst Tacks
=2 @ Analysis Tools
= & Extract
“
‘t\ SE Oper...
i
pn atch, .
T
& overl
& Proxin
& Statis
B3 Cartagrap @ Copy
B3 Corversio *
&3 Data Inte
&5 Data Man
&3 Editing Ta
&5 Geocodin
@ GGeastatis
E3 Linear Rel
@ Mulkidirnern @
Help
@ Metwark &
&3 Parcel Fat Itemn Descripkion. ..
@ Schematig |'j’ Properties. ..
@ Server Ta
@ Spatial Analyst Tools
&3 spatial Statistics Taals
@ Tracking Analyst Tools

3

This brings up the batch grid for the Clip tool.

[ Ok ] [ Cancel ] [Environments... ] [ Show Help == ]

Conduct batch processing
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There are several ways to fill in the cells, as follows:

® Double-clicking a row number brings up the Clip tool dialog box for
that row.

® Double-clicking in a cell brings up a dialog box for just that cell.
¢ Clicking on the right side of a cell opens a drop-down list of layers.

¢ Right-clicking in a cell and clicking Open brings up a dialog box for
that cell.

¢ Right-clicking in a cell and clicking Browse brings up a dialog box
for browsing.

Since the layers have already been added to the data frame, using the
drop-down option in this case is quite efficient.

I_
flondzones

floodzones

3 In the column Input Features, click on the right side of
the cell in the first row to open the drop-down list and
select the floodzones layer. »

4 Add arow to the batch grid by clicking the Add Row
button +|.

5 In the second row, use the drop-down arrow to select
the lakes layer.

floodzones
lakes

6 Keep adding rows for the remaining layers that need
to be clipped so that the grid matches the example in
the figure. »

Now you can move on to the Clip Features column.

. . . i ﬂ;ig;ones
7 For Clip Features in the first row, use the drop-down lakes

list to select the basin layer. » o
z0ils

8 In the first Clip Features cell, right-click basin and
click Fill. It populates the cells in the remaining rows
with the same value —that is, the basin layer. »

floodzones

lakes
rivers
roads

The last set of parameters to fill in are for Output
Feature Class.

22
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9 Click the Check Values button. It validates the cell values in the
batch grid, and in the case of Output Feature Class, populates the
file names with defaults based on the current workspace.

+
- floodzones basin CUEstiPressiPythonDataExercizel2'\Resutsfloodzones _Clip.shp J
- lakes hasin CEsriPressiPython'Data'Exercizel 2 Resultsakes _Clip shp
- tivers basin CUEstiPressiPythomn\Data'Exercize02'\Resutsvivers_Clip.shp
- roads hasin CEsriPressiPython'Data'Exercizel 2 Resultsvoads_Clip.shp

You can also enter the file names one by one, but for filling in a large
number of rows, the Check Values button provides a quick method.
You can make changes to these values by modifying a single cell (for
example, by double-clicking in the cell or right-clicking in the cell and
clicking Open).

The batch tool is now ready to run.

10 Click OK. Once the tool runs, the four output feature classes are added
to the ArcMap table of contents.

H H Geoprocessing Options X
Set the geoprocessing options ¥ EaE X
General
Sometimes when you run geoprocessing opera- [[] overwrite the outputs of gecprocessing operations
tions, you encounter a situation where you might [ tog geoprocessing operations to  log file
want to overwrite the existing data. For example, e [ e e
you may realize you n?ade a mistake and want [l Enable SRRl ]
to run a tool again, using the same name you fppear For how long (seconds)
already used for an output feature class. This is
a common scenario when running models. By

default, geoprocessing tools do not overwrite

Stay up if Error occurs

Script Tool Editar/Debugger

existing datasets, but this is a setting you can e | | @

change. Debugger: | | ﬂ
fModelBuilder

First, mOdlfY the gCOprocessing Option to prevent [#] When connecting elements, display valid parameters when mare

iti th is available,
overwriting files. an one is available

Results Managemment
1 On the ArcMap menu bar, click Geoprocessing Keep results younger than:

> Geoprocessing Options. Display [ Terporary Data

Add results of geopracessing operations to the display
2 Under the General heading, clear the “Over- [JResults are temporary by default

write the outputs of geoprocessing operations”
check box. »

About geoprocessing options K l [ Cancel
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3 Click OK.
Next, take a look at the following example.
4 Open the Clip tool dialog box.

5 For Input Features, select soils and for Clip Features, select basin.

Input Features

Isoils ;I ﬂ

Clip Features

Ibasin LI ﬂ
Cutput Feature Class
| Ci\EsriPress\Python\DatalExercise0z\Results\soils_Clipl.shp | ﬂ
%% Tolerance {optional)
| |Feet v|
[ [a]'4 ] [ Cancel ] [Environments... ] [ Show Help == ]

Notice that, by default, in the naming of the output feature class,
ArcMap recognizes that the soils_Clip feature class already exists and
therefore the name soils_Clip1 is entered.

6 Change the name of Output Feature Class to soils_Clip. Then click
outside the input box for this parameter. Since this name already
exists, an error icon appears indicating that the tool will not run.

Input Features

Isoils LI ﬂ

Clip Features

Ibasin ;I ﬁ
QOutput Feature Class
|C:'\EsriPressﬁ,Pythonﬁ,Data'l,ExerciseElZ'l,ResuIts'l,soils_Clip.shp | ﬂ
%% Tolerance {optional)
| |Feet vl
L o4 ] ’ Cancel ] ’Environments... ] ’ Show Help = ]

Next, modify the geoprocessing option to allow for overwriting files.

7 On the ArcMap menu bar, click Geoprocessing > Geoprocessing
Options.
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8 Under the General heading, select the “Overwrite the outputs of
geoprocessing operations” check box.

9 Click OK. On the Clip tool dialog box, the error icon has become a >>> TIP
warning icon. The warning message says that the output feature class Although the changes to the
soils_Clip already exists, but this will not prevent the tool from running. geoprocessing options take

effect immediately, you may

need to retype the name of
the output feature class on

Input Features

[ sails =] @ the Clip tool dialog box for

Clip Features the error icon to disappear.

|basin j @
&Output Feature Class
|C:'\EsriPressH,Python'l,Data'l,ExerciseDZ'l,ResuIts'l,soils_Clip.shp | @
¥¥ Tolerance {optional)
| |Feet Iv;|
[ QK ] [ Cancel ] [Envimnments... l [ Show Help == ]

10 Click Cancel to close the Clip tool.

Explore models and ModelBuilder

Models are one way to create a sequence of geoprocessing operations
in ArcGIS. Like tools, models are organized in toolboxes and toolsets
within ArcToolbox. Before creating a model then, you need to create a
toolbox to store it.

1 On the ArcMap Standard toolbar, open the Catalog window by click-
ing the Catalog button.

Catalog

- 4@ =Bl B

Location: |@ Home - My Documentst ArcGls b |

(=&} Home - ocuments|Arcals
5 Folder Cornections
Taoolboxes

3 Database Servers
3l Dakshase Connections
B GIS Servers

@ My Hosted Services

2 Expand Folder Connections and make a connection to the C drive if
this connection does not already exist.
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= £ Folder Connections
5= s}

3 Navigate to the exercise 2 folder.
4 Right-click this folder and click New > Toolbox.

5 Name the toolbox Exercise 2 Tools.tbx.

= ] Exercisenz

Explore models and ModelBuilder

E Results Note: You can create your toolbox in any folder or in a
@ exercise 2 Toolsthx geodatabase. The key is that a model needs to be saved
(D basin she within a toolbox, so you must create a toolbox first before
[=2]] flondzones.shp .
[ED lakes.shp creating the model.

= rivers.shp
= roads.shp
(= soils.shp

Now you are ready to create a model.

6 In the Catalog window, right-click the Exercise 2 Tools toolbox and
click New > Model. This brings up the ModelBuilder interface and a

new blank model.

" Model

Model Edit  Insert Yiew Windows Help

HS 0@ x /2> b EE QI kS v

First, give the model a name.

7 On the ModelBuilder menu bar, click Model > Model
Properties.

8 For Name, type flooding. For Label, type Flooding
Analysis. »

Note: The name indicates the actual name of the model. This name
is used when calling the model from other tools in ArcGIS. The
name cannot contain any spaces. The label indicates the label that
will appear next to the model tool in the toolbox. The label can

contain spaces.

9 On the General tab, select the “Store relative path
names” check box.

10 Click OK to close the Model Properties dialog box.

|

Bl model Properties

General | Parameters | Environments | Help | Iteration |

Marme:

| Flooding |

Label:

| Flooding Analysis |

Diescription:

Styleshest:
| | &

[] store relative path names (instead of absolute paths)

Always run in foreground

[ 0K ][ Cancel ][ Apply
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11 On the ModelBuilder toolbar, click the Save button.
Notice that this updates the label of the model in the Exercise02 folder
and the heading of the model itself. You are now ready to start adding
elements to the model. There are several ways to add data and tools to
your model, as follows:
¢ Use the Add Data or Tool button on the ModelBuilder toolbar.
e Right-click in the model and click Add Data or Tool.

® Drag layers from the table of contents and tools from ArcToolbox
into the model.

You will use the drag-and-drop method in the following steps, but the
other methods are just as good.

12 Drag the basin and floodzones layers from the ArcMap table of
contents into the model.

13 Drag the Clip tool from ArcToolbox into the model.

Output Feature
Class

As the layers were added, their oval symbols were given a fill color
(blue) because the file name for these data variables is specified. When
the Clip tool was added, its rectangular symbol remained hollow
because the tool's parameters have not been specified yet. Hollow sym-
bols indicate that a model is not ready to run. In addition, by its very
nature, the Clip tool produces an Output Feature Class, so this data vari-
able is automatically added to the model, even though it is not pointing
to an output feature class yet.
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Connectors also need to be added to make the model ready to run. In
this example, the layers basin and floodzones need to be connected to
the Clip tool. There are two ways to create the appropriate connectors:

1. Use the Connect tool ¢ . On the toolbar, click this tool, and then
click one element and drag the connector to the second element.

2. Open the tool dialog box and specify the tool's parameters.
In the following steps, you will use the tool dialog box option.

14 In the model (not in ArcToolbox!), double-click the Clip tool to open
the tool dialog box.

You can now specify the tool's parameters as you normally would for a

tool.

158 For Input Features, click the drop-down arrow. €5 basin
The drop-down list shows all the available layers < floodzones
in the ArcMap table of contents as well as the data < lakes
variables already added to the model. This explains & :::dr:
why floodzones and basin occur twice on the list. # <> sails

16 Click the floodzones data variable (the one with a blue symbol in
front of it) for Input Features.

17 Click the basin data variable for Clip Features.

18 Set Output Feature Class to C:\EsriPress\Python\Data\Exercise02\
Results\flood_Clip.shp.

\ Clip X

Input Features

| floodzones j El

Clip Features

| basin j El

Cutput Feature Class
|C:'l,EsriPress'l,F‘ython'I,Data'l,ExerciseD2'l,Results'l,FIood_CIip.shp | El

%% Tolerance {optional)

| |Feet Vl

[ (a4 l [ Cancel ] ’ Apphy ] [ Shiow Help == ]
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19 Click OK to close the tool dialog box. When you click OK to close

the tool dialog box, the tool does not run as it would if you were using
the tool in stand-alone mode—that is, outside a model. Instead, with
the tool parameters specified, the appropriate connectors are created in
the model. As a result, the symbol for the Clip tool in the model is now
given a fill color (yellow), and so is the symbol for the output data vari-
able (green). When all parameters are specified and all elements in the
model have a fill color, the model is ready to run.

Before proceeding, try cleaning up the look of the model a bit.

20 On the ModelBuilder toolbar, first click the Auto Layout button g8

and then the Full Extent button 5 . This organizes the model ele-
ments into a consistent pattern. Although this has no effect on running
the model, it makes it easier to follow the workflow in your model. As a
general rule, after every few modifications or additions to a model, it is
a good idea to use the Auto Layout and Full Extent buttons to reorganize
the model elements.

0

Clip

Explore models and ModelBuilder
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Run your model

Now your model is ready to run. There are several ways to run a model:

® You can click the Run button on the ModelBuilder toolbar to run the
entire model.

e You can click Model > Run on the ModelBuilder menu bar to run
the entire model.

® You can right-click a particular tool in the model and click Run to
run just the selected tool.

Since there is only one tool in the current model, there is no difference
between running the entire model or only a single tool, but this option
becomes more relevant when your models become more complex.

1 On the ModelBuilder toolbar, click the Run button to run the entire
model. A model progress dialog box appears that shows the progress
and time elapsed in running the tools in the model. The messages are
similar to those in the Results window when geoprocessing tools are
running.

looding Analysis

[IIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIIII‘ [ <« Details ]

Completed

[ Close this dislog when completed successfully

Executing (Clip): Clip floodzones basin C:%EsriPressyEython“Data
“ExerciselZhWResultsiflood Clip.shp #

Start Time: Tue Mar 13 21:45:50 2012

Reading Features...

Cracking Features...

Assembling Features...

Succeeded at Tue Mar 13 21:45:51 2012 (Elapsed Time: 1.00 seconds)

Note: Since you are running the model from within ModelBuilder, the execution of the
model is not recorded in the geoprocessing Results window, but on the model progress
dialog box. If you were to save your model and close it, you could run it as a tool, and then

the tool execution would be recorded in the Results window.



Python Scripting for ArcGIS Exercise 2: Geoprocessing in ArcGIS Run your model

2 Click Close to close the Flooding Analysis dialog box. When the
model run is completed, the model elements (other than the input data-
sets) have a drop shadow to indicate that the tool has been run and the
output datasets have been created—in this case, a shapefile.

Although the output shapefile flood_Clip.shp was created, it has not
been added to the ArcMap table of contents. By default, ModelBuilder
assumes the model outputs represent intermediate data.

3 Right-click the flood_Clip.shp element in the model and click Add
To Display. Then right-click the flood_Clip layer and click Zoom To
Layer. You can now confirm that the flood_Clip layer has been added to
the ArcMap table of contents and that it represents the clipped version
of the floodzones layer.
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4 On the ModelBuilder toolbar, click the Save button. Then on the
menu bar, click Model > Close.

Next, you will run the model.

5 In the Exercise 2 Tools toolbox, double-click the Flooding Analysis
model. This brings up the Flooding Analysis tool dialog box with the
rather discouraging message, "This tool has no parameters.” So what
happened? Where is the model?

.** Flooding Analysis

This tool has no parameters.

[ Ok, l [ Cancel ] [Environments... ] [ Show Help == ]

Models are tools, so by creating a model, you automatically create a tool.  Note: Creating tool

And tools have tool dialog boxes to specify parameters. However, in the parameters is not covered
ModelBuilder interface, you only created the model elements without here but is covered in
indicating which elements should become parameters. In other words, chapter 13 on custom tools.

the model is not yet fully ready to be used as a tool in which the user
could specify the tool parameters.

So instead of running the model as a tool, you are going to go back into
the model itself.

6 Click Cancel to close the Flooding Analysis tool dialog box.

7 In the Exercise 2 Tools toolbox, right-click the Flooding Analysis tool
and click Edit. This brings you back into the ModelBuilder interface.
Notice that the Clip tool and the output feature class still have drop shad-
ows—the model has already been run and it remembers its processing state.

Next, you can add another step to the model. You may have noticed that
the polygons in the floodzones layer cover the entire study area. This

is how traditional flood maps are organized: polygons cover the entire
study area but are coded as being inside or outside particular flood

zone categories. You next must add a tool to select just the polygons of
interest.
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8 In ArcToolbox, drag the Select tool from the Extract toolset in the
Analysis toolbox into the model.

9 In the model (not in ArcToolbox), double-click the Select tool.

10 For Input Features, select flood_Clip.shp from

the drop-down list. Query Builder X]
11 Set the Output Feature Class to C:\EsriPress\ ELDD“DEDW - ~l
Python\Data\Exercise02\Results\flooding.shp. COBRA
SFHA a
SYMBOL
12 To create the Expression, click the SQL PANEL_TvP ¥
button &|. N’
auT!

13 On the Query Builder dialog box, create the
following expression: "SFHA" = 'IN' (SFHA
stands for Special Flood Hazard Area). »

s £ o

n n £
==
5 =
o ||m

Mot

Fle kb
i

Get Unique Walue: | Go To: I:I

"SFHA" = 'IN]

—

14 Click OK to close the Query Builder dialog box. W AW T SR

The Select tool dialog box should now look like
the example in the figure. »

L oK ] [ Cancel ]

15 Click OK to close the Select tool dialog box.

\ Select

Input Features

| flood_Clip.shp ;I @

Output Feature Class
| C:\EsriPressiPythonDatal\Exercise02iResultst flooding. shp | @

Expression {optional)

e | @

L OF J [ Cancel ] [ Apply ] [ Show Help == ]
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16 On the ModelBuilder toolbar, first click the Auto Layout button and
then the Full Extent button. Your model should look like the example
in the figure and is now ready to run.

17 Right-click the flood_Clip.shp element and turn off Add To Display.

18 Right-click the flooding.shp element and turn on Add To Display.

19 On the ModelBuilder toolbar, click the Run button to run the model.
Because the Clip tool was run previously, only the Select tool needs to

be run for the model run to be complete.

20 When the model run is complete, close the model progress dialog
box.

21 Save and close the model. The final result of the model is now added
to the data frame.
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Use scripting for geoprocessing

Scripting represents another way to carry out geoprocessing operations
in ArcGIS. A basic Python script is similar to a model, except that it
uses code instead of the visual programming language of ModelBuilder.
Python is the preferred scripting language for working with ArcGIS, and
Python code can be run directly in the Python window.

1 On the ArcMap Standard toolbar, click the Python window button [ .
This opens the Python window. The prompt (> > >) indicates that the
Python window is ready to accept code.

Python Oox

> |

To be able to run geoprocessing tools from Python, you first need to
import the ArcPy site package, which you'll do next. Importing the
ArcPy site package makes all the tools in the geoprocessing framework
in ArcGIS available for Python scripting.

2 Following the prompt, type the following:
>>> import arcpy

Within the Python window, ArcPy is automatically referenced, so the
import arcpy statement is in fact not necessary to use the geopro-
cessing tools from within that window. However, code in the Python
window can be converted to a script file (.py), and stand-alone scripts
do need the import arcpy statement.

Note: Do not type the greater-than (>>>) symbols. They are shown here to indicate

that Python code should be typed following the prompt. When a Python script is being
written (which is discussed later in this section), the prompt is no longer used. In many
programming environments, the prompt is referred to as a "command prompt,” so you may

see either term used in the documentation.

Notice that the Python window provides prompts to assist in writing >>> TIP
proper syntax. For example, when you start typing the letter i, a list of Instead of using the
the code elements that start with this letter is provided. You can select prompts, you can also just
the option you want by using the arrow keys to point to it, and then keep typing. Even if you
press the Tab key. don’t use the prompts,
a1 they can be very useful as
Yy reminders of the proper
Y
@ impart syntax.
~=@in
=Hpis
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3 After your first line of code (import arcpy), press Enter. Pressing
Enter brings up a new prompt at the next line. Remember that Python is
an interpreted language, which means that in the Python window, a sin-
gle line of code is run as soon as you press Enter.

Now you are ready to run a geoprocessing tool.

4 On the next line of code, enter the following, but do not press Enter
yet:

arcpy.Clip analysis

This code calls the Clip tool. Python is case sensitive (for the most part),
so be sure to type "Clip,” not “clip.” Calling the Clip tool is equivalent to
opening the tool dialog box. The next step is to specify the tool's param-
eters, as if you were filling out the tool dialog box. As you start typing,
the prompts will be helpful to ensure that you use the proper syntax.

When you type an opening left paren [(] after the Clip tool, a drop-down
list appears, containing all the layers from the ArcMap table of contents.

»»» arcpy.Clip_analysis (|

"basin”
"flondzones"
"akeas"
"rivers"
"roads”

NIVIRVENINN

"sails"

5 Complete the following line of code:
arcpy.Clip analysis("soils", "basin", "soils Clip")
The required tool parameters are listed inside the parens. The optional

XY Tolerance is not included, which means that, just as with a tool dia-
log box, the default value will be used.
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6 Press Enter to run the line of code. Similar to when a tool is run from
ArcToolbox, when background processing is enabled a progress bar
appears on the ArcMap status bar to show that the tool is running. Once
the tool execution is complete, a small pop-up notification appears in the
notification area, at the far right of the taskbar. The output feature class is
added to the data frame, and the result is printed in the Python window.

Python O x

x> import arcpy

»»» arcpy.Clip analysis ("scils", "kasin", "soils Clip"™)
<Result "C:\%WEsriPress'‘Python'\Data'\Exercisel2'“Results
“weolls Clip.shp'>»

>3 |

The use of Python code in the Python window is covered in more detail
in chapter 3. For now, it is important to remember that you can run
geoprocessing tools directly from the Python window. Lines of code are
run immediately, and the Python window is highly integrated with the
ArcGIS interface.

In addition to working with Python code in the Python window, you
can write and run code in a Python editor. You will use the PythonWin
editor in the next set of steps to create a simple script.

7 On the taskbar, click the Start button, and then, on the Start
menu, click Programs > Python 2.7 > PythonWin. This brings up the
PythonWin application.

8 On the PythonWin menu bar, click File > New. On the New dialog box,
click Python Script and click OK.

Grep Cancel
Puchecker 4

This brings up a new script window.

& Script1

~
|
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9 On the menu bar, click File > Save As and save the script as my_clip.py
to the Results folder for exercise 2 (C:\EsriPress\Python\Data\
Exercise02\Results\my_clip.py). Python script files are simply text
files that have the .py extension. There is no prompt (> > >) in the
script window. Python code in a script is not run until the script is run.
So you can enter multiple lines of code before you run the script.

10 Enter the following code in the my_clip script window:

import arcpy

arcpy.env.workspace = "C:/EsriPress/Python/Data/Exercise(2"
arcpy.Clip analysis("lakes.shp","basin.shp", "results/lakes myClip. #»
+ shp")

Note: This book uses an arrow symbol ¥ to indicate long lines of code that appear all on

one line in Python.

The line of code that starts with arcpy.env.workspace is equivalent
to setting the workspace on the Environment Settings dialog box. This
syntax is covered in more detail in the following chapters.

Note: The workspace needs to be set in the Python script, even though the environment
settings have been set in the geoprocessing framework in ArcMap (that is, in ArcToolbox).
A stand-alone Python script does not inherit the environment settings of ArcGIS for

Desktop applications.

Your script window should now look like the example in the figure.

& my_clip.py

import arcpy
arcopy.env.workspace = "C:/EsriFress/Python/Data/Exercise0z"
arcpy.Clip analysis("lakes.shp", "hasin.shp", "Results,’la}«:es_mnglip.shp"]

38 | >

11 On the PythonWin menu bar, click File > Save to save the script.

>>> TIP

After subsequent edits, click the Run button to save the script automatically.

12 On the toolbar, click the Run
button.

Script Filz |thon\Data\ExerciseDE\H esultzimy_clip.py Browse...

13 On the Run Script dialog box, Arguments | 0K |
leave the default settings (No Debugging | No debugging | r——

debugging). Click OK. »
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The script now runs. Upon execution of the script, it does not initially
appear as if much has happened. Because you are running a stand-alone
script, the output is not automatically added to a data frame in ArcMap.
In fact, ArcMap doesn't need to be open for a script to run.

14 In ArcMap, open the Catalog window, navigate to the Results folder
for exercise 2, and confirm that the lakes_myClip shapefile was
created.

[=2]] lakes_myClip.shp

The Python script accomplishes the same task as the Python code in the
Python window: in both places, the Clip tool runs and creates a new
dataset—in this case, a shapefile. However, there are a few differences:

e The Python window inherits the environments of the geoprocess-
ing framework in ArcMap, but in the stand-alone Python script, the
environments need to be set.

e The Python script can run without having any ArcGIS for Desktop
applications open, whereas the Python window is an integral part of
ArcGIS for Desktop applications.

® Code in the Python window is run line by line, whereas the stand-
alone Python script is run in its entirety.

These differences between running Python scripts and running code in
the Python window are revisited in later chapters.

Use scripts as tools

The Python window provides a flexible environment for testing snippets
of Python code, but more complex code is typically saved to a script.
Python scripts can be integrated into the ArcGIS environment by adding
them as tools.

1 In ArcMap, in the Catalog window, right-click the Exercise 2 Tools
toolbox in the Exercise02 folder and click Add > Script.

2 On the Add Script dialog box, type MyClip for Name and My Clip Tool
for Label.
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3 Select the “Store relative path names” and “Always run in
foreground” check boxes.

Add Script

Mame:

| MyClip |

Label:

| My Clip Tool |

Descripkion:

Skyleshest:

| §=i

Store relative path names (instead of absolute paths)

Always run in Foreground

< Back [ Mext = ] [ Cancel

4 Click Next.

On the next dialog box, you can select the script file that will be
attached to the tool.

5 Click the Browse button and navigate to the Results folder for
exercise 2. Select the my_clip.py script file.

Add Script

Script File:

| Ci\EsriPress\Python\DatalExercise0z\ Resultsimy_clip.py | @

Show corrmand window when executing script

Run Pvthon script in process

’ < Back ” Mexk = ]’ Cancel

6 Click Next.

The next dialog box allows you to specify tool parameters to be dis-
played in the tool dialog box. You can skip this for now because the
simple script you are using contains hard-coded parameters, with the
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values already in place, instead of user-specified inputs. Creating script
parameters for use on a tool dialog box is covered in chapter 13.

7 Leave the list of parameters blank and click Finish.

This adds a script tool to the toolbox. You can now run the script as a
tool.

= a Exercise Z Tools, thx
QW Flooding Analysis
7 my Clip Tool

8 To test the script, in the Catalog window, navigate to the Results
folder for exercise 2 and delete the lakes_myClip shapefile.

9 Double-click the My Clip Tool. The tool has no parameters because
none were created when the script tool was set up. However, the script
will run fine with the hard-coded parameters.

S My Clip Tool

This tool has no parameters.

I O l ’ Cancel ] [Environments... ] [ Show Help »> ]

10 Click OK to run the tool. When the tool execution is complete, close
the My Clip Tool progress dialog box.

11 In the Catalog window, right-click the Results folder for exercise 2
and click Refresh.

12 Confirm that the lakes_myClip shapefile was created.

Note: Because the script now runs as a tool, it inherits the environment settings and
geoprocessing options of the current ArcMap document. For example, if you were to run
the script tool again without first deleting the lakes_myClip shapefile, the tool would run
fine and overwrite the existing dataset. This is because the "Overwrite the outputs of
geoprocessing operations” check box was selected under Geoprocessing Options.

As you have just seen, creating a script tool is fairly easy. However,
there is much more to creating robust script tools, including setting
tool parameters to obtain user input, validating input parameters, and
error handling, to name a few. These topics are covered in chapter 13,
after you have had more exposure to Python syntax and writing Python
scripts.
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Convert a model to a script

Another way to learn about Python scripting is to export a model to a
script. This allows you to see what a logical sequence of geoprocessing
operations looks like in Python.

For starters, you can revisit the Flooding Analysis model created earlier,
as shown in the example in the figure.

Next, convert this model to a script.

1 In the Catalog window, right-click the Flooding Analysis model in the
Exercise 2 Tools toolbox in the Exercise02 folder and click Edit.

2 On the ModelBuilder menu bar, click Model > Export > To Python
Script.

3 On the Save As dialog box, save the script file as flooding.py to the
Results folder for exercise 2.

4 Close the model.

5 Return to the PythonWin application. On the Standard toolbar, click
the Open button = .

6 On the Open dialog box, browse to the Results folder for exercise 2,
click the flooding.py script, and click Open.
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7 Review the contents of the script.

& flooding. py

Convert a model to a script

£

—*— podipg: wutf-§ —*-

Flooding. pv

Created on: Z015-03-13 22:&5ar15. 00000
(generated by ArcGIsS ModelBuilder)

Description:

ook R R

# Import arcpy module
import arcpy

# Local variables:

basin = "hasin"

floodzones = "floodzones"™

flood Clip shp = "C:WWEsriFress\h\Python''\Data\Exercise02\\Results\flood Clip.shp”
flooding shp = "C:\\EsriPressi\Python'\Data'hExercise02y\ Results' '\ flooding., shp"

# Process: Clip
arepy.Clip analysis(floodzones, basin, flood Clip shp, ")

# Process: Select
arcpy.delect analysis(flood Clip shp, flooding shp, ™\"SFHL" = 'IN'™)

|

Don't worry for now about being able to understand everything in the
script. However, you should be able to recognize each of the model ele-
ments, including the data variables floodzones and basin, as well as the
Clip and Select tools.

Close PythonWin.

Close ArcMap. There is no need to save your map document.

In this exercise, you have learned how to run geoprocessing tools and
control how they are run by using tool parameters and environment
settings. You have created a model using the ModelBuilder interface.
You have also run Python code in the Python window as well as running
stand-alone Python scripts and script tools from within an ArcGIS for
Desktop application.
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Challenge exercise

Challenge 1
Create a new model called Soil Analysis that accomplishes the
following:

1. Clips the soils layer using the basin layer

2. From the clipped version of the soils layer, selects the features that
are "Not prime farmland” (field FARMLNDCL)

Convert the model to a script called soil.py.

Challenge exercise
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Exercise 3
Using the Python window

Open the Python window

The Python window is an interactive Python interpreter and allows
you to run Python code directly from within an ArcGIS for Desktop
application.

1 Start ArcMap. On the
Standard toolbar, click the

Pythaon

T Fl zhow help for current cursor location.
Python button to open the FZz check the syntax of the current line (o
Python window. » code block if in multiple line mode) .

EZC pancels the current operation.

. . . 3hift or Contraol Beturn will enter multiple
As with other windows in

line mode. To exit mwultiple line mode
ArcMap, you can leave the [execute the code block) enter REeturn on
Python window floating or the last line.
dock it on any side of the Aoeoess the history of comwmands using the up
. and down arrows on the last line.
ArcMap interface. Because Right click in the command pane for
you will be typing horizon- additional options.

tal lines of code, it makes
sense to dock the window
at either the top or the bot-
tom of the interface.

e Tl skow belp f0r curEent Gurecs Lowacion,
¥, -1 (-
2 To dock the Python fetb i il gt Sy
. 18 the .
window, drag the top bar e e e
. . 11oe mods. To ediy ssltiple ling mode
of the Python window. This a Tt S
RAE iR,
1 1 Aocess the history of comsands using The
brings up eight arrows ‘3 a i Xiwl iy R mmtits 110 e
H el |Right click in the command for
(four o_f w.hlcr? are visible < P cai da o pazs
here), indicating the var-

ious locations where you
can dock the Python
window. »
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3 Drop the Python window on the bottom arrow, so that the window is

at the bottom of the interface.

% Untitled - ArcMap

File  Edit  Yiew

Ogs B xl2cid-

Bookmarks  Insert  Selection  Geoprocessing  Customize

Windows  Help

A=l ]l

230

e | 5-0 x| @7 B0 0S8 TR

Table OF Contents nx

-

B E
S B =
v
j@je | &0 < i | l_

FE

F1 show help for current cursor location. A

F2Z check the syntax of the current line
[or code block if in multiple line mode) .
ESC pancels the current operation.

Shift or Control Return will enter

-

line mode (execute
Return on the last
Aooess the history

multiple line mode.

To exit mwultiple
the code hlock) enter
line.
of commands using the

v

302,198 785,714 Unknown Units

4 To undock the Python window, drag the top bar again.

6

The Python window itself can be resized, and the divider between the
code section and the Help and syntax panel can be moved. Placement of
the Help and syntax panel can also be controlled.

Right-click in the Python window and click Help Placement >
Bottom.

paben
[:,.:,:. |

F1 ahow help for cureent cursar locacion. -
F2 chack the syntax of the current line (or code blosk if in multiple line mode).
ESC pancels the Surrent opeEation.

Shife of Control Return will enter multiple line mode.
|execute the code block) enter Return on the last line.
Leeeaa che hiscory of commanda uaing che up and down arrows on the lasc line.
Right click in the command pane for addicional options.

To exit multiple line mods

Drag the divider between the code section and the Help and syntax
panel to adjust their sizing the way you like it.

Python O x
> |

F1 show help for current cursor location. el
F2 check the syntax of the current line (or code block if in multiple line mode) .

Open the Python window

>>> TIP

Docking the window makes
it a bit easier to keep
working with your code and
manage your layers in the
ArcMap table of contents at
the same time.
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Write and run code

As in any interactive interpreter, Python code is run one line at a time,
and the results are printed immediately.

1 Type the following code and press Enter at the end of each line:
>>> a 12

>>> b 26
>>> a * b

Note: Whether you use spaces here or not does not influence the execution of the
code—that is, a = 12 is the same as a=12. Spaces are commonly used in Python to make
code easier to read but are often not required.

After you press Enter, the line of code is executed, Python o =
and the next line automatically starts with a new Prroa = 12
command prompt. The result of the preceding code ;;; 2 N iﬁ
is shown in the figure. » 312

ES

Now you can try something different.

2 At the command prompt, type the following code: i 0 x
>»> a = 12
>>> if a < b: > b = 286
>»> a * b
) ) 312
3 Press Enter to run the line of code. The result is Yy if 4 < b
a secondary prompt at the next line, consisting of
three dots (...). »

It means that the interactive Python interpreter recognized the start of
the multiline construct. The if statement is the first line of a block of
code, and at least one more line of code is needed for the code to run
successfully. The Python window automatically indents the next line
of code.

4 At the secondary prompt (. . .), enter the following code. Because
this is the block of code following the i f statement, the code has
been indented. (This indentation was not automatic in ArcGIS 10.0
and had to be added manually by typing four spaces.)

print "a is less than b"
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5§ At the end of the line of code, press Enter. Notice p— O x
the result. The line of code is not executed, and the w2 g = 12
next line starts with another secondary prompt. + >>> b = 26
>>> a * b
312

P> 1if a < b:
print "a i= less than b"

6 With the pointer at the start of the next line of code, |l o
and without entering any code, press Enter. » x> oa = 12
x> b o= 26
> a * b
When you are working with the secondary prompt, 31z
code is executed only when you press Enter twice. >rx Af A < b .
This runs all lines of code following the last primary print "a iz less than b
prompt. a iz less than b
2 |

The Python window provides the secondary prompt
automatically when it recognizes a multiline con-
struct. However, you can also force the secondary prompt by pressing
Ctrl + Enter.

7 Right-click in the Python window and click Clear All. This removes all
lines of code from the Python window.

8 At the primary prompt, enter the following code:

Python O x
rr o =1

>>> x = 1

9 At the end of the line of code, press Ctrl+Enter. »

This brings up the secondary prompt. You can keep entering lines of
code and pressing Enter at the end of each line—the secondary prompt
continues to appear, and the code is not executed until you press Enter
twice.

10 At the secondary prompt, enter the following code:

y = 4
z = 3
print x * y * z

Note: There is no need to enter spaces here following the secondary prompt. In an earlier
example using the secondary prompt, spaces were needed to create a block of indented
code, but this is not the case here.
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11 At the end of the last line of code, press Enter twice. »

The use of Ctrl + Enter makes it possible to complete several lines
of code before running them.

As you were typing the print and if statements, you probably
already noticed the code autocompletion prompts. Next, you will

take a closer look at how these prompts work.

12 Right-click in the Python window and click Clear All.

13 At the primary prompt, enter the following code and press Enter:

>>> text = "GIS"
14 At the next line, start typing the print statement. »

As soon as you start typing the letter p, you are prompted by a list
of suggestions. These code autocompletion prompts include any
text that would be logical based on Python syntax. In this case,
there are two Python statements that start with the letter p. You
can select the option you want using your pointer or by using the
Up Arrow and Down Arrow keys.

15 Select the print statement and press the Tab key. »

For a statement as short as print, using the prompts does not
save much typing, but autocompletion prompts can be very help-
ful as reminders of the proper syntax, and they can help you avoid
making typos.

16 After the print statement, type a space, followed by the
letter t. »

Write and run code

Pwthon

rr o = 1
y =4
z = 3

print ®x * v * =z
12
>

Notice that the list of suggestions is not limited to built-in Python terms

but also includes text since this was used earlier in the code.
Note: The term text is a variable here, a term that is covered in chapter 4.

17 Select the text variable and press the Tab key. Then press
Enter to run the code. »

It is worthwhile to note that you do not have to use the code
autocompletion prompts. Instead of selecting one of the suggested
terms, you can simply continue typing. You can also turn off the

x> text = "GIZ"
33> p
=@ pass
=@ print
»rrF text = "GIET
»»>» print
x> text = "GIZ"
»»> print t
@ rext
& time
=@ try
»rr text = "GEIZT
»»> print text
I3
2 |

prompts by right-clicking in the Python window and selecting or clearing
the Show Default Choices option. However, you can benefit from code
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autocompletion prompts, because using them reduces typos, makes writ-
ing code faster, and shows all your options in the drop-down list.

You have already seen how to clear code: right-click in the Python
window and click Clear All. However, you can also continue to run
lines of code, and the window will start to scroll downward if the lines
of code do not fit in the window. Also, clearing the lines of code does
not refresh the interactive Python interpreter—rather, the code executed
earlier is still in memory.

18 Right-click in the Python window and click Clear All.
19 At the command prompt, type the following code and press Enter:
>>> print text

Notice that the code printed the correct text, as shown in the figure, B CES

even though the lines of code are no longer visible. » é;g print text

>

Closing and opening the Python window does not remove the code, nor
does it remove the code from the interactive Python interpreter. How-
ever, closing ArcMap removes the code from memory, and you can
never use it again.

20 Close ArcMap and click No if asked to save any changes to the
map document. Start ArcMap again. Open the Python window if
necessary.

21 At the command prompt, type the following code and press Enter:
>>> print text

Notice the result, as shown in the figure. + &L Cl
>»» print text

. . Runtime error
The variable text is not defined, and there- | ___.__, (most recent call last):

fore the Python window produces an error File "<string>", line 1, in <module>
message. Code in the Python window is MameError: name "text' is not defined
removed from memory when the ArcGIS 7o

for Desktop application is closed. Later in
this exercise, you will see that there is an
option for saving the Python code.
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Run a geoprocessing tool

Next, run a geoprocessing tool from the Python window that works
with a layer in ArcMap. Don’t worry too much about the syntax of the
code for now.

1 On the ArcMap Standard toolbar, click Add Data and browse to the
C:\EsriPress\Python\Data\Exercise03 folder.

2 Select the zipcodes.shp file and click Add.

% Untitled - ArcMap
File Edit View Bookmarks Insert Selection Geoprocessing Customize  Windows  Help
D & L HR x 9o b ¥ EEEE O B
QEMQ il e -0 K07 E NS TIE,
Table OF Contents 1 x FS
88 4
= = Layers
=2

=

Z095282,.716 9328404, 177 Feet

3 At the prompt, start typing the following:
>>> count = arcpy.G
The code prompts you by providing a list of options.

4 Select the GetCount management option from the list and press the
Tab key.
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5 Type an opening, left paren [(]:
>>> count = arcpy.GetCount management (

The code prompts you by providing the name of the only layer in
ArcMap.

Prython o x

>>> count = arcpy.GetCount managemsant (

6 Select this layer, press the Tab key, and type a closing, right paren [)]:

>>> count = arcpy.GetCount management ("zipcodes")

7 Press Enter to run the line of code. The code runs the Get Count tool. Note: If you have disabled
Once it is finished running, a pop-up notification appears in the notifi- background processing
cation area, at the far right of the taskbar. Geoprocessing messages also under Geoprocessing
appear in the Help and syntax panel of the Python window. Options, no pop-up

notification will appear and

8 At the prompt, enter the following code and press Enter: messages appear only in the

Help and syntax panel of the
>>> print count Python window.

The code prints the result of the Get Count tool: 80.

The specific syntax used in this example is covered in detail in chapter 5.
For now, the important thing to remember is that you can run code in the
Python window that interacts with spatial data in the map document as
well as on disk.

Get help in the Python window

You have already seen several examples of code autocompletion
prompts, which can be of great help. These prompts are context sensi-
tive, meaning that the suggestions only include terms that are logical
based on Python syntax.

There are several other ways to get assistance.

1 Right-click in the Python window and click Clear All. et | O
>

T
—

2 Make sure the Help and syntax panel is visible. »
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3 At the command prompt, type the print statement.

Python O x
|> >» print]

print(-, ee., Sep=' ', end='‘n', file=sys.stdout)

Prints the walues to a sStream, or to sys.stdout by defaulc.

Optional keyword arguments: file: a file-like object (stream); defaults to the current
sys.stdout. sep: string inserted between wvalues, default a space. end: string appended
after the last values, default & newline.

What is shown in the Help and syntax panel is the syntax for the print
statement. When you are just getting started in Python, the wording
may appear a little cryptic.

4 Continue the line of code with the following:

>>> print "GIS

5 With the pointer at the end of the line of code, press F2.

Prython

|>>> print "GIg|

Parsing error SyntaxError: EOL while scanning string literal (line 1)

This brings up syntax checking for the current line of code. In this case,
an end-of-line (EOL) error is detected. Pressing F2 effectively prints any
syntax errors that will occur when the line of code is executed.

6 Without fixing the syntax error, press Enter to run the line of code.

Python O x
>»» print "GIS

Parging error SyntaxError: EOL while =canning string literal (line 1)
>

Notice that this is the same error as reported using syntax checking.
The F2 key does only syntax checking—other types of errors are discov-
ered only when a tool is actually run.

If you make an error, you may be tempted to correct prior lines of code
that have already been run. However, you can only run code at the cur-
rent command prompt, so fixing prior lines of code is not an option. To
save on typing, you can copy the line of code, paste it after the current
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command prompt, and fix the error. Since this is such a common task,
there are built-in shortcuts to make it easier.

7 At the command prompt, press the Up Arrow key to bring up the
previous line of code.

Pythan ox
x> print "GIS

Parging error SyntaxError: EOL while =canning string literal (line 1)
>>> print "GIg

Now you can copy and paste the line of code, fix it, and then run it. The
Up Arrow and Down Arrow keys can be used to scroll up or down to
any previous line of code in the current session.

Save your work

Code in the Python window is not saved with a map document. If you
want to reuse your code later, you can save the code to a script.

1 Right-click in the Python window and click Clear All.
2 At the command prompt, enter and run the following lines of code.

>>> count = arcpy.GetCount management ("zipcodes")
>>> print count
80

You can copy and paste lines of code from

the Python window to a text editor or to a Save Az
script window of a Python editor to save Savein | () Results 9 08 E
and reuse. However, this also copies text 2 B

that is not code, such as prompts, results, Lé B

My Recent
and messages. i
3 Right-click in the Python window and A
ezkiop

click Save As.

.

4 On the Save As dialog box, browse to
the C:\EsriPress\Python\Data\Exer-

i i . File namme: |count hd | [ Save ]
cise03\Results folder and save your file gj :
o ¥ Save a: type: |F'_|,Jthon file [,y v| [ Cancel ]
as count.py. »

ty Documents
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Next, you can open the script file in a Python editor.
5 Start PythonWin.

6 On the Standard toolbar, click the Open button, browse to the
Results folder for exercise 3, select the count.py script, and click
Open.

i count. py

count = arepy.GetCount management ("zipocodesT)
print count

|

I B4

Notice that the resulting script file contains code only.

7 Close PythonWin.

Load existing code

You can also load existing code into the Python window.
1 Return to ArcMap.
2 Right-click in the Python window and click Clear All.
3 Right-click in the Python window and click Load.

4 On the Open dialog box, browse to the Results folder for exercise 3,
select the count.py script, and click Open.

Python O x

»>>»> count = arcpy.GetCount management ("zipcodes™)
print count

The Python script loads into the Python window. Notice that the lines
of code are preceded by the secondary prompt, meaning that the code
is not run line by line. You can now make changes to the code prior to
running it.

5 Close ArcMap. There is no need to save your map document.



Exercise 4

Learning Python language
fundamentals

Work with numbers

Python can be used as a powerful calculator. Practicing math calcula-
tions in Python will help you not only perform these tasks, but also
show you how Python works with different types of numbers.

1 Start ArcMap. On the Standard toolbar, click the Python button.
2 In the Python window, type the following code and press Enter:
>>> 12 + 17

This code should give you the result 29. All basic calculator functions
work just as you would expect, with one exception, which follows.

3 Run the following code:
>>> 10 / 3

And the result is 3? What went wrong? The inputs to the calculation
(10 and 3) are both integers, and therefore the result is, by default, also
an integer. This results in rounding. If you want ordinary division, the
solution is to use real numbers or floats—that is, numbers that are deci-
mals. If either one of the inputs in a division is a float, the result will
also be a float.

Note: Do not type the
prompt (>>>), since it

is already provided by

the Interactive Window.
Whenever sample code in
this exercise is preceded by
the prompt, it means the
code should be entered in
the Interactive Window.
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4 Run the following code:

>>> 10.0 / 3.0

The result is 3.3333333333333335—notice that the very last number Note: The exact number of

does not make sense because it has reached the limit of the number of decimal places depends on

decimal places Python uses. the version of Python you
are using.

Is there a similar upper limit to the size of integers? Yes, ordinary inte-
gers cannot be larger than 2147483647 or smaller than -2147483647.
However, if you want larger values, you can use a long integer, com-
monly referred to as "long.”

5 Run the following code:

>>> 12345678901

The result is 12345678901L, with the letter L indicating that Python
converted the input value to a long integer.

Basic arithmetic operations such as addition, subtraction, multiplication,
and division are relatively straightforward. Many more operations are
possible, but take a look at just one more for now: the exponentiation,
or power, operator (**).

6 Run the following code:

>>> 2 *x §

And the result is 32.
Although you are not very likely to use Python directly as a calculator,

the examples here show how Python handles numbers, which will be
useful as you start writing scripts.

Work with strings

Now take a look at strings. You have already seen a very simple exam-
ple, which follows.

1 Run the following code:

>>> print "Hello World"
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The code prints Hello World to the next line. This is called a string, as

in a string of characters. Strings are values, just as numbers are.

Python considers single and double quotation marks to be the same
thing, making it possible to use quotation marks within a string.

2 Run the following code:
>>> print 'Let's go!'
The code results in a syntax error because Python does not know how
to distinguish the quotation marks that mark the beginning and end of
the string from the quotation marks that are part of the string—in this
case, in the word "Let’s.” The solution is to mix the type of quotation
marks used, with both single and double quotation marks.
3 Run the following code:
>>> print "Let's go!"
The code prints Let's go! to the next line.
Strings are often used in geoprocessing scripts to indicate path and file
names, so you will see more examples of working with strings through-
out the exercise.
Strings can be manipulated in a number of ways, as you will see next.

4 Run the following code:

>>> z = "Alphabet Soup"
>>> print z[7]

The code returns the letter ¢, the seventh letter in the string where
the letter A is located at index number 0. This system of numbering a
sequence of characters in a string is called indexing and can be used to
fetch any element within the string. The index number of the first ele-
ment is 0.

5 Run the following code:
>>> print z[0]
The code returns the letter A. The index number of the last element
depends on the length of the string itself. Instead of determining the

length, negative index numbers can be used to count from the end
backward.

Work with strings

Note: Quotation marks in
Python are “straight up,”
and there is no difference
between opening quotation
marks and closing quotation
marks, as is common in
word processors. When

you type quotation marks
directly in Python, they are
automatically formatted
properly, but be careful
when copying and pasting
from other documents.
Quotation marks in Python
have to look like this (' ') or
this (" "), not like this (*’)
or this (“ 7).
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6 Run the following code:
>>> print z[-1]
The code returns the letter p.

To fetch more than one element, you can use multiple index numbers.
This is known as slicing.

7 Run the following code:
>>> print z[0:8]

The reference z [0: 8] returns the characters with index numbers from
0 up to, but not including, 8, and therefore the result is Alphabet.

As you have seen, you can use an index to fetch an element. You can
also search for an element to obtain its index.

8 Run the following code:

>>> name = "Geographic Information Systems"
>>> name.find ("Info")

The result is 11, the index of the letter I. In this example, find is a
method that you can use on any string. Methods are explored later in
this exercise.

Work with variables

All scripting and programming languages work with variables. A vari-
able is basically a name that represents or refers to a value. Variables
store temporary information that can be manipulated and changed
throughout a script. Many programming languages require that vari-
ables be declared before they can be used. Declaring means that you
first create a variable and specify what type of variable it is—and only
then can you actually assign a value to that variable. In Python, you
immediately assign a value to a variable (without declaring it), and from
this value, Python then determines the nature of the variable. This typi-
cally saves a lot of code and is one reason why Python scripts are often
much shorter than code in other programming languages.

Next, try a simple example using a numeric value.
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1 Run the following code:

>>> x = 12
>>> print x

The value of 12 is now printed to the next line. The code line x = 12 is
called an assignment. The value of 12 is assigned to the variable x. Another
way of putting this is to say that the variable x is bound to the value of 12.
Implicitly, this particular line of code results in variable x being an integer,
but there is no need to explicitly state this with extra code.

Once a value is assigned to a variable, you can use the variable in
expressions, which you'll do next.

2 Run the following code:

>>> x = 12
>>> vy = x / 4
>>> print y

The result is 3.

Variables can store many different types of data, including numbers
(integers, longs, and floats), strings, lists, tuples, dictionaries, files, and
many more. So far, you have seen only integers. Next, you can continue
with strings.

3 Run the following code: Note: Variable names can
consist of letters, digits, and
>>> k = 'This is a string' underscores (_). However, a
>>> print k variable name cannot begin
with a digit.

Work with lists

Lists are a versatile Python data type used to store a sequence of values.
The values themselves can be numbers or strings.

1 Run the following code:

>>> w = ["Apple", "Banana", "Cantaloupe", "Durian", "Elderberry"]
>>> print w

This prints the contents of the list.
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Lists can be manipulated using indexing and slicing techniques, very
much like strings.

2 Run the following code:
>>> print w[O0]
This returns Apple because the index number of the first element in
the list is 0. You can use negative numbers for index positions on the
right side of the list.
3 Run the following code:
>>> print w[-1]

This returns Elderberry.

Slicing methods using two index numbers can also be applied to lists,
which you'll try next.

4 Run the following code:
>>> print w[2:-1]
The reference w[2:-1] returns the elements from index number 2 up
to, but not including, -1, and therefore the result is [ 'Cantaloupe’,
'Durian'].
Notice the difference here between indexing and slicing. Indexing

returns the value of the element, and slicing returns a new list. This is a
subtle but important difference.

Use functions

A function is like a little program you can use to perform a specific
action. Although you can create your own functions, Python has func-
tions already built in, referred to as standard functions.

1 Run the following code:

>>> d = pow (2, 3)
>>> print d

So instead of using the exponentiation operator (**), you can use a
power function called pow. Using a function this way is referred to as
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calling the function. You supply the function with parameters, or
arguments (in this case, 2 and 3), and it returns a value.

Numerous standard functions are available in Python. You can view the
complete list by using the dir ( builtins ) statement.

2 Run the following code:

>>> print dir(_  builtins )

Use functions

Note: There are two
underscores on either side
of the word "builtins,” not

Jjust one.

»»» print dir(_ builtins_ )
["ArithmeticError', '"AssertionError', TAttributeError', 'BaseException',
"BufferError', '"BytesWarning', 'DeprecationWarning', TEQFError®, 'Ellipsis',
"TEnvironmentError', TException', 'Falsze', 'FloatingPointError', 'FutureWarning',
"GeneratorExit', "IDError', "ImportError', "ImportWarning', 'IndentationErreor',

"IndexError’, "EeyErreor', "EeyvboardInterrupt’™, "LookupError’,
"WameError', "HNone', "NotImplemented'™, "HotImplementedError',

"Warning', "WindowsError'!, TZercoDivisionError', ' debug 1,
T import T nams T package "y Tabks', Tall', Tany',
"bazestring’™, "kin', "bkool', Tkhuffer', '"bytearray', TbytesT,

"file', 'filter', "float', "format', 'frozenzet', Tgetattr?,

"Tmemoryview', Tmin', Tnext', Tokject®, Tocot', Topen', Tord?,
"proeperty’, Tguit', Trange', "raw input', ‘reduce’, Trelcad’,

fzum', Tsuper’, "tuple', Ttype', Tunichr', "unicode', ‘wvarsT,
i

"OverflowError', '"PendingDeprecationWarning', "ReferenceError', 'RuntimeError’,
"TRuntimeWarning'!, '"StandardError', 'Stoplteration', '"SyntaxError',
"gyntaxWarning', "SystemError', '"SystemExit', 'TabErreor', 'Trues', "TypeError',
"UnboundlLocalErreor’, "UniceodeDecodeError’, '"UnicodeEncodeError’, 'UnicedeError’,
"UnicodeTranslateError’, "UnicodeWarning', 'UserWarning', '"ValueError',

T doc T,

"czallakle', Tchr'.
"clagsmethed®, Tcmp', Tcoerce', "compile', Tcomplex', "copyright', Tcredits",
"delattr®, "dict’, "dir', "divmed’, Tenumerate’, Teval', Texecfile’, Teuit’,
"globals",
Thasattr', "hash', "help', Thex', "id"', "input', "int', Tintern', Tisinstance’,
Tizgzubclazs", Titer', 'len', Tlicense', "lizt', "locals', 'long', "map', Tmax',
Tpow', Tprint',

"reversed’, "round', "set', Tsetattr’, 'slice', 'sorted', "staticmethod’, Tstr’,

"MemnoryError’®,
TORError’,

Tapply ',

"repr’,

"wrange', Tzip']

It may not be immediately intuitive as to what many of these func-
tions are used for, although some are straightforward. For example, abs
returns the absolute value of the numeric value.

3 Run the following code:

>>> e = abs(-12.729)
>>> print e

This returns the value of 12.729.
Since it may not be immediately clear how many of these functions

work and what the parameters are, it should be helpful to take a look at
the Help function next.
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4

First, clean up the Python window by removing all the code so far.
Right-click in the Python section of the window and click Clear All.

Make sure the Help and syntax panel is visible by dragging the

divider in place.
Prython O x

7 > type type (phject) -» the
Type the function type and don’t press Enter chisct's type

yet. Notice that the syntax appears in the adjacent type (name, bases, dict) -»
panel > a new type

You can find similar descriptions in the Python manuals, but having it
right where you are coding in the Python window is convenient. Notice
that a section of the syntax is highlighted. It specifies the parameters
of the function. When you call the function, you need to supply these
parameters for the function to work, although some parameters are
optional.
Next, you can try out this function.
Run the following code:

>>> type (123)
The result is <type 'int'>—that is, the input value is an integer.
Run the following code:

>>> type (1.23)

The result is <type 'float'>—that is, the input value is a float, or
floating point.

Run the following code:

>>> type ("GIS")
The result is <type 'str'>—that is, the input value is a string.
Multiple parameters are separated by commas. Optional parameters are

shown between square brackets ([ ]). For example, take a look at the
function range.
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10 In the Python window, type the function range and notice that the
syntax Help appears in the adjacent panel.

- range| range [ [Start,] stop[, step]) -> list
of integers

RFeturn a list containing an
arithmetic progression of integers.

range (i, 3j) returns [i, i+1, i+2, ...,
j-1]:; start [!) defaults to 0. When
step is giwven, it specifies the
increment (or decrement). For example,
range(4) returns [0, 1, 2, 3]. The

end point is owitted! These are
exactly the wvalid indiees for a list
of 4 elements.

Notice the syntax: range ([start, ] stop[, step]). The function
range has three parameters: start, stop, and step.

11 Run the following code:
>>> range (10, 21, 2)
The resultis [10, 12, 14, 16, 18, 20].

The function returns a list of integers from 10 to 20, with an increment
of 2. However, the only required parameter is the endpoint (stop).

12 Run the following code:
>>> range (5)
The resultis [0, 1, 2, 3, 4].

The function returns a list of integers using the default values of O for
the start parameter and 1 for the increment (step) parameter.
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Use methods

Methods are similar to functions. A method is a function that is closely
tied with an object—for example, a number, a string, or a list. In general,
a method is called as follows:

<object>.<method> (<arguments>)

Calling a method looks just like calling a function, but now the object is
placed before the method, with a dot (.) separating them. Next, take a
look at a simple example.

1 Run the following code:

>>> topic = "Geographic Information Systems"
>>> topic.count ("i")

The code returns the value of 2 because that is how often the letter i
occurs in the input string.

A number of different methods are available for strings. Notice that
when you start calling methods by typing a dot after the variable, a list
of methods is provided for you to choose from. The syntax Help is also
context sensitive.

»>»» tople = "Geographic Information Systems"
>>> topic.|

& capitalize
@ center
& count

& decode
$ encode
& endswith
& expan...
& find

& Format
@ index b

|*

Next, try this out by using the split method.
2 Run the following code:
>>> topic.split (" ")
The result is a list of the individual words in the string:

['Geographic', 'Information', 'Systems']
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Next, you can see how to apply the split method to work with paths.
Say, for example, the path to a shapefile is c:\data\part1\final. How
would you obtain just the last part of the path?

3 Run the following code:

>>> path = "c:/data/partl/final"
>>> pathlist = path.split("/")
>>> lastpath = pathlist[-1]

>>> print lastpath

The resultis final.

So what happened exactly? In the first line of code, the path is assigned
as a string to the variable path. In the second line of code, the string is
split into four strings, which are assigned to the list variable pathlist.
And in the third line of code, the last string in the list with index -1 is
assigned to the string variable lastpath.

Methods are also available for other objects, such as lists.
4 Run the following code:

>>> mylist . ["A", "B", "C"]
>>> mylist.append("D")
>>> print mylist

The resultis ['A', 'B', 'C', 'D'].

Very few built-in methods are available for numbers, so in general, you
can use the built-in functions of Python or import the math module (see
next section) to work with numeric variables.

Use modules

Hundreds of additional functions are stored in modules. Before you can
use a function, you must import its module using the import function.
The functions you used in the preceding sections are part of Python's
built-in functions and don't need to be imported. One of the most com-
mon modules to import is the math module, so start with that one.
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1 Run the following code:

>>> import math
>>> h = math.floor (7.89)
>>> print h

The result is 7.0.

Notice how the math module works: you import a module using
import, and then use the functions from that module by writing
<module>.<function>. Hence, you use math.floor. The math.
floor function always rounds down, whereas the built-in round func-

tion rounds to the nearest integer.

You can obtain a list of all the functions in the math module using the
dir statement.

Run the following code:

>>> print dir (math)

Prython O x
»»» print diri{math)

[ dec ', ' mname ', " package ', Tacos",
"acozh', "as=zin', 'azinh', "atan', TatanZ’',
fatanh', "ceil', 'copysign', Tcos', Tcosh',
Tdegreezs™, "e', Terf', Terfc', Texp', Texpml',
"faks', 'factorial', 'floor', 'fmed', "frexp',
"fezum', Tgamma', "hypot', "isinf', Tisnan',
"ldexp', "lgamma’™, "log’, "loglO', Tloglp™,
fmodf', 'pi', "pow', Tradians', T=in', 'sinh',
Tggrt’, "tan', "tanh', Ttrunc']

>

You can learn about each function in the Python manuals, but remem-
ber that you can also see the syntax in the Python window's Help and
syntax panel.

Type the following code and do not press Enter:

>>> math.floor

Python o x

>>> math.floor |floor (X

Feturn the floor of x as a float.
This is the largest integral wvalue <=
.
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Another way to see the documentation is to use the doc  statement
directly in Python.

4 Run the following code:

>>> print math.floor. doc

The result is a printout of the same syntax Help but now directly within
the interactive Python interpreter.

Python O x
»»>» math.floor. doc
"floorix)\n\nReturn the floor of % a=z a flocat.

“nThisz iz the largest integral wvalue <= =.°'
>3 |

The syntax is floor (x), which means the only parameter of this
function is a single value. The function returns a float (such as 7.0),
not an integer (such as 7). This information allows you to determine
whether the function is really what you are looking for and how to use
it correctly.

There are numerous modules available in Python. A complete list can
be found in the Python manuals, which you'll look at next.

Use modules

Note: Remember that you
need to add a prefix to any
non-built-in functions using
the name of the module, as
inmath.floor (x), not
just £loor (x). If you do
not use a prefix, you will
get an error stating that the

name floor is not defined.
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5 To access the Help documentation, on the taskbar, click the Start
button, and then, on the Start menu, click All Programs > ArcGIS >
Python 2.7 > Python Manuals.

B Pythan w2, 7 documentatian

B8 - pABE
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There are many specialized modules, and in a typical Python script, you
may use several. Try taking a look at just one more. For example, scroll
down to the random module and click the link. Scroll down to the
uniform function and read the description.

random. Uniformia f)

Feturn a randaom floating point number M suchthat a <= w <= bfora <= b and b
<= N <= aforb = a.

Notice that the uniform function has two required parameters, a and b.
You will try this function next in Python.

7 Close the documentation and return to the Python window.
8 Run the following code:

>>> import random
>>> 9 = random.uniform (0, 100)
>>> print j

The result is a float from 0 to 100.

9 Close ArcMap. There is no need to save your map document.

Save Python code as scripts

So far in this exercise, you have only worked from within the Python
window, or interactive Python interpreter. This works great to practice
writing Python code and to run relatively simple code. However, once
code gets a bit more complex, you'll typically want to save your work to
a Python script. Although you can save your code from the Python win-
dow to a script file, you will first practice creating, writing, and saving
scripts using the PythonWin editor.

1 On the taskbar, click the Start button, and then, on the Start menu,
click Python 2.7 > PythonWin. Notice that, by default, PythonWin
opens with an Interactive Window, which works very much like the
Python window in ArcMap.

Next, you will create a new script window.
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2 On the PythonWin Standard toolbar, click the New button [I|. On the
New dialog box, click Python Script and click OK.

ak
Grep Cancel
Puchecker _l

3 Rearrange the windows so that both the Interactive Window and the
new script window are visible.

Save Python code as scripts

Note: Using the New button
in PythonWin is the same as
using File > New from the
menu bar.

PythonWin
File Edit Wiew Tools Window Help

D@ iAot B RS @ ?

= Script1.py

Interactive Window

PythonWin 2.7 (r27:82525 Jul 4 2010, 08:01:58) [MSC v 1500 32 hit (Intel)] on win32.

Portions Copyright 1984-2008 Mark Hammond - see 'Helpfdbout Pythonin' for further copyright information.

|| looooi oot o

Next, you will enter the same code you worked with in the Python
window.

4 In the script window, type the following code:

path = "c:/data/partl/final"
pathlist = path.split("/")
lastpath = pathlist[-1]
print lastpath

Notice that the lines of code in the script window are not preceded by
the prompts (>>>) found in the Interactive Window. Also notice that
nothing is printed when you press Enter—the cursor simply jumps to
the next line as in a text editor. What this means is that in the script
window, the Python code is not actually executed until you run it.
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5 First, save the script. On the PythonWin Standard toolbar, click Note: Using the Save button
the Save button [E|. On the Save As dialog box, navigate to the in PythonWin is the same as
C:\EsriPress\Python\Data\Exercise04\Results folder and save your using File > Save from the
file as path.py. The extension .py indicates the file is a Python script. menu bar.

6 With your cursor still placed anywhere within the code in the path. >>> TIP
py script window, click the Run button on the PythonWin Standard To run a script, you can also
toolbar. click File > Run on the menu

bar or press CTRL+R.
7 This brings up the Run Script dialog box. For now, leave the default
settings and click OK.

Script File |'\F'_l,lth0n'\D atatEwercizeDd\Resultshpath.py Browse. ..

Argurents | Ok |
[ebugaing |ND debugging j [—

The result final is printed to the Interactive Window. Notice that

the syntax for Python code in the script window is the same as in the
interactive interpreter. The main difference is that the script window
allows you to write and save scripts without the code being run. In a
typical workflow, you may use both the interactive interpreter, such as
the Python window in ArcGIS or the Interactive Window in PythonWin,
and the script window in a Python editor, such as PythonWin. Later
exercises show examples of using both in a single workflow.

8 Close the path.py script and leave PythonWin open.

Write conditional statements

The scripts you have worked with so far use a sequential flow. In many
cases, you'll want to selectively run certain portions of your code
instead. That's where branching and looping statements come in.

1 On the PythonWin Standard toolbar, click the New button and con-
firm that you want a new script. Then save as branching.py to the
Results folder for exercise 4.
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2 Write the following code to generate a random number between 1
and 6:

import random
p = random.randint (1, 6)
print p
3 Run the script to confirm that it works correctly.
Next, you will add an if structure to run code based on the value of p.
4 Replace the line print p with the following:
if p ==
The code p == 6 is an example of a condition—the answer is either
True or False. If the answer is true, the code following the i f state-
ment runs. If the answer is false, there is no code left to run, and the
script simply ends.
A few things to remember about the if structure: First, the if state-
ment ends with a colon (:). Second, the lines following the i f statement
are indented. When you indent a line, the code becomes a block. A
block consists of one or more consecutive lines of code that have the
same indentation.
PythonWin assists with automatic indentation. When you press Enter
following the if statement colon, PythonWin automatically indents the
next line of code.
5 Write the following line of code following the if statement:

print "You win!"

Your script should now look like the example in the figure.

& branc hing. py |z||§|[g|

import random
p = randow.randincil, o)
-if n ==

print "Vou win!'"

< |

|

6 Run the script. Running the script may result in a print statement in

the Interactive Window, or nothing at all, depending on your value for p.

Write conditional statements

Note: Indentation is
required in Python. You can
use tabs or spaces to create
indentation—the style you
pick is partly a matter of
preference, but you should
be consistent. Using either
two spaces or four spaces is
most common. By default,
Python uses four spaces for
indentation and also converts

a tab to four spaces.
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Notice that the if structure, in this case, is not followed by anything
else. If you are familiar with other programming languages, you may
have expected something to follow, such as “else” or “end"”. In Python,
the if structure can be used on its own or expanded by follow-up
statements.

7 In the branching.py script, place your pointer at the end of the line
of code that reads print "You win!" and press Enter. Notice that
the next line of code is automatically indented under the assumption
you are continuing your block of code. However, in this case, you want
to continue with an else statement, and the indentation needs to be
removed.

8 Press Backspace to remove the indentation.
9 For the next lines of code, enter the following:

else:
print "You lose!"

Notice again the automatic indentation following the else statement.
Now, your code is ready to handle both a true and a false condition.

10 Save and run the script. By using the i f-else structure, you account
for all possible outcomes and the script prints a value to the screen

every time you run it, not just when the if statement is True.

One more variant on this is the i f-elif-else structure, which you'll
use next.

11 Insert a line above the else statement and enter the following code:

elif p ==
print "Try again!"

Your code should now look like the example in the figure.

& branching. py |z||§|rz|

import random
p = randowmw.randincil, o)
-if p ==

print "You win!'"™
-elif p == 5:

print "Try agsin!'®
-else:

print "You lose!"

[
|»

Write conditional statements

>>> TIP

Correct indentation is key
here. In this example, the if
and the else statements
should line up, and the two
print statements should
also line up.
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12 Run the script a few times until the results include all three con-
ditions. The e1if statement is evaluated only if the if statement is
False. You can use elif multiple times, so in principle you could spec-
ify an action for every unique possible value of the variable p. Like the
if statement, the elif statement does not need an else statement to
follow. You do, however, need to start this type of branching structure
with an if statement—that is, you can't use elif or else without first
using an if statement. Also notice that all three statements end with
a colon (:) and that there is no “end” statement as there is in some pro-
gramming languages.

13 Save your branching.py script and close it.

Use loop structures

There are other structures to control workflow, including the while
loop and for loop structures.

1 On the PythonWin Standard toolbar, click the New button and con-
firm that you want a new script. Then save as whileloop.py to the
Results folder for exercise 4.

2 Write the following code: Note: The syntax uses the
plus-equal symbol [ +=),
i =20 which adds a specified
while i <= 10: amount to the input value.
print i This could also be written
i4=1 asi = 1i + 1.

3 Run the script. The result is a print of the numbers 0 to 10. With each
iteration over the while loop, the value of the variable i is increased by
1. The variable i is referred to as a counter. The while loop keeps going
until the condition becomes false—that is, when the counter reaches the
value of 11.

The while loop structure uses a syntax similar to the if structure:
the while statement ends with a colon (:), and the next line of code is
indented to create a block.

4 Save and close your whileloop.py script.

Next, you can try a for loop.

5 Create a new Python script and save as forloop.py to the Results
folder for exercise 4.
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6 Write the following code:

numbers = [1, 2, 3, 4, 5]
for number in numbers:
print number

7 Run the script. The block of code is run for each element in the list.
8 Save and close your forloop.py script.

Looping, or iterating, over a range of numbers is a common task, and
Python has a built-in function to create ranges. The range function

has three arguments: start, stop, and step. The range function
generates a list of integers, beginning with start and up to, but not
including, stop, using an increment of size step. For example, the next
code prints the numbers 0 to 100, with a step of 10.

9 Create a new Python script and save as range.py to the Results
folder for exercise 4.

10 Write the following code:

for number in range (0, 101, 10):
print number

11 Run the script. Iterating using a for loop is much more compact than
using the while loop.

12 Save and close your range.py script.

Usually, iterating over a loop simply runs a block of code until it has
used up all the sequence elements. Sometimes, however, you may want
to interrupt a loop to start a new iteration or to end the loop. You can
use the break statement to accomplish this, which you'll do next.

13 Create a new Python script and save as breakloop.py to the Results
folder for exercise 4.

14 Write the following code:

from math import sqgrt
for i in range (1001, 0, -1):
root = sqgrt (i)
if root == int(root):
print 1
break
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15 Run the script. The code determines the largest square below 1,000. A
range of integers is created, starting at 1,000 and counting down to zero
(0). The negative step is used to iterate downward. When the square
root of the integer is identical to the integer of the square root, you have
the solution, and there is no need to continue. The solution is printed,
and the loop ends.

Comment scripts

Well-developed scripts include comments that provide documentation
about the script. Typically, the first few lines of a script consist of com-
ments, but comments also occur throughout a script to explain how the
script works. Comments are not executed when the script is run. In
Python, a comment is preceded by the number sign (#). Any text that
comes after the number sign is ignored during the execution of the script.

Next, you will add some comments that could prove useful in almost
any script you write.

1 In the breakloop.py script, place your pointer at the very beginning
of the code and press Enter. At the top of the script, type the follow-
ing code:

# Name: <your name>
# Date: <current date>
# Description: This script demonstrates how to break a loop

Your script window should now look like the example in the figure.
Notice that the PythonWin editor recognizes comments and shows them
in green italics.

& breakloop. py

# Name: Paul Ezndbergen
# Date: April 1, 2012
# Description: This scripts demonstrates how to break a loop

from mwath import sgrec
-for n in range (1000, O, -1):
root = sgrt(n)
= if root == int(root):
print root
hreak

[
i
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3

Adding a comment just before a particular line or block of code can help
other users understand it, as well as serve as a personal reminder about
the code's meaning.

>>> TIP

Adding a line of space in your code is optional and has no effect on running the script.
Typically, lines of space are added for readability. For example, it is common to add a line
before or after comments or to keep lines of related code separate from other sections.
This becomes more important as your scripts get longer.

After the if root == int (root) code, enter a few tabs and then
the code:

# This evaluates when the root is an integer

Inserting comments allows you to enter specific comments to explain
very specific parts of your code.

&) preakloop. py

# Name: Paul Ezndbergen
# Date: April 1, 2012
# Description: This scripts demonstrates how o bresk a loop

from math import sgrtc
-for n in range (1000, O, -1):
root = sgrtin)
- if root == int(root): # Thisz evaluates whether the root is an integer
print root
hreak

<

|

A related technique is commenting out several lines of code all at once.
Say, for example, you have written some code and you've tested it. Now
you want to try another approach without having to delete the code you
already have.

In the breakloop.py script, highlight the last three lines of code.

& breakloop. py

# Name: Pauwl Eandbergen
# Date: April 1, 2012
# Description: This scripts demonstrates how to break a loop

from math import sgrtc
-for n in range (1000, O, -1):
root = sgrt(n)
- if root == int(root): # This evaluates whether the root is an integer
print root
hreak

I~
>

Comment scripts
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4 Right-click the highlighted section of code and click Source code
> Comment out region. Notice that this places double number signs
(##) in front of the lines of code (you could do this manually as well,
but it is much faster to comment out all lines of code at one time). Now
these lines of code are skipped when the script is run. To make the
code active again, highlight the commented lines, right-click, and click
Source code > Uncomment region.

# Name: Paul Ezndbergen
# Date: April 1, 2012
# Description: This scripts demonstrates how to break 2 loop

from mwath import sgrec
-for n in range (1000, 0O, -1):

root = sgrt(n)
i if root == intiroot): # This evaluztes whether the root iz an integer
Hif print root
i break

<

|

5 Save your script and close PythonWin.

Check for errors
It is relatively easy to make small mistakes in your Python code as a
result of spelling and other syntax errors. Next, take a look at some
simple ways to identify and correct errors. More advanced techniques
are covered in chapter 11.

Start with some simple syntax errors.

1 Start ArcMap and open the Python window. Run the following code,
in which “print” is intentionally misspelled:

>>> pint "Hello World!"
There is a typo in the print statement, and the result is a syntax error:

Parsing error SyntaxError: invalid syntax
(line 1)

Notice that the error message indicates both the type of error (parsing
error) and where it occurred (line 1). You can try to minimize typos by
using the prompts provided as you start typing.
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2 Try a small variation of your print statement by running the following
code:

>>> print "Hello World!

There are no closing quotation marks at the end of the line of code,
resulting in a syntax error:

Parsing error SyntaxError: EOL while scanning
string literal (line 1)

Notice that the error message provides specific details on the nature

of the error. EOL stands for End of Line, so you know where to look

to correct the error. There are a lot of different types of error mes-
sages—too many to worry about at this point, but the basic idea is that
error messages provide information on both the nature of the error and
where the error occurs. Next, look at how this works for scripts consist-
ing of multiple lines of code.

3 Close ArcMap. There is no need to save your map document.

4 Start PythonWin and open your branching.py script from earlier in
the exercise. It should look like the example in the figure.

& branchi ng.py |z| |§| [gl

import rancdom
p = random.ratndintil, &)
-if p ==
print "You win!'®
-elif p == 5:
print "Try again!™
-else:
print "You lose!"™

3 | >

Next, try adding a small error.

5 Place your pointer at the end of the third line of code and remove the
colon (:) at the end of the i f statement:

ifp::
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Place your pointer anywhere in the first line of code and click the
Check button +*|. This checks the syntax of the code without run-
ning it. Notice that the cursor is placed at the end of the third line of
code where the syntax error is located, and the status bar at the
bottom of the PythonWin interface reads, "Failed to check - syntax
error - invalid syntax.” The Check option provides a quick way to test
the syntax prior to running your script.

Now try running the script. In this case, running the script returns the
same result: the cursor is placed at the end of the third line of code, and
the status bar at the bottom indicates a syntax error. For more compli-
cated scripts, it is useful to first identify and remove syntax errors using
the Check option, and then run the script to see if there are other errors.

Correct the syntax error by placing a colon (:) at the end of the i f
statement:

if p ==

Now introduce a different error by placing a typo in the randint
function:

p = random.randinr (1, 6)

10 Check the syntax of your script by clicking the Check button.

11

Clicking Check confirms that there are no syntax errors in your script.
Syntax checking examines the statements and expressions in your code
but does not check for other errors, such as naming a function incor-
rectly. Only when you run the code will you discover that the function
randinr does not exist.

Try running your script. Notice a fairly lengthy error message that is
printed to the Interactive Window. The last three lines read as follows:

File "...... \branching.py", line 2, in <module>
p = random.randinr (1, 6)

AttributeError: 'module' object has no attribute 'randinr'

The error message provides a clear indication of where the error is
located (line 2 of the code in which you are working with a module) and
what the error is (randinr is not a function of this module).

12 Close PythonWin. There is no need to save the changes to your

script.

Check for errors
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Challenge exercises

Challenge 1
Create a script that examines a string for the occurrence of a particular
letter, as you did previously in this exercise for "Geographic Information
Systems." If the letter occurs in the text (for example, the letter Z), the
string "Yes" should be printed to the Interactive Window. If the letter
does not occur in the text, the string "No" should be printed.

Challenge 2
Create a script that examines a list of numbers without duplicates (for
example, 2, 8, 64, 16, 32, 4) and determines the second-largest number.

Challenge 3
Create a script that examines a list of numbers (for example, 2, 8, 64,
16, 32, 4, 16, 8) to determine whether it contains duplicates. The script
should print a meaningful result, such as "The list provided contains
duplicate values” or "The list provided does not contain duplicate values."

An optional addition is to remove the duplicates from the list.

Challenge 4
Consider the following list:

mylist = ["Athens", "Barcelona", "Cairo", "Florence", "Helsinki"]
Determine the results of the following:

a) len(mylist)

b) mylist[2]

c) mylist[1l:]

d) mylist[-1]

e) mylist.index ("Cairo")

f) mylist.pop (1)

g) mylist.sort (reverse = True)
h) mylist.append("Berlin")

These operations are all to be performed on the original list—that is, not
as a sequence of operations. Try to determine the answer manually first,
and then check your result by running the code.



Part 2

Writing scripts

Exercise 5

Geoprocessing using Python

Use tools

Before starting to work with the exercise data, you will preview the data
in ArcMap.

1 Start ArcMap with a new empty map document. On the standard
toolbar, click the Catalog button to open the Catalog window.

2 Browse to the exercise 5 folder.

= B Exercisens
£ resulks
= bike_rautes.shp
| Facilities.shp
| hospitals, shp
= parks.shp
= zip.shp

Notice that there are five shapefiles in this folder, including point, polyline,
and polygon shapefiles.

3 Drag the parks.shp and zip.shp files to the ArcMap Table Of Contents
window.
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4 Dock the Catalog window at the bottom of the Table Of Contents

window.

% Untitled - ArcMap
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Bookmarks

Insert  Selection

GEOprocessing
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3 Exercisen4

= ExerciselS
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E bike_rautes.shp
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5 On the Standard toolbar, click the Python button to open the Python

window.

Use tools
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6 Dock the Python window below the map display area.

% Untitled - ArcMap

Flle  Edit  Wiew

Bookmarks

O & sk FE x| o b - [[1505338 vl EGEE B

Insert
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3eROprocessing
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O
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[ Exercisent
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5 Exercisena
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[2) zip.shp
3 Exercises
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H
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Note: Docking the Catalog and Python windows is not required, but it can help to

organize your available desktop space. Typically, it is helpful if the Python window is fairly

wide to make it easier to see longer lines of code.

You are almost ready to run some geoprocessing tools in the Python
window. Before doing so, you must first confirm some geoprocessing

options.

7 On the ArcMap menu bar, click Geoprocessing > Geoprocessing

Options.

Use tools
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8 On the Geoprocessing Options dialog box, make sure the “Overwrite
the outputs of geoprocessing operations” and “Add results of
geoprocessing operations to the display” check boxes are selected.

Geoprocessing Options f'gl

General
Cwerwrite the outputs of geoprocessing operations

Log geoprocessing operations to a log file

Background Processing

Enable Matification ]
Appear Far how long {seconds)

Stay up if Error occurs

Script Tool Editar/Debugger

Editor: | | ﬂ
Debugget: | | ﬂ

IModelBuilder

‘Wwhen connecting elements, display valid parameters when more than one is
available.

Results Management

Keep results younger than:

Display | Temparary Data

Add results of geopracessing operations to the display
[Iresults are temporary by default

about geoprocessing options [ oF ] [ Cancel ]

9 Click OK to close the Geoprocessing Options dialog box.

10 In the Python window, at the command prompt, enter the following
code and press Enter:

Use tools

>>> arcpy.Clip analysis ("parks", "zip", "C:/EsriPress/Python/Data/+

#» Exercise05/Results/parks Clip.shp")

In the Python window, it is not necessary to start your code with the
import ArcPy statement because the Python window is automatically
aware of ArcPy. In a stand-alone script, however, the import ArcPy
statement is needed to import the ArcPy site package, including all its
modules and functions.

Note: If the exercise data was installed on a different drive or in a different folder, the
path in the preceding code needs to be replaced by the correct path to the Results folder for
exercise 5.
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When you press Enter after the last line of code, the Clip tool is run.
Upon completion, the newly created shapefile parks_Clip.shp is added
as a layer to the data frame, and the result is printed to the Python
window.

»»» arcpy.Clip analysis ("parks", "zip",
"C:/EsriPress/Python/Data/Exercisel5/Results/parks Clip.shp™)

>

A few things to notice about the syntax:

* When your line of code exceeds the width of the Python window,
simply keep typing and the line of code will wrap. It does not affect
code execution.

* Using arcpy.Clip analysis is the same as arcpy.analysis.
Clip.

®* When layers are added to the map document, they can be referenced
by their layer name—in this case, parks. When datasets are refer-
enced on disk, the file extension .shp is required—in this case, parks.
shp. Unless the correct workspace is set, you need to reference data-
sets using the full path, such as C:\EsriPress\Python\Data\Exercise05\
parks.shp. If the correct workspace is set and the dataset is in the
workspace, it is not necessary to use a full path, and you need to use
only the name of the dataset—that is, parks.shp.

* When referencing data on disk, you can limit the need to write
the full path by setting the workspace as part of the environment
properties.

11 Run the following code:

>>> from arcpy import env

The env class is now imported, making it possible to set environment
properties.

12 Run the following code:
>>> env.workspace = "C:/EsriPress/Python/Data/Exercise05"
Running the code sets the current workspace to the folder containing

the exercise data. You can now reference data on disk without having to
type the full path each time.
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Note: Instead of first importing the env class and then setting the current workspace, you

can use a single line of code to do this: arcpy.env.workspace = ....
Next, you will use another geoprocessing tool.
13 Run the following code:

>>> arcpy.Buffer analysis("facilities.shp", "Results/facilities =+
+ buffer.shp", "500 METERS")

The Buffer tool is run, and the resulting shapefile is added to the data
frame. By default, the Buffer tool creates a new feature around each
input feature, and the resulting buffers are allowed to overlap, as shown
in the figure.

If you want these overlapping features to be dissolved, you need to set
the Dissolve parameter. The syntax of the Buffer tool is as follows:

Buffer analysis(in_features, out feature class,buffer distance +
+ or field, {line side}, {line end type}, {dissolve option}, +»
+ {dissolve field})

Note: You can find this syntax by pressing F1 in the Python window or on the Help page
for the Buffer tool.

The dissolve option is an optional parameter for the Buffer tool.
Because it is preceded by two optional parameters, you need to skip

them using two empty strings ("",
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14 At the prompt, use the Up Arrow key to bring up the previous line of
code:

>>> arcpy.Buffer analysis("facilities.shp", "Results/facilities

+ buffer.shp", "500 METERS")

15 Next, modify this code to include the optional parameters:

>>> arcpy.Buffer analysis("facilities.shp", "Results/facilities

+ pbuffer.shp", "500 METERS", "", "", "ALL")

16 Press Enter to run the code. All the buffer features are dissolved into a
single multipart feature, as shown in the figure.

g . @
®

So far, the tool parameters have been hard-coded—that is, the actual
values have been used. Alternatively, you can first assign the value of a
parameter to a variable, and then use the variables in the code that calls
the tool.

17 Run the following code:

>>> in features = "bike routes.shp"
>>> clip features = "zip.shp"
>>> out features = "bike Clip.shp"

>>> xy tolerance = ""

This creates a variable for each of the tool's parameters. Next, you are
ready to run the tool.

Use tools 89

>

>
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18 Run the following code:

>>> arcpy.Clip analysis(in_ features, clip features, out features, #
+ xy tolerance)

When you press Enter, the Clip tool runs. The use of variables is not
required, but it gives your code more flexibility.

Get help with tool syntax
Working with geoprocessing tools in Python requires a good understand-
ing of the syntax of the tools. The proper syntax can be reviewed in a

number of ways.

1 Make sure the Help and syntax panel is visible within the Python
window.

2 At the command prompt, enter the following code (without pressing
Enter):

>>> arcpy.Buffer analysis(

Entering the code brings up the syntax for the tool.

Python

»»»> arcpy.Buffer analysis |

Buffer analysis(in features, out feature class, buffer distance or field, {line side}, 5
{line_end type}, {dissolwve_option}, {dissolve_field;dissolve_field...})
Creates buffer polygons around input features Lo a specified distance.

INPUTS:
in features (Feature Layer):
The input point, line, or polygon features to ke buffered.
buffer distance or field (Linear unit 4 Field):
The distance around the inpurt features that will he buffered. Distances cah be provided as either

You can also find the syntax and tool explanation in the Item Descrip-
tion and Help files for each tool.

3 On the ArcMap Standard toolbar, click the Search button &l to open
the Search window.
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4

In the Search window, click Tools to filter the results. In the text box,

type Buffer and press the Search button Q) .

Y
ALL  Maps Cata  Teols o

|Euﬁ'er | ®

Any Extent =

Search returned 7 items w Sort By v

B 2nalysis (Toalhox)
The Analysis toolbox contains a powerful set of tools that,,, —
toalbaxeshsystern toalboxesianalysis toals thx

#, Buffer (analysis) (Tool)
Creates buffer palygons around input features to a spec...
toolboxeshsystem toolboxeshanalysis tools thxproximity..,

&l Multiple Ring Buffer (2nalysis] (Tool)
Creates multiple buffers at specified distances around t...

toolboxeshsystem toolboxeshanalysis tools thehproximity... s

In the list of results, click the definition of the Buffer (Analysis) entry,
starting with “Creates buffer polygons ...”. This opens the Item
Description of the Buffer tool. It contains the same information as in the

ArcGIS for Desktop Help files.
Buffer (Analysis)

Title Buffer (Analysis)

Summary

Creates buffer polygons around input features to a specified distance.

Illustration

INPUT

OUTPUT
DISSOLVE TYPE:
NONE

OuUTPUT
DISSOLVE TYPE:
ALL

Get help with tool syntax
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6 Scroll down in the Item Description window to see the syntax of the
tool.

Syntax
Buffer_analysis {in_features, out_feature_class, buffer_distance_or_field, line_side, line_end_type, dissalve_option, dissolve_field)

Parameter Explanation Data Type

in_features Dialog Reference Feature Layer

The input paint, line, or polygon features to be buffered.

Python Reference

The input paint, line, or polygon features to be buffered.

out_feature_class Dialog Reference Feature Class

The feature class containing the output buffers,

Python Reference

The feature class containing the output buffers,

buffer_distance_or_field Dialog Reference Linear unit ;Field

The distance around the input features that will be buffered.
Distances can be provided as either a value representing a linear
distance or as a field from the input features that contains the
distance to buffer each feature.

If linear units are not specified or are entered as Unknown, the
linear unit of the input features' spatial reference is used.

Wwhen specifying a distance in scripting, if the desired linear unit
has two words, like Decimal Degrees, combine the two woards
into one (for example, '20 DecimalDegrees").
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7 Scroll farther down in the Iltem Description window to see code
examples under Code Samples.

Code Samples

Buffer example (Python window)
The following Python window script demonstrates how to use the Buffer toal.

import arcpy
arcpy.env. workspace = "C:/data"
arcpy.Buffer analysis("roads", "C:/output/majorrdsBuffered", "100 Feet", "FULL", "ROUND", "LIST", "Distance"

Buffer example {stand-alone script)
Find areas of suitable vegetation that exclude areas heavily impacted by major roads:

# MName: Buffer.py
# Description: Find areas of suitable wvegetation which exclude areas heawily impacted by major roads

# import system modules
import arcpy
from arcpy import env

# Set environment settings
env.workspace = "C:/data/Habitat Analysis.gdb"

# Select suitable wegetation patches from all wegetation
way = "wvegtype"

suitahleWVedq "C:foutput fOutput . gdb/suitable wegetation"
whereClause "HRBEITAT = 1"

arcpy.Select analysisiveyg, suitableVeg, whersClause)

Finally, code autocompletion prompts can help you write the proper
syntax. For example, when you start typing the parameters for the
Buffer tool, the Python window recognizes which parameters you are
currently working on. In the case of the dissolve option parameter,
the options are "ALL", "LIST", and "NONE".

Python

»»» arcpy.Buffer analysis ("facilities", "Results/facilities buffer.shp”.
”50':' METERS"' " ”( ""{ L

& "Ll
@ "LIsT"
@ "NONE"

8 Close the Item Description window.
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Explore ArcPy functions and classes

All the geoprocessing tools in ArcGIS are functions of ArcPy. There are
also a number of ArcPy functions that are not tools.

Note: The instructions in this exercise assume you are completing all the steps in sequence
without closing ArcMap. When ArcMap is closed, any code entered in the Python window
is removed from memory. As a result, when restarting ArcMap, you may need to reenter

portions of earlier code. In this case, the necessary code would consist of the following:
1 Run the following code:
>>> arcpy.Exists ("hospitals.shp")
The result is True.

>>> from arcpy import env
>>> env.workspace = "C:/EsriPress/Python/Data/Exercise05"

Note: Unlike with ArcMap, closing the Python window does not eliminate the code.
Moreover, using Clear or Clear All removes the code from the Python window, but the code
that has already been run is still in memory. For example, once you import ArcPy and set
the workspace, you do not have to do it again in the same ArcMap session, even if these
lines of code are no longer visible.

The Exists function returns a Boolean value. There are several other
ArcPy functions that are not geoprocessing tools, and some of them are

used later in this exercise and other exercises.

One function, in particular, is a useful shortcut for getting the syntax of
ArcPy functions. It is the Usage function, which you'll use next.

2 Run the following code:
>>> arcpy.Usage ("Clip analysis")
The resultis 'Clip analysis(in features, clip features,
out feature class, {cluster tolerance})\nExtracts

input features that overlay clip features.'

Remember to call geoprocessing tools using a toolbox alias. Calling a
tool only by name will produce an error.
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3 Run the following code:
>>> arcpy.Usage ("Clip")

The result is u'Method Clip not found. Choices: Method
Clip not unique, please use ToolboxName ToolName.'

The Usage function applies to all ArcPy functions, and not just geopro-
cessing tools.

4 Run the following code:
>>> arcpy.Usage ("Exists")

The result is 'exists (<dataset>, {datatype}) -> boolean\
nCheck 1f a data element exists.'

Exists is a function and not a tool, so it doesn't require a toolbox alias
name as the Clip tool does.

In addition to functions, ArcPy also contains a number of classes.
Classes are often used as shortcuts to complete tool parameters.
You have already become familiar with using the env class to

set environment properties. Another commonly used class is the
SpatialReference class.

5 In ArcMap, drag the hospitals.shp layer into the current map docu-
ment. The spatial reference of this shapefile is missing.

£ Unknown Spatial Reference &|

The following data sources you added are missing spatial reference
infarmation. This data can be drawn in Archap, but cannot be projected:

hozpitals

[] Don't wearn me again in this session

[] Don't wearn me again exver

You will next use the Define Projection tool to fix it. The syntax of the
Define Projection tool is

DefineProjection management (in dataset, coor system)
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6 Run the following code:

>>> prjFile = "C:/EsriPress/Python/Data/Exercise(05/facilities.prj"
>>> spatial ref = arcpy.SpatialReference (prjFile)

This spatial reference object can now be used for other purposes.
7 Run the following code:
>>> arcpy.DefineProjection management ("hospitals", spatial ref)
The result is <Result 'hospitals'>.
The spatial reference object is used in the Define Projection tool to
specify the coordinate system of the hospitals.shp file. In this example,
the coordinate system parameter could also be specified by directly ref-
erencing the .prj file. However, creating a spatial reference object also
gives you access to its many properties.
8 Run the following code:
>>> print spatial ref.name

The result is

NAD 1983 StatePlane Texas Central FIPS 4203 Feet

>>> print spatial ref.linearUnitName

The result is Foot US.

>>> print spatial ref.XYResolution

The resultis 0.000328083333333.
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Control the environment settings

You have already seen how to set the current workspace using the env
class. This class contains many different environment settings that can
be controlled using Python.

1 On the ArcMap menu bar, click Help > ArcGIS for Desktop Help. On
the Search tab, type env and press Enter. From the list of results,
click env (arcpy) to view the Help page for this class.

env (arcpy)

ArcGIS 10,1

Locate tapic

Summary

Environment settings are exposed as properties on ArcPy's eny class, These properties can be used to retrieve the current
values or to set them, Geoprocessing environment settings can be thought of as additional parameters that affect a tool's

results.
Properties
Property Explanation Data Type
autoCommit Tools that honor the Auto Commit environment will force a commit | LON9

(Read and Write) after the specified number of changes have been made within an

ArcSDE transaction.
Learn more about autoCommit,

cartographicCoordinateSystem

: : - String
(Read and Write) Tools that honaor the Cartographic Coordinate System environment

will use the specified coordinate system to determine the size,
extent, and spatial relationships of features when making
calculations,

Learn more about cartographicCoordinateSystern,

?E;%g;ﬁdpmiigritmns Tools that honor the Cartographic Partitions environment will String
subdivide input features by the specified partition polygon features
for sequential processing to avoid memaory limitations that may
otherwise be encountered with large datasets,
Learn more about cartographicPartitions.
cellSize . . - String
(Read and Write) Tools that honor the Cell size environment setting set the output

raster cell size, or resolution, for the operation. The default output
resolution is determined by the coarsest of the input raster
datasets,

Learn more about cellSize,

In most cases, you do not have to worry about all these properties, just a
few selected ones.

2 Close ArcGIS for Desktop Help and return to the Python window.
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3 Run the following code:
>>> env.overwriteOutput = True

Running the code enables overwriting the outputs of geoprocessing
operations. So even if this property has not been set on the Geoprocessing
Options dialog box in ArcMap, you can control it within a script.

4 Run the following code:
>>> env.outputCoordinateSystem = spatial ref

The output coordinate system is set based on the spatial reference
object defined earlier.

Note: As before, if for whatever reason you have to close ArcMap, none of the earlier lines
of code will be kept in memory. When you start a new ArcMap session, your code would
have to look like this:
>>> from arcpy import env
>>> prj file = "C:/EsriPress/Python/Data/Exercise05/facilities.prj"
>>> spatial ref = arcpy.SpatialReference (prjFile)
>>> env.overwriteOutput = True

>>> env.outputCoordinateSystem = spatial ref

The complete list of current environment settings can be obtained using
the ListEnvironments function.

5 Run the following code:

>>> environments = arcpy.ListEnvironments ()

>>> for environment in environments:

.. env_setting = eval("env." + environment)

... print "{0}: {1}".format (environment, env_setting)

This example code uses the built-in Python eval function. The argu-
ment of the function is a Python expression. The eval function
evaluates the expression and returns it as a value. In this case, the func-
tion returns a value that represents the particular environment setting.
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The for loop iterates over the list of environment settings, and they are
printed in the Python window:

newPrecision: SINGLE

autoCommit: 1000

XYResolution: None

XYDomain: None

workspace: C:/EsriPress/Python/Data/Exercise05
You can also clear specific environment settings or reset all values to
their default.

6 Run the following code:

>>> arcpy.ClearEnvironment ("workspace")
>>> print env.workspace

The result is
C:\Documents and Settings\<User>\My Documents\ArcGIS\Default.gdb
7 Run the following code:

>>> arcpy.ResetEnvironments ()
>>> print env.outputCoordinateSystem

The result is None.

8 Close ArcMap. There is no need to save your map document.

Work with tool messages

Messages are automatically written to the Results window when tools
are run. You can also access these messages from within Python.

In the next set of steps, run a script from PythonWin. You can enter
the same code in the Python window, but as code gets a bit longer, it is
often easier to work with script files.

1 Start PythonWin.

2 On the PythonWin Standard toolbar, click the New button. Select
Python Script and click OK.
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3 In the script window, enter the following code:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise05"
env.overwriteOutput = True

arcpy.Clip analysis ("parks.shp", "zip.shp", "Results/parks Clip.shp")

print arcpy.GetMessages ()

4 On the PythonWin Standard toolbar, click the Save button and save
as my_clip.py to the C:\EsriPress\Python\Data\Exercise05\Results
folder.

8 Click the Run button. On the Run Script dialog box, do not select
a Debugging option and click OK. The Clip tool runs. At the bottom
of the PythonWin interface, a message should appear on the status bar,
like the example in the figure.

Script 'Ci\EstiPressiPythonDatal\Exercise0S\Resultsimy_clip.py' returned exit code O IR 00001 001

Exit code 0 means no errors were encountered.

6 Examine the contents of the Interactive Window in PythonWin. The
Interactive Window should look something like the example in the fig-
ure. These are the same messages that are normally sent to the Results
window.

Interactive Window

Portions Copyright 1984-2008 Mark Hammand - see 'Helpf&hout Python'in' for further copyright infor

»»» Executing: Clip C:/EsriPress/Python/Datsa/Exercisels" parks.shp C:/EsriPress/Python/
Data/Exercisels' zip.shp C:/EsriPress/Python/Data/Exerciseds’ Results' parks Clip.shp #
Jtart Time: Wed Mar 14 22:20:23 2012

Feading Features...

Cracking Features...

bhzsenbling Features...

Succeesded at Wed Mar 14 22:20:24 2012 [(Elapsed Time: 1.00 seconds)

[

Instead of printing all the messages, you can specify one in particular, as
you'll do next.

7 Replace the last line of the code in your my_clip.py script with the
following:

msgCount = arcpy.GetMessageCount ()
print arcpy.GetMessage (msgCount-1)
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8 Save and run your my_clip.py script. This code runs the Clip tool,
determines the number of messages, and returns only the last message:

Succeeded at Wed Feb 01 13:01:41 2012 (Elapsed Time: 1.00 seconds)

Only the messages from the last tool executed are kept by ArcPy. To
obtain messages after multiple tools are run, you can use a result object.

9 Modify your my_clip.py script as follows:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPrss/Python/Data/Exercise(5"
env.overwriteOutput = True

newclip = arcpy.Clip analysis("bike routes.shp", "parks.shp",
"Results/bike Clip.shp")

fCount = arcpy.GetCount management ("Results/bike Clip.shp")
msgCount = newclip.messageCount

print newclip.getMessage (msgCount-1)

10 Save and run your my_clip.py script. The script returns the last mes-
sage from running the Clip tool, even though another tool was run after
the Clip tool.

Work with licenses

When you import the ArcPy site package, you get access to all the
geoprocessing tools in ArcGIS for Desktop. The tools that are included
depend on the product level and the extensions that are installed and
licensed.

1 Start ArcMap with a new blank document. Open the Python window.
2 At the command prompt, enter and run the following line of code:
>>> print arcpy.ProductInfo ()
Running the code prints the current product license—for example,
arcview or arcinfo (for ArcGIS for Desktop Basic or ArcGIS for

Desktop Advanced, respectively). Alternatively, you can check to see
whether a specific license is available.
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3 At the command prompt, enter and run the following code:
>>> arcpy.CheckProduct ("arcinfo")
If you are running ArcGIS for Desktop Advanced (arcinfo), the code
returns AlreadyInitialized or Available. If you are running a

lower license level, it returns Unavailable.

The same approach can be used to determine the availability of licenses
for extensions.

4 On the ArcMap menu bar, click Customize > Extensions EJ
Extensions. The Extensions dialog box allows you to - :
] elect the extenzions you want to use.
select the extensions you want to use. O 30 Anabst
O &rcScan
5 Select the check boxes for the extensions on the g E:f:ﬁ:’*;f}:’lii‘a'”t
list to see which ones have licenses available. You O Publisher
may get a warning message for some of them, like the g gCh?"?i:icsl t
. patial Analys
example in the figure. O Tracking Analyst
Description:
. : 3D Analpst 101
The extension could not be activated, . Copyright ©1939-2011 Esri Inc. &)l Rights Reserved
There is no Tracking Analyst license currently available,
Frovides toaols for surface modeling and 30 visualization.

A warning means the extension has been installed but

not licensed. If you are able to turn on an extension Extensions X
without getting a warning message, it means a license St e ol e e e o s
was obtained. 30 Analyst
O ArcScan
. O Geostatistical Analyst
For the purpose of the following steps, assume the O] Network Analyst
list of available licenses looks like the example in the O Publisher
O Schematics
ﬁgure' > Spatial Analyst
O Tracking fnalyst
Your list of available licenses may look somewhat
different, and so you may get different results when Deescriptian:
running the code in the next set of steps. 3D Analyst 101

Copyright ©1993-2011 Ekri Inc. &)l Rights Feserved

Frovides toals for surface modeling and 30 visualization.

Cloze

6 Click Close to close the Extensions window.

7 Return to the Python window

8 Run the following code:

>>> arcpy.CheckExtension ("tracking")
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If a license is available, the resulting code is u'Available'. If no
license is available, the resulting code is u'NotLicensed'.

9 Run the following code:
>>> arcpy.CheckExtension ("spatial")
When working with geoprocessing tools, it is good practice to anticipate
the licenses you will need. In the next set of steps, create a script that

uses an ArcGIS for Desktop Advanced license.

10 Start PythonWin. Create a new Python script and save as centroid.py
to the Results folder for exercise 5.

11 Enter the following lines of code:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise05"

in features = "parks.shp"
out featureclass = "Results/parks centroid.shp"
if arcpy.ProductInfo() == "ArcInfo":

Work with licenses

arcpy.FeatureToPoint management (in_ features, out featureclass)

else:
print "An ArcInfo license is not available."

12 Save and run the script. If you have an ArcGIS for Desktop Advanced
license, the script runs the Feature to Point tool and creates a centroid
for each feature in the input feature class. If you do not have an ArcGIS
for Desktop Advanced license, the script generates a custom error
message.

A similar approach can be used when working with tools from the
extensions. Licenses for extensions, however, need to be checked out
and are not imported automatically with the import arcpy statement.

13 In PythonWin, create a new Python script and save as distance.py to
the Results folder for exercise 5.

Note: When you import
ArcPy, it automatically
initializes the license based
on the highest available
license level.
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14 Enter the following lines of code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise05"
if arcpy.CheckExtension ("spatial") == "Available":
arcpy.CheckOutExtension ("spatial")
out distance = arcpy.sa.EucDistance ("bike routes.shp", cell size =
100)

out distance.save ("C:/EsriPress/Python/Data/Exercise05/Results/
bike dist")

arcpy.CheckInExtension ("spatial")
else:

print "Spatial Analyst license is not available."

15 Save and run the script. If you have an ArcGIS for Spatial Analyst
license, the script runs the Euclidean Distance tool and creates a new
distance grid. If you do not have an ArcGIS for Spatial Analyst license,
the script generates a custom error message.

It is good practice to use the CheckInExtension function to return the
license to the license manager when finished, so other applications can
use it. However, all licenses are automatically returned to the license
manager when a script is finished running.

Challenge exercises

Challenge 1
For each of the following tools, look up the syntax in ArcGIS for
Desktop Help and answer the following questions.

Tools:
e Add XY Coordinates
¢ Dissolve

Questions:
* What are the required parameters?
* What are the optional parameters, and what are their defaults?

Challenge 2
Write a script that runs the Add XY Features tool on the hospitals.shp
feature class.
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Challenge 3

Write a script that runs the Dissolve tool on the parks.shp feature class
using the PARK_TYPE field as the field for aggregating features. Specify
that multipart features are not allowed.

Challenge 4

Write a script that determines whether the following extensions are avail-
able: ArcGIS 3D Analyst, ArcGIS Network Analyst, and ArcGIS Spatial
Analyst. The script should print an informative message with the results,
such as "The following extensions are available: ...".
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Exercise 6

Exploring spatial data

Check for the existence of data

Before starting to work with the exercise data, you will
preview the data.

1 Start ArcMap with a new empty map document. On the
Standard toolbar, click the Catalog button to open the
Catalog window.

2 Browse to the C:\EsriPress\Python\Data\Exercise06 folder. »

Notice that there are five shapefiles in this folder, including
point, polyline, and polygon shapefiles.

3 Start PythonWin. Create a new Python script and save
as shape_exists.py to the C:\EsriPress\Python\Data\
Exercise06\Results folder.

4 Enter the following lines of code:

import arcpy
from arcpy import env

G- 4y 3@

L2

Location: | 3 Exerdisens

= £ Ci\EsriPressiPythoniData
5 Exerriseni
[ Exercisenz
5 Exercisens
5 Exercisend
3 Exercisen

0] arkrak_stations.shp
= cities,shp
=]} counties,shp
=) new_nexico.shp
= railroads,shp

3 Exercisen?

[ Exercisena

|€

env.workspace = "C:/EsriPress/Python/Data/Exercise06"

shape exists = arcpy.Exists("cities.shp")
print shape exists

5 Save and run the script. Running the script returns a value of True.

6 Modify the script by replacing "cities.shp" with "CITIES.SHP".
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7 Save and run the script. Running the script returns the value of True.
Python, for the most part, is case sensitive, and it applies to strings as
well. One of the exceptions is path and file names, so "cities.shp"
is the same as "CITIES.SHP" and "C:/EsriPress/PYTHON/DATA/
EXERCISEQ6" is the same as "c:/EsriPress/python/data/
exercise06".

Checking for the existence of data is a function that is commonly used
in stand-alone scripts.

8 Modify the script as follows:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise06"
if arcpy.Exists("cities.shp"):
arcpy.CopyFeatures management ("cities.shp", "results/cities copy.
+ shp")

9 Save and run the script. The script determines whether the partic-
ular input feature class exists and runs the geoprocessing operation

accordingly.

10 Close PythonWin.

Describe the data

The Describe function can be used to determine properties of datasets
and other inputs into geoprocessing tools.

1 In ArcMap, open the Catalog and Python windows.
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2 Drag the five feature classes from the Exercise06 folder into the map
document.

®: Untitled - ArcMap

File Edit Miew Bookmarks Insert  Selection Geoprocessing  Customize  Windows  Help

Ot @& L (FE x 9o b renie v BEGEEE P

BAQAI@ kil = | N-0/ k@ 7828223 0E .

Tahle OF Conkents o x J ~._..{"(~.\.H ~
[&]8 & 8

EE=]avers | ~
= artrak_stations
&
=] cities
*
= railroads
= counties
]
= new_mexico

Cakalog o x
-2 6E = T

Locakion: | £ Exercisens

[= £ CriEsriPress\PythoniData ~
5 Exercisent
5 Exercisenz
5 Exercisena
E5 Exercisend

~

E5 Exercisens &on g | ¥

Bl £ Exercise0s — x
£ Results

[] amtrak_skations.shp Frr
(%3] cities. shp F
[E counties.shp
(B new_mexico.ship
[~ railroads.shp
5 Exercisen?
5 Exercisena

<

|l
-

-108.517 31.ees

3 Run the following code:

>>> myshape = arcpy.Describe ("C:/EsriPress/Python/Data/Exercise06/ +
# cities.shp")

You can now access the properties of the object.
4 Run the following code:
>>> myshape.dataType

Running the code returns u'Shapefile' as the data type of the object.
You can also work with the layers in the current map document.
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5 Run the following code:

>>> mylayer = arcpy.Describe("cities")
>>> mylayer.dataType

Running the code returns u'FeatureLayer'. This is the same shape-
file but now accessed as a layer from the current map. You will examine
a few more properties in steps 6-8.

6 Run the following code:

>>> mylayer.datasetType

The resultis u'FeatureClass'.

>>> mylayer.catalogPath
The result is as follows:

u'C:\\EsriPress\\Python\\Data\\ExerciseO6\\cities.shp'

>>> mylayer.basename

The resultis u'cities"'.

>>> mylayer.file

The resultisu'cities.shp"'.

>>> mylayer.isVersioned

The result is False.

>>> mylayer.shapeType
The result is u'Point'.

Most properties consist of strings or Boolean values, and simply access-
ing the property prints its value. Some properties, however, consist of
objects, and these can have many properties, which need to be accessed
separately.
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For example, accessing the spatialReference property of the feature
class returns a SpatialReference object.

7 Run the following code:
>>> mylayer.spatialReference
The result is as follows:
<geoprocessing spatial reference object object at 0x101CF3EO0>

Notice that the code returns a reference to an object. The reference
value will vary with every session, and in itself is not very useful.
However, the object has many properties, which can each be accessed
individually.

8 Run the following code:
>>> mylayer.spatialReference.name

The resultis u'GCS_North American 1983"'. Note: A regular string
preceded by the letter u is
called a Unicode string.

>>> mylayer.spatialReference.type Unicode strings work just
like regular strings but are

The result is u'Geographic"'. more robust when working
with different international
sets of characters.

>>> mylayer.spatialReference.domain

The resultis u'-400 -400 400 400°'.

9 Close ArcMap. There is no need to save your map document.

List the data

Describing data typically works on a single element, such as a feature
class. List functions can be used to work with many types of elements,
including feature classes, rasters, tables, and fields.

1 Start PythonWin. Create a new Python script and save as list.py to
the Results folder for exercise 6.
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2 Enter the following lines of code:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise06"
fclist = arcpy.ListFeatureClasses|()

print fclist

Note: The preceding lines of code could just as easily be run using the Python window in
ArcMap. In general, switching between the Python window and PythonWin is a matter
of preference. However, writing scripts in an editor like PythonWin is typically preferable

as your scripts get longer and so you can make changes to your scripts in the future.
3 Save and run the script.

The list of feature classes is printed to the Interactive Window, as
follows:

>>> [u'amtrak stations.shp', u'cities.shp', u'counties.shp', u'new_ +
# mexico.shp', u'railroads.shp']

Once a list of elements is obtained, a for loop can be used to iterate
over the elements of the list and carry out a specific task. For example,
the Describe function can be used to access properties of each of the
feature classes in a workspace.

4 Modify the script as follows:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise06"
fclist = arcpy.ListFeatureClasses|()
for fc in fclist:

fcdescribe = arcpy.Describe (fc)

print "Name: " + fcdescribe.name

print "Data type: " + fcdescribe.dataType

5 Save and run the script.



Python Scripting for ArcGIS Exercise 6: Exploring spatial data List the data

Running the script prints the name and data type of each feature class
to the Interactive Window, as follows:

Name: amtrak stations.shp
Data type: ShapeFile
Name: cities.shp

Data type: ShapeFile
Name: counties.shp

Data type: ShapeFile
Name: new mexico.shp

Data type: ShapeFile
Name: railroads.shp

Data type: ShapeFile

The same approach can be used to work with geoprocessing tools.

6 Save your list.py script as listcopy.py to the Results folder for
exercise 6.

7 Modify the script as follows:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise06"
fclist = arcpy.ListFeatureClasses|()
for fc in fclist:
arcpy.CopyFeatures management (fc, "C:/EsriPress/Python/Data/
+» Exercise06/Results/" + fc)

8 Save and run the script.

9 In ArcMap, examine the result in the Catalog window. Confirm that >>> TIP

the shapefiles have been copied to the Results folder. To see the result in the
Catalog window, right-click

Running the script copies the shapefiles without modifying their names. a folder (in this case, the
In some cases, the names need to be modified—for example, when copy-  Results folder for exercise 6)
ing shapefiles to a geodatabase. The script you will write next creates and click Refresh. This
a new empty file geodatabase called NM.gdb and copies the shapefiles makes any newly added
from the workspace to this new geodatabase. However, the name of a datasets visible.

shapefile, by default, includes the file extension ".shp,” which needs to
be removed. The script therefore uses the basename property of the
feature class rather than the default name for the name of the shapefile.
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10 Modify the script as follows:

import arcpy

from arcpy import env

env.overwriteOutput = True

env.workspace = "C:/EsriPress/Python/Data/Exercise06"

List the data

arcpy.CreateFileGDB management ("C:/EsriPress/Python/Data/Exercise06/ #»

% Results", "NM.gdb")
fclist = arcpy.ListFeatureClasses|()
for fc in fclist:
fcdesc = arcpy.Describe (fc)

arcpy.CopyFeatures management (fc, "C:/EsriPress/Python/Data/ +

+ Exercise(06/Results/NM.gdb/" + fcdesc.basename)

>>> TIP

Some scripts use a statement such as rstrip (".shp") to remove the file extension,
but this can inadvertently remove additional letters from the name. Using the basename
property is therefore recommended.

11 Save and run the script.

12 Examine the result in the Catalog window. It should look like the
example in the figure. »

13 Close ArcMap. There is no need to save your map document.

List functions exist for several different types of elements, including
fields. Next, you will create a script for listing the fields of the cities
shapefile.

14 In PythonWin, create a new Python script. Save as listfields.py to the
Results folder for exercise 6.

15 Enter the following lines of code:

import arcpy
from arcpy import env
env.overwriteOutput = True
env.workspace = "C:/EsriPress/Python/Data/Exercise06"
fieldlist = arcpy.ListFields("cities.shp")
for field in fieldlist:
print field.name + " " + field.type

16 Save and run the script. The ListFields function returns a list of
field objects. The name property of these objects is used to print the
names of the fields.

= L MM.gdb

(=) amkrack_stations
IE cities

@ caounties

@ new_mexico

[+ railroads
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Running the script prints a list of the names of the fields in the feature
followed by their type. The result is as follows:

FID OID

Shape Geometry
CITIESX020 Double
FEATURE String
NAME String

POP RANGE String
POP 2000 Integer
FIPS55 String
COUNTY String
FIPS String

STATE String
STATE FIPS String
DISPLAY SmallInteger

17 Close PythonWin. There is no need to save the results in the Interactive
Window.

As you have been working through the exercises in this book, you have
probably encountered some unexpected errors. A simple typo can cause
a script not to run properly. Even when all typos are fixed, you may
continue to run into errors. One of the most common error messages is
as follows:

ExecuteError: ERROR 000258: Output C:\<folder>\<file> already exists.

What happens quite often is that you run a script, and then modify it
and try running it again. The script then tries to overwrite existing files
that resulted from the earlier execution of the script, and the script fails.
To overcome these types of errors, you can add the following line to
your script:

env.overwriteOutput = True
This line of code makes it possible for the script to overwrite existing >>> TIP
files. Even with this statement, however, error messages of this type To overcome error messages
may continue. If you are running a stand-alone script from PythonWin related to a shared lock on
and are also using ArcMap or ArcCatalog to examine the results, ArcGIS  the data, close all ArcGIS for
for Desktop may have placed a shared lock on the data, preventing it Desktop applications and
from being overwritten. This is a common error when working with run the script again. When
geodatabases in particular. the script is finished running,

you can open ArcMap or
ArcCatalog to examine the
results.
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Manipulate lists

Lists are widely used in batch geoprocessing. Lists can be manipulated
in a number of ways.

1 Start ArcMap and open the Python window.

2 Run the following code:
>>> arcpy.env.workspace = "C:/EsriPress/Python/Data/ExerciseQ6"
>>> fclist = arcpy.ListFeatureClasses|()
>>> print fclist

Running the code prints a list of feature classes as follows:

[u'amtrak stations.shp', u'cities.shp', u'counties.shp', u'new mexico.
+ shp', u'railroads.shp']

Any list in Python can be manipulated using the built-in Python func-
tions and methods. Python lists are indexed starting with the number
zero (0). This makes it possible to obtain specific elements in the list
or to use slicing functions to create smaller lists that contain just the
desired elements. Use indexing next.

3 Run the following code:

>>> fclist[0]

The result is u'amtrak stations.shp'.

>>> fclist[3]

The result is u'new _mexico.shp'.

>>> feclist[-1]

The resultisu'railroads.shp'.

>>> fclist[1:3]

The resultis [u'cities.shp', u'counties.shp'].



Python Scripting for ArcGIS Exercise 6: Exploring spatial data Manipulate lists

>>> fclist[2:]
The result is as follows:
[u'counties.shp', u'new mexico.shp', u'railroads.shp']

You can also create a list by typing the elements of the list, which you'll
do next.

Run the following code:
>>> cities = ["Alameda", "Brazos", "Chimayo", "Dulce"]

The number of features can be determined using the len function,
which will be used next.

Run the following code:

>>> len(cities)
The result is 4.
The del statement removes one or more elements from the list.
Because this code does not automatically return the list, a print state-
ment is used to view the current list.

Run the following code:

>>> del cities[2]
>>> print cities

The resultis ['Alameda', 'Brazos', 'Dulce'].

The sort method can be used to sort the elements in a list, and it can
also be reversed. Try both methods next.

Run the following code:

>>> cities.sort (reverse = True)
>>> print cities

The resultis ['Dulce', 'Brazos', 'Alameda'].
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>>> cities.sort ()
>>> print cities

The resultis ['Alameda', 'Brazos', 'Dulce'].

Determining list membership is accomplished using the in operator,
which you'll use next.

8 Run the following code:
>>> "zZuni" in cities
The result is False.
The append method can be used to add a new element to the end of the
list, and the insert method makes it possible to add a new element at
a given location, which you'll try next.

9 Run the following code:

>>> cities.append ("Zuni")
>>> print cities

The resultis ['Alameda', 'Brazos', 'Dulce', 'Zuni'].
>>> cities.insert (0, "Espanola™)
>>> print cities

The result is as follows:

['Espanola', 'Alameda', 'Brazos', 'Dulce', 'Zuni']

Work with dictionaries

Dictionaries are like lookup tables: they consist of pairs of keys and
their corresponding values. Keys are unique within a dictionary
although values may not be. Keys must be of an immutable data type,
such as strings, numbers, or tuples, although values can be of any type.

1 Run the following code:

>>> countylookup = {"Alameda": "Bernalillo County", "Brazos": "Rio
# Arriba County", "Chimayo": "Santa Fe County"}
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This dictionary consists of pairs of cities (the keys) and their corre-
sponding counties. Cities as the keys are unique, whereas the county
values are not—that is, unique cities may be located in the same county.
Notice the syntax, as follows:

* The entire dictionary is contained by curly brackets ({ }).

e Keys are separated from their values by a colon (:).

* Pairs of keys and values are separated from each other by a comma

(,)-

e Strings are enclosed in double quotation marks (" ").

Once created, the dictionary can be used as a lookup table, which you'll
try next.

Run the following code:

>>> countylookup["Brazos"]
The resultis 'Rio Arriba County'.
Notice that the syntax for dictionaries is similar to working with ele-
ments in a list. The name of the dictionary is followed by square
brackets ([ ]}, but instead of an index number inside the brackets, one of
the keys is used.
The dictionary is designed to work one way only, which you'll see next.
You can only search a dictionary by its keys to get the corresponding
values. You cannot do the reverse and search for a value to get a key.
Run the following code:

>>> countylookup["Santa Fe County"]
The code results in an error, as follows:

Runtime error

Traceback (most recent call last):

File "<string>", line 1, in <module>

KeyError: 'Santa Fe County'

In this case, "Santa Fe County" is not one of the keys, and running
the code thus returns an error.
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Several additional operations can be performed on dictionaries. For
example, the number of pairs can be obtained using the 1en function,
as follows:

>>> len (countylookup)
The result is 3.
The pairs in the dictionaries can also be split using the key and value
methods. The key method returns the keys of the dictionaries as a list,
and the value method returns the corresponding values as a list, which
you'll see next.

>>> countylookup.keys ()

The resultis [ 'Chimayo', 'Alameda', 'Brazos'].

>>> countylookup.values ()
The result is as follows:

['Santa Fe County', 'Bernalillo County', 'Rio Arriba County']

Challenge exercises

Challenge 1
Write a script that reads all the feature classes in a workspace and prints
the name of each feature class and the geometry type of that feature
class in the following format:

streams is a point feature class

Challenge 2
Write a script that reads all the feature classes in a personal or file
geodatabase and copies only the polygon feature classes to a new file
geodatabase. You can assume there are no feature datasets in the exist-
ing data, and the feature classes can keep the same name.



Exercise 7

Manipulating spatial data

Work with search cursors

Cursors are used to iterate over the rows in a table. Cursor functions
create cursor objects, which can be used to access the row objects. Sev-
eral methods exist to manipulate these row objects.

Search cursors are used to search records and to carry out SOL expres-
sions in Python.

1 Start ArcMap and open a new blank map document. Open the
Catalog window. Navigate to the Exercise07 folder and drag the
shapefile airports.shp to the map document.

2 In the ArcMap table of contents, right-click the airports layer and
click Open Attribute Table. Review the fields of the airports. Notice
that there is a field called NAME and that the table contains 221 records.

3 Close ArcMap. There is no need to save your map document.

4 Start PythonWin. Create a new Python script and save as printvalues.py
to your C:\EsriPress\Python\Data\Exercise07\Results folder.

5 Enter the following code:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"
fc = "airports.shp"
cursor = arcpy.da.SearchCursor (fc, ["NAME"])

for row in cursor:
print "Airport name = {0}".format (row[0])
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Notice that the script creates a search cursor on the feature class and
uses a for loop to iterate over all the rows of the attribute table.

6 Save and run the script.

The result is a list of the names of all the airports, as follows: Note: Be careful printing
results to the Interactive
Airport name = Hyder Window because a feature
Airport name = Chignik Lagoon class or table could contain
Airport name = Koyuk millions of records. In the
Airport name = Kivalina preceding example, it was
Airport name = Ketchikan Harbor confirmed in advance that
Airport name = Metlakatla the number of records was
Airport name = Waterfall relatively limited.

Use search cursors with SQL in Python

Search cursors can be used to carry out SOL expressions in Python.

1 In PythonWin, create a new Python script and save as SQL.py to the
Results folder for exercise 7.

2 Enter the following code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"
fc = "airports.shp"
cursor = arcpy.da.SearchCursor (fc, ["NAME"], '"TOT ENP" > 100000")
for row in cursor:
print rowl[0]
del row
del cursor

3 Save and run the script. The result is a list of the names of the airports
for which the SOL expression is true. The field TOT_ENP is a measure
of the number of passengers. The list is as follows:

Ketchikan

Juneau International

Kenai Municipal

Fairbanks International

Bethel

Ted Stevens Anchorage International
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Take another look at the SQL expression used: "TOT ENP" > 100000.
Field delimiters for shapefiles consist of double quotation marks—for
example, "TOT ENP"—but there are no quotation marks around the
value of 100000 because TOT_ENP is a numeric field. The entire SOL
expression needs to be in quotation marks, because the WHERE clause
in the syntax of the search cursor is a string. This results in the SQL
expression, '"TOT ENP" > 100000'.

This syntax can create complications. For example, for text fields in SOL
expressions, the values require single quotation marks—for example,
"NAME" = 'Ketchikan'. The statement in the WHERE clause needs to
be in quotation marks, but whether you use double quotation marks

(" ") or single quotation marks (' '), the statement will produce a syntax
error. The solution is to use the escape character (\), which would oth-
erwise cause a syntax error, in front of the quotation marks. In Python,
a backslash within a string is interpreted as an escape character, which
is a signal that the next character is to be given a special interpretation.
So instead of '"NAME" = 'Ketchikan'', the expression becomes
'"NAME" = \'Ketchikan\'"'.

4 Modify the SQL expression in the script as follows:

cursor = arcpy.da.SearchCursor (fc, ["NAME"], '"FEATURE" =
\'Seaplane Base\'')

5 Save and run the script.

The result is a list of the names of the airports for which the SQL
expression is true, as follows:

Hyder

Ketchikan Harbor
Metlakatla
Waterfall

Kasaan

Hollis

Craig
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There are other complications when working with SOL expressions.
Specifically, the field delimiters vary with the format of the feature class,
as follows:

e Shapefiles and file geodatabase feature classes use double quotation
marks (" ")—for example, "NAME".

* Personal geodatabase feature classes use square brackets ([ ])—for
example, [NAME].

* ArcSDE geodatabase feature classes do not use any delimiters—for
example, NAME.

When a tool like Select By Attributes or other dialog-driven queries is
used, this syntax is automatically applied, but in scripting, this can be
handled using the AddFieldDelimiters function.

6 Modify the script as follows:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"

fc = "airports.shp"

delimitedField = arcpy.AddFieldDelimiters (fc, "COUNTY")

cursor = arcpy.da.SearchCursor (fc, ["NAME"], delimitedField + " =
+ 'Anchorage Borough'")

for row in cursor:

print rowl[0]
del row
del cursor

7 Save and run the script.

The result is a list of the names of the airports for which the SQL
expression is true, as follows:

Girdwood

Merrill Field

Lake Hood

Elmendorf Air Force Base

Ted Stevens Anchorage International

SQL is also used in a number of geoprocessing tools, and a similar
approach can be used to create valid SQL expressions in general.

8 Save the existing SQL.py script as Select.py to the Exercise07 folder.
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9 Modify the script as follows:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise07"

infc = "airports.shp"

outfc = "Results/airports anchorage.shp"

delimitedfield = arcpy.AddFieldDelimiters (infc, "COUNTY")

arcpy.Select analysis(infc, outfc, delimitedfield + " = <
% 'Anchorage Borough'")

10 Save and run the script.
11 Start ArcMap and open the Catalog window.
12 In the Catalog window, navigate to the Results folder for exercise

7 and confirm that the new shapefile was created with five point
features.

Work with update cursors

Two other cursor types can be used to work with row objects. Update
cursors are used to make changes to existing records, and insert cursors
are used to add new records. First, use an update cursor to update attri-
bute values and delete records. Because this will permanently modify
the data, it is a good idea to copy the data first.

1 In the Catalog window, navigate to the Exercise07 folder.
2 Drag the shapefile airports.shp to the map document.

3 In the ArcMap table of contents, right-click the airports layer and
click Open Attribute Table.
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4 Scroll over to the field STATE. Notice that some of the values in this

field are blank.
Table O =
[E- |- B ly O a0 x
FID! Shape * | AREA | PERIMETER | AIRPRTX020 | LOCID FEATURE HAME TOT_ENP | STATE COUNTY ~
] 0| Pairt a 1] 5 |4Z7 Seaplane Baze  |Hyder 319 Prince of Wales-Outer Ketchikan Census Area |
1 |Poirt a u] B KCL Airport Chignik Lagoon 2697 |AK Lake and Peninsuls Borough
2 |Poirt a u] 7 KK Airport Koyuk 2346 | AK Mome Cenzus Area
3 |Poirt a u] 8 KWvL Airport Kivalina 3313 | AK Morthwwest Arctic Borough
4 |Poirt a u] 10 |SKE Seaplane Base | Ketchikan Harbor 46644 | Ak Ketchikan Gateway Borough
5 |Poirt a u] BEG MTh Seaplane Base | 15387 |AK Prince of Wales-Outer Ketchikan Census Area
6 |Point a u] BET [ HWF Seaplane Base  Waterfall 2018 | AK Prince of Wales-Outer Ketchikan Census Area
7 |Poirt a u] BES KTN Airport Ketchikan 132451 |AK Ketchikan Gateway Borough
5 |Poirt a u] BES WM& Seaplane Base Kasaan 455 Prince of Wales-Outer Ketchikan Census Area
9 |Pairt a 1] E70 [HYL Seaplane Baze  |Holliz 4170 | Ak Prince of Wales-Outer Ketchikan Census Area
10 | Pairt a u] B71 |CGA Seaplane Base | Craig 5898 Prince of Wales-Outer Ketchikan Census Area
11 |Point a u] E72 KTB Seaplane Base | Thorne Bay 5210 | AK Prince of Wales-Outer Ketchikan Census Area
12 |Point a u] B73 KCC Seaplane Base | Coffman Cove 705 | AK Prince of Wales-Outer Ketchikan Census Area
13 |Point a u] E74 |84k Seaplane Base  |Meyers Chuck 341 AK Prince of Wales-Outer Ketchikan Census Area
14 |Pairt o o B75 | AR Airpart Klaravack 3900 |AK Prince of Wales-Outer Ketchikan Census Area %
< il >
14 4 1 M E (0 out of 221 Selected)

5 Close the attribute table.

6 In the Catalog window, navigate to the Exercise07 folder and copy
the airports.shp feature class to the Results folder so you can make

edits

without having to worry about keeping the original intact.

7 Close ArcMap. There is no need to save your map document.

Note:

Working with insert and update cursors is just like editing, and having the feature

class you want to work with in a script be open at the same time in ArcMap may result in

errors

because of a shared lock ArcMap places on the feature class.

8 In PythonWin, create a new Python script and save as Update.py to
the Results folder for exercise 7.

9 Enter the following code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"
fc = "Results/airports.shp"
delimfield = arcpy.AddFieldDelimiters (fc, "STATE")
cursor = arcpy.da.UpdateCursor (fc, ["STATE"], delimfield + " <> 'AK'")
for row in cursor:

row[0] = "AK"

cursor.updateRow (row)
del row
del cursor
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10 Save and run the script.

Work with update cursors

11 Start ArcMap, open the Catalog window, navigate to the Exercise07
folder, and drag the airports.shp file to the data frame. Confirm that
the values in the STATE field have been updated.

Table (mi ¢
[E- |- B ly O x
FID Shape * | AREA | PERIMETER. | AIRPRTX020 | LOCID FEATURE HAME TOT_EHP | STATE COUNTY ~
0 |Poirt a u] 5477 Seaplane Base | Hyder 39 Ak Prince of Wales-Outer Ketchikan Census Area |
1 |Pairt a u] B KCL Airport Chignik Lagoon 2697 Ak Lake and Peninsuls Borough
2 |Pairt a 1] T |KHA Airport Koyuk 2345 |AK Mome Census &rea
3 |Poirt a u] G KWvL Airport Kivalina 3313 Ak Morthwwest Arctic Borough
4 |Poirt a u] 10 | SKE Seaplane Base | Ketchikan Harbor 46644 | Ak Ketchikan Gateway Borough
5 |Poirt a u] BEG (MTh Seaplane Base | 15387 |AK Prince of Wales-Outer Ketchikan Census Area
B |Point a u] BET HWWAF Seaplane Base  Waterfall 2018 Ak Prince of Wales-Outer Ketchikan Census Area
7 |Poirt a u] BES KTN Airport Ketchikan 132451 |AK Ketchikan Gateweay Borough
5 |Poirt a u] BES WMA Seaplane Base Kasaan 455 Ak Prince of Wales-Outer Ketchikan Census Area
9 |Poirt a u] B70 HYL Seaplane Base  |Hollis 70 AR Prince of Wales-Outer Ketchikan Census Area
10 | Pairt a u] B71 |CGA Seaplane Base | Craig 58958 Ak Prince of Wales-Outer Ketchikan Census Area
11 |Pairt a 1] 672 |KTB Seaplane Base | Thorne Bay 2210 |AK Prince of Wales-Outer Ketchikan Census Area
12 |Poirt a u] B73 KCC Seaplane Base | Coffman Cove 705 Ak Prince of Wales-Outer Ketchikan Census Area
13 |Poirt a u] E74 |84k Seaplane Base  |Meyers Chuck 341 Ak Prince of Wales-Outer Ketchikan Census Area
14 |Pairt o o B75 | AR Airpart Klaravack 3900 |AK Prince of Wales-Outer Ketchikan Census Area ]
< il >
14 4 [N | E (0 out of 221 Selected)

12 Close ArcMap. There is no need to save your map document.

In addition to updating attributes using the updateRow method, search
cursors can also be used to delete records, which you'll do next.

13 In PythonWin, create a new Python script and save as Delete.py to
the Results folder for exercise 7.

14 Enter the following code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise07"
fc = "Results/airports.shp"

cursor

= arcpy.da.UpdateCursor (fc,

["TOT ENP"])

for row in cursor:
if row[0] < 100000:
cursor.deleteRow ()
del row
del cursor

15 Save and run the script.
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16 Start ArcMap, open the Catalog window, navigate to the Results
folder for exercise 7, and drag the airports.shp file to the data frame.
Confirm that all the records with fewer than 100,000 passengers
have been deleted.

R
0 Point ol L] EES HTN |Ampon Hichdon - R Hisfehian Qe Barcugh s
1 Port o ] 888U Arport e | 37sSE AR Asrwsu Borough (3
2 Pt il o 740 EMA Ak istsi Muricipal | TOES AW Wene Perineuss Borough or
3 Pont o @ TS FA ] Farberks internatonsl | X0 AW Feirbenis Womn St Dorough o
4 Poinl o L] 0 RET (Arpornt Esinel ] (Bt Conesien Area L1
§ Pt o g B ANC Mgt Ted Sievena Anchorsgs emstonsl | 2536318 AK Anchorege Borough i

< ¥

(LI [T Ei- 10 008 of & Selected)

naports

17 Close ArcMap. There is no need to save your map document.

Work with insert cursors

Insert cursors are used to create new records.

1 In PythonWin, create a new Python script and save as insert.py to the
Results folder for exercise 7.

2 Enter the following code:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"
fc = "Results/airports.shp"

cursor = arcpy.da.InsertCursor (fc, "NAME")
cursor.insertRow (["New Airport"])

del cursor

3 Save and run the script.
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4 Start ArcMap, open the Catalog window, navigate to the Results
folder for exercise 7, and drag the airports.shp file to the data frame.
Confirm that a new record has been added with the name New Air-
port —the other fields are blank.

Validate table and field names

Table

FIDY

Shape * | AREA

EREL T EEE

PERIMETER

AIRPRTX020

LOCID

FEATURE

HAME

TOT_EHP

COUNTY

O x

Fl

Pairt

BEE

KT

Ajrport

Ketchikan

132451

Ketchikan Gatewsay Borough

0z

Pairit

BSE

JrU

Airport

Juneau International

3775959

Juneau Barough

0z

Pairt

740

ER&,

Ajrport

Henai Municipal

106530

Kenai Peninzula Borough

0z

Pairt

V3

Fal

Airport

Fairbanks International

39331

Fairbanks Marth Star Borough

020

Pairt

Tan

BET

Ajrport

Bethel

125885

Bethel Census Area

020

Pairt

4

AN

Airport

Ted Stevens Anchorage International 2536319

Anchorage Borough

020

m | s W k=D

Pairt

ooloolooo

ooloolooo

1]

ey Airport

1}

o E (0 out of 7 Selected)

>

Note: Although a new record has been added and the attributes can be given values using

the insert cursor, the new record does not have a geometry yet. This is covered in chapter 8.

5 Close ArcMap. There is no need to save your map document.

Validate table and field names

ArcPy contains functions to validate the names of tables and fields. This
prevents attempts to create invalid names, such as those with spaces or
invalid characters.

1 In PythonWin, create a new Python script and save as validatefield.py
to the Results folder for exercise 7.

2 Enter the following code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"
fc = "Results/airports.shp"

newfield =
fieldtype
fieldname

3 Save and run the script.

"NEW CODE"
"TEXT"
arcpy.ValidateFieldName (newfield)

arcpy.AddField management (fc,

fieldname,

fieldtype,

nwn
4

"", 12)
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4 Start ArcMap, open the Catalog window, navigate to the Results
folder for exercise 7, and drag the airports.shp file to the data frame.
Confirm that a new field has been added with the name
NEW_CODE. The space has been replaced by an underscore (_).

Tabls m

ERA AL R

AIRPRTX020 | LOCID FEATURE HAME TOT_ENP | STATE COUNTY FIPS | STATE_FIPS | NEW_CODE
BEE KT Airport Ketchikan 132451 |AK Ketchikan Gatewvay Borough 02130 |02
ESE | JMU Airport Juneau International 377559 |AK Juneau Barough 02110 |02
740 EMA Airport Kenai Municipal 106530 | AK Kenai Peninsula Baorough 02122 |02
775 |Fal Airport Fairbanks International 393351 |AK Fairbanks Morth Star Borough (02090 |02
780 |BET Airport Bethel 125555 |4k Bethel Census Area 02050 |02
51 | ANC Aijrport Ted Stevens Anchorage International 2536319 |AK Anchorage Borough 02020 |02
u] Meswy Airport u]
< Iif |3

M4 ok M E (0 out of 7 Selected)

5 Close ArcMap. There is no need to save your map document.
6 In PythonWin, modify the script as follows:
newfield = "NEW?*&S"
The characters ?, *, &, and $ are all invalid as field names.

7 Save and run the script.

8 Start ArcMap, open the Catalog window, navigate to the Results
folder for exercise 7, and drag the airports.shp file to the data
frame. Confirm that the name of the new field has been modified
to NEW . Each of the invalid characters has been replaced by an

underscore.

>>> TIP
Validating table and field names does not determine whether the field name already
exists. This requires checking the new name against the names of the existing fields.

9 Close ArcMap. There is no need to save your map document.
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10 Modify the script as follows:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise07"
fc = "Results/airports.shp"

newfield = "NEW CODE"

fieldtype = "TEXT"

fieldname = arcpy.ValidateFieldName (newfield)
fieldlist = arcpy.ListFields (fc)

fieldnames = []

for field in fieldlist:
fieldnames.append(field.name)
if fieldname not in fieldnames:
arcpy.AddField management (fc, fieldname, fieldtype, "", "", 12)
print "New field has been added."
else:
print "Field name already exists."

11 Save and run the script.

The preceding script creates a list of field objects using the ListFields
function. The names of these field objects are placed in a new empty list
using the append method. The validated name of the new field is com-
pared to this list of field names using an if ( ) not in statement.

The CreateUniqueName function can also be used to ensure that a
name for a new feature class or a table is unique, but it is limited to
unique names in a workspace. It cannot be used to ensure that a field
name is unique.

12 In PythonWin, create a new Python script and save as unique_name.py
to the Results folder for exercise 7.

13 Enter the following code:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise07"
fc = "airports.shp"
unique name = arcpy.CreateUniqueName ("Results/buffer.shp")

arcpy.Buffer analysis(fc, unique name, "5000 METERS")

14 Save and run the script.
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15 Start ArcMap, open the Catalog window, navigate to the Results
folder for exercise 7, and confirm that a new feature class called
buffer.shp has been created.

16 Return to PythonWin and run the script again.

17 In ArcMap, in the Catalog window, confirm that a new feature class
called buffer0.shp has been created.

If you keep running the script again, the next output files will be called

bufferl.shp, buffer2.shp, and so on. Using the CreateUniqueName
function can prevent accidentally overwriting files.

Challenge exercises

Challenge 1
Write a script that creates a 15,000-meter buffer around features in the

airports.shp feature class classified as an airport (based on the FEATURE

field) and a 7,500-meter buffer around features classified as a seaplane
base. The results should be two separate feature classes, one for each
airport type.

Challenge 2
Write a script that adds a text field to the roads.shp feature class called

FERRY and populates this field with YES and NO values, depending on

the value of the FEATURE field.

Challenge exercises

>>> TIP

If the feature class does
not appear, you may need
to refresh the Catalog
view by right-clicking the
folder in the ArcMap table
of contents and clicking
Refresh.

131



Exercise 8

Working with geometries

Work with geometry objects

Working with full geometry objects can be costly in terms of time.
Geometry tokens provide shortcuts to specific geometry properties of
individual features in a feature class. In the next example, you will see
how to work with geometry tokens in scripting.

1 Start PythonWin. Create a new Python script and save as geometry.py
to your C:\EsriPress\Python\Data\Exercise08\Results folder.

2 Enter the following code:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise08"
fc = "rivers.shp"

cursor = arcpy.da.SearchCursor (fc, ["SHAPEQLENGTH"])
length = 0

for row in cursor:

length = length + row([O0]
print length

3 Save and run the script. This prints the total length of all the river seg-
ments to the Interactive Window. The spatial reference object can be
used to determine the units.

4 Replace the print length statement with the following lines of code:

units = arcpy.Describe (fc) .spatialReference.linearUnitName
print str(length) + " " + units

5 Save and run the script.
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This prints the total length of all the features, followed by the units, to
the Interactive Window, as follows:

256937.409437 Meter

In the print statement, the length is converted to a string because
if it were a number followed by a plus sign (+ ), it would suggest a
calculation.

Read geometries

In addition to the geometry properties of a feature, a feature's individ-
ual vertices can also be accessed. You'll do that next.

1 In PythonWin, create a new Python script and save as points.py to
the Results folder for exercise 8.

2 Enter the following code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise(08"
fc = "dams.shp"
cursor = arcpy.da.SearchCursor (fc, ["SHAPEW@XY"])
for row in cursor:
x, y = row[0]
print ("{0}, {1}".format(x, Vy))

3 Save and run the script.
This prints a pair of x,y coordinates for each point, as follows:

852911.336075 2220578.93538
792026.89767 2310863.76822

784830.427658 2315171.53882
741687.458878 2321601.76549
702480.327773 2340545.89511
623387.057118 2361903.92116
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Working with other geometry types, such as polylines and polygons,
requires some extra code because an array of point objects is returned
for each feature. As a result, an extra iteration is required to interact
with the array first before you can get to the points that make up the
array. Next, you will work with a polyline feature class.

4 In PythonWin, create a new Python script and save as vertices.py to
the Results folder for exercise 8.

5 Enter the following code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise08"
fc = "rivers.shp"
cursor = arcpy.da.SearchCursor (fc, (["OIDQ"™, "SHAPE@"]))
for row in cursor:

print ("Feature {0}: ".format (row[0]))

for point in row[l].getPart(0):

print ("{0}, {l}".format (point.X, point.Y))

6 Save and run the script.

This prints a pair of x,y coordinates for each vertex in each feature, as
follows:

Feature 0:
745054.499005 2324903.18355
745122.149446 2324835.9415

Feature 1:
747821.018772 2317111.87693
746909.057058 2317254.89224

Feature 2:
753597.862134 2315541.91647
753757.716791 2319122.62937

Feature 3:
751089.22614 2314030.50506
749458.383228 2315289.96843

This script works for polyline and polygon feature classes but does not
work for multipart features, which you will work with next.

Read geometries
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Work with multipart features

For multipart features, cursors return an array containing multiple
arrays of point objects. Working with multipart features therefore
requires an extra iteration over the parts of each feature.

The isMultipart property of the geometry object can be used to
determine whether a particular feature is multipart.

1 In PythonWin, create a new Python script and save as multipart.py to

the Results folder for exercise 8.

2 Enter the following code:

import arcpy

from arcpy import env

Work with multipart features

env.workspace = "C:/EsriPress/Python/Data/Exercise(08"
fc = "dams.shp"
cursor arcpy.da.SearchCursor (fc, "SHAPE@"])
for row in cursor:
if row[l].isMultipart:
print ("Feature {0} is multipart.".format (row[0]))
else:
print ("Feature {0} is single part.".format (row[0]))

3 Save and run the script.

This prints whether each feature in the features class is multipart or
single part, as follows:

Feature
Feature
Feature
Feature
Feature

The results are single part for each feature, because each feature con-
sists of a single point—that is, a dam.

Sw N RO

is
is
is
is
is

single
single
single
single
single

4 Modify the script as follows:

fc = "Hawaii.shp"

part.
part.
part.
part.
part.
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5 Save and run the script.

This confirms that the feature class representing Hawaii is a multipart
polygon, as follows:

Feature 0 is multipart.

The partCount property can be used to determine the number of parts,
which you'll do next.

6 Modify the first print statement following the if statement as
follows:

print ("Feature {0} is multipart and has {1} parts.".format (row[0], =
% str(row[l].partCount)))

7 Save and run the script.
This prints the number of parts for every multipart feature, as follows:
Feature 0 is multipart and has 11 parts.

Because the geometry object for multipart features consists of an array
containing multiple arrays of point objects, it is necessary to iterate over
all parts of a feature to obtain its geometry. You need a loop to iterate
over the arrays in the array, and then you need a loop to iterate over
each point in the point array:.

8 Modify the script as follows:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise08"
fc = "Hawaii.shp"
cursor = arcpy.da.SearchCursor (fc, ["OIDQ", "SHAPEQR"])
for row in cursor:
print ("Feature {0}: ".format (row[0]))
partnum = 0
for part in row[l]:
print ("Part {0}: ".format (partnum))
for point in part:
print ("{0}, {1}".format (point.X, point.Y))
partnum += 1
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9 Save and run the script.

For each feature, this prints the part number, followed by pairs of x,y
coordinates of the vertices. In the case of the feature class Hawaii.shp,
there is one feature with 11 parts, as follows:

Feature O:

Part O:

829161.23775 2245088.48637
829562.014007 2244825.55006
Part 1:

757434.846245 2276341.38313
757032.135863 2276024.28579
Part 2:

710001.620203 2315999.27091
712130.145201 2315404.37626

Write geometries

Insert and update cursors can be used to create new features I coordinates.txt - Notepad |Z||E|E|
and update existing features, respectively. Point objects can be File Edit Format

Write geometries

Wiew Help

580573,
created to set the geometry of these new or updated features. % 50T |
3 590810,
4 551085,
5
&
7
g

In the next example, use an insert cursor to create a new poly-
line feature from a list of coordinates.

291169,
501281,
391453,
592017,
9 592067,

1 Start Notepad. Typically, you can get there by clicking the %E gg%%g?-

Start button and then, on the Start menu, click All Programs % gg;i%.

> Accessories > Notepad. 14 593260

24 297373

The file consists of 34 pairs of x,y coordinates, with each pair S tovara

preceded by an ID number and separated by a space. First, 29 1oines.

create a new empty polyline feature class, and then use this gg gggggé.
list of coordinates to create a new polyline. 30 509201.
31 500446,
32 £00234.

35 000574,
3 Close Notepad. 31 601124,

15 593838,
16 594460,

2 On the Notepad menu bar, click File > Open and browse to 1t toacear

the Exercise08 folder. Select the coordinates.txt file and %3 gggg%@-
click Open. » 21 505872,

22 506367.
23 507215.

7420

4851

2422

5205

9033

1565

0057

30455

8596

a0lLs
7635
2425
3295
L2871
3129
6578
5049
5073
0474
8251
4269
4085
13597
9186
L2401
9327
B276
1804
GEOL
G980
4186
5161
6224
0790

1576465,
1577604,
1577783,
1578051,
1578181,
1578290,
1578420,
1578776,
1578804,

5945
1181
0337
0355
0576
8332
3129
0185
5994

1578852, 8372
1578849, 0835
1578874, 5043
1578890, 5455
1578887.1425
1578895, 6611
1578501, 7652
1578505, 3385
1578917.3405
1578511, 1698
1578928, 0707
1578560, 6383
1579053, 53223
1579147, 5362
1579190, 7480
1579251.1131
1579319, 7205
1579620.0756
1579937.0354
1580129, 9450
1580296, 4873
1580441.59352
15805309, 5493
1581004, 0004
1581214, 5217
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4 In PythonWin, create a new Python script and save as create.py to
the Results folder for exercise 8.

5 Enter the following code.

import arcpy

import fileinput

import string

import os

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise(08"
env.overwriteOutput = True

outpath = "C:/EsriPress/Python/Data/Exercise08"

newfc = "Results/newpolyline.shp"
arcpy.CreateFeatureclass management (outpath, newfc, "Polyline")

6 Save and run the script. This creates a new empty polyline feature
class.

7 Start ArcMap. Open the Catalog window. Navigate to the Results
folder for exercise 8 and confirm that the file newpolyline.shp has
been created.

8 Close ArcMap. There is no need to save your map document.
Next, read the text file.

9 In the create.py script, add the following line of code:

infile = "C:/EsriPress/Python/Data/Exercise(08/coordinates.txt"

Note: The full path is needed here because the workspace applies to only ArcPy functions
and classes.

The coordinates in this text file will be used to create the vertices for a
polyline. This requires the use of an insert cursor to create new rows
and an array object to contain the point objects.

10 Add the following lines of code:

cursor = arcpy.da.InsertCursor (newfc, ["SHAPEQR"])
array = arcpy.Array ()

Next, the script needs to read through the text file, parse the text into
separate strings, and iterate over the text file to create a point object for
every line in the text file.
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11 Add the following lines of code:

for line in fileinput.input (infile):
ID, X, Y = string.split(line," ")
array.add (arcpy.Point (X, Y))
cursor.insertRow ([arcpy.Polyline (array)])
fileinput.close ()
del cursor

The completed script looks like the example in the figure.

& newpoly.py

import arcpy
import fileinput
import string
import os
from arcpy import env
env.workspace = "C:/EsriFress/Python/Data/Exercise0ls"”
env.overwriteducput = True
ocutpath = "C:/EsriPress/Python/Data/Exercisens™
newfc = "Results/newpolyline.shp™
arcpy.createfFeatureslass management (outpath, newfc, "Polyline™)
infile = "C:/EsriPress/Python/Dlata/Exerciseld/coordinates. txt™
cursor = arcpy.da. InsertCursor (newfc, ["SHAPEE"])
array = arcpy.Arravi)
—for line in fileinput.input(infile):
Ib, ¥, ¥ = string.spliciline,™ ™
array.add (arcpy.Poinc (¥, ¥T))
cursor.insertRow ([arcpy.Polyline (array)] )
fileinput.close()
del cursor

< |

|

12 Save and run the script.

13 Start ArcMap. Open the Catalog window and browse to the Results
folder for exercise 8. Drag newpolyline.shp to the map document.

When adding the shapefile to the map document, you may get an error

related to the spatial reference because this has not been set. This could
be added to the code using the Create Feature Classes tool or as a sepa-

rate line of code—for example, by using the Define Projection tool.

Write geometries
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Challenge exercises

Challenge 1
Write a script that creates a new polygon feature class containing a
single (square) polygon with the following coordinates: (0, 0}, (0, 1,000),
(1,000, 0), and (1,000, 1,000].

Challenge 2
Write a script that determines the perimeter (in meters) and area (in
square meters) of each of the individual islands of the Hawaii.shp fea-
ture class. Recall that this is a multipart feature class.

Challenge 3
Write a script that creates an envelope polygon feature class for the
Hawaii.shp feature class. There is actually a tool that accomplishes this
called Minimum Bounding Geometry. You can look at the tool to get

some ideas, but your script needs to work directly with the geometry
properties.
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Exercise 9

Working with rasters

List the rasters

The ListRasters function can be used to list all the rasters in a
workspace.

1 Start PythonWin. Create a new Python script and save as listrasters.py
to the C:\EsriPress\Python\Data\Exercise09\Results folder.

2 Enter the following code:

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise09"
rasterlist = arcpy.ListRasters|()
for raster in rasterlist:
print raster

3 Save and run the script.

Running the script prints a list of rasters to the current workspace, as
follows:

elevation
landcover.tif
tm.img

In this case, elevation is a raster in Esri GRID format and therefore has
no file extension.
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Describe the rasters
The Describe function can be used to describe raster properties.

1 In PythonWin, create a new Python script and save as describerasters.py
to the Results folder for exercise 9.

2 Enter the following code:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/ExerciseQ9"
raster = "tm.img"

desc = arcpy.Describe (raster)

print "Raster base name is: " + desc.basename

print "Raster data type is: " + desc.dataType

print "Raster file extension is: " + desc.extension

3 Save and run the script.

Running the script prints a number of general raster properties, as
follows:

Raster base name is: tm
Raster data type is: RasterDataset
Raster file extension is: img

More specific properties depend on whether the raster data element is
a raster dataset, raster band, or raster catalog. The tm.img raster is a

raster dataset, which makes it possible to access additional properties.

4 Add the following print statements to the script:

print "Raster spatial reference is: " + desc.spatialReference.name
print "Raster format is: " + desc.format

print "Raster compression type is: " + desc.compressionType

print "Raster number of bands is: " + str(desc.bandCount)

Notice that the band Count property which consists of a number and is
combined using the plus sign (+ ), needs to be converted into a string for
proper printing.

5 Save and run the script.
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Running the script prints additional properties that are unique to raster
datasets:

Raster base name is: tm

Raster data type is: RasterDataset

Raster file extension is: img

Raster spatial reference is: GCS North American 1983
Raster format is: IMAGINE Image

Raster compression type is: RLE

Raster number of bands is: 3

6 Modify the script as follows:
raster = "landcover.tif"

7 Save and run the script. In contrast to the tm.img raster, landcover.tif
is a single-band raster. Additional raster properties can be accessed for
individual raster bands. For single-band rasters, this is implicit, and the
raster band does not need to be specified.

8 Modify the script as follows:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise09"

raster = "landcover.tif"

desc = arcpy.Describe (raster)

x = desc.meanCellHeight

y = desc.meanCellWidth

spatialref = desc.spatialReference

units = spatialref.linearUnitName

print "The raster resolution is " + str(x) + " by " + str(y) + " " + =&
+ units + "."

9 Save and run the script.

Running the script prints the cell size in the units of the coordinate sys-
tem of the raster, as follows:

The raster resolution is 30.0 by 30.0 Meter.

For multiband rasters, however, individual bands must be specified.
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10 Modify the script as follows:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise09"
rasterband = "tm.img/Layer 1"
desc = arcpy.Describe (rasterband)

x = desc.meanCellHeight
vy desc.meanCellWidth
spatialref = desc.spatialReference
units = spatialref.angularUnitName

print "The raster resolution of Band 1 is " + str(x) + " by " + str(y) =

* + " " + un i t S + " . "
11 Save and run the script.
Running the script prints the raster resolution in the units of the coor-

dinate system. Because the tm.img raster is in a geographic coordinate
system, the units are angular units, not linear units, as follows:

The raster resolution of Band 1 is 0.000277778 by 0.000277778 Degree.

Use raster objects in geoprocessing

To use the Spatial Analyst geoprocessing tools, you need an ArcGIS
Spatial Analyst license. When working in the Python window, you can
set this from within ArcMap.

1 Start ArcMap. On the menu bar, click Customize > Extensions.

2 On the Extensions dialog box, activate the ArcGIS Extensions
Spatial Analyst extension by selecting that check

Select the extensions you want to use.

X)

box. » O 30 Analyst
O ArcScan
3 Click Close. In working with raster datasets in D' Geostatistical Anclyst (Nt authorized)
L. L. . O Metwork Analyst (Mot autharized)
Python scripting it is common to work with ras- O Publisher (Mot authorized)
ter objects. Most raster geoprocessing tools return L' Schematics (Not authorized)
. . Spatial Analyst
raster objects, which can be saved as rasters when 01 Tracking Analyst [Net authorized]
necessary:.
Description:
= . P Spatial Analyst 10.1]
4 Open the Python window. This will allow you to see Copyrioht ©1355-2011 Esrilne. &1l Rights Reserved
immediate results from running each line of code. : : : .
Provides spatial analyziz tools for uze with raster and feature data.

Cloze
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5 Run the following code:

>>> from arcpy import env
>>> env.workspace = "C:/EsriPress/Python/Data/Exercise09"
>>> outraster = arcpy.sa.Slope("elevation")

The new raster outraster is added to the ArcMap table of contents. Next,
determine the permanent state of the raster.

6 Run the following code:

>>> desc = arcpy.Describe (outraster)
>>> print desc.permanent

The result is False.

The new raster is only temporary. You can also determine the raster's
status by examining the layer properties in ArcMap. When you exit
ArcMap without saving the map document, the temporary raster will be
deleted. The save method can be used to make the raster permanent.

7 Run the following code:
>>> outraster.save("slope")

8 Open the Catalog window in ArcMap. Navigate to the C:\EsriPress\ >>> TIP
Python\Data\Exercise09 folder and confirm that the slope raster has To see the result in the
been saved. Catalog window, right-

click a folder (in this case,
= £ Exercisena

£ Resulks

& elevation

# landcover b
@ landcover . pri

£ Eﬁshpe

£ Eﬁtmjmg

the Exercise09 folder) and
click Refresh. This makes
any newly added data files
visible.

In working with rasters, it is common to import all the functions of the
arcpy.sa module, which you will do next. This module shortens the
code to call geoprocessing tools.

9 Run the following code:
>>> from arcpy.sa import *

>>> outraster?2 = Aspect ("elevation")
>>> outraster2.save ("aspect")
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Use map algebra operators

The arcpy.sa module contains a number of map algebra operators,
which you'll use next. These operators make it easier to write map alge-
bra expressions in Python.

1 Run the following code:
>>> elevraster = arcpy.Raster ("elevation")

Running this code creates a raster object by referencing a raster on disk.
Using raster objects makes it easier to use raster datasets in code.

2 Run the following code:

>>> outraster3 = elevraster * 3.281
>>> outraster3.save ("elev ft")

Running this code converts the elevation values from meters to feet and
saves the raster object as a permanent raster. The map algebra opera-
tor (*) is used instead of the Times tool to make the code shorter. Map
algebra operators include arithmetic, bitwise, Boolean, and relational
operators.

3 Run the following code:

>>> slope = Slope(elevraster)

>>> goodslope = slope < 20

>>> goodelev = elevraster < 2000

>>> goodfinal = goodslope & goodelev
>>> goodfinal.save ("final")

Running this code creates a new raster indicating slope less than 20
degrees and elevation less than 2,000 meters.
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The result of the code, as shown in the figure, illustrates how map
algebra operators can be used to carry out a series of geoprocessing
operations. All the outputs are temporary raster objects, and only the
final result is saved.

Work with classes to define raster tool
parameters

Many raster tools have parameters that have a varying number of argu-
ments. The arcpy.sa module has a number of classes to make it easier
to work with these parameters.

In working with a stand-alone script, the first task is to make sure a
license for the Spatial Analyst extension is available.

1 Start PythonWin. Create a new Python script and save as slope.py to
the Results folder for exercise 9.
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2 Enter the following code:

import arcpy

from arcpy import env

from arcpy.sa import *

env.workspace = "C:/EsriPress/Python/Data/Exercise09"

if arcpy.CheckExtension ("spatial") == "Available":
arcpy.CheckOutExtension ("spatial™")
outraster = arcpy.sa.Slope("elevation”, "PERCENT RISE")
outraster.save ("slope per")
arcpy.CheckInExtension ("spatial™")

else:
print "Spatial Analyst license is not available."

3 Save and run the script.

In the Catalog window in ArcMap, confirm that the slope_per raster
has been created. You now have a basic stand-alone script for working
with tools from the arcpy. sa module. Next, use the Reclassify tool
with the RemapRange class as one of the parameters.

4 Save your slope.py script as reclass.py.
8 In the reclass.py script, replace the two lines of code that pertained
to creating and saving the slope raster with the following, making
sure to maintain the indentation of these lines:
myremap = RemapRange ([[1000,2000,1], [2000,3000,2], [3000,4000,311)
outreclass = Reclassify("elevation", "VALUE", myremap)

outreclass.save ("elev_recl")

6 Save and run the script.
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7 In the Catalog window in ArcMap, confirm that the elev_recl raster
has been created.

For discrete data, such as land cover, the RemapValue class is com-
monly used.

8 In the reclass.py script, replace the three lines of code that pertained
to the reclassification of the elevation raster with the following:

myremap = RemapValue([[41,1], [42,2], [43,3]1])
outreclass = Reclassify("landcover.tif", "VALUE", myremap, "NODATA")

outreclass.save ("lc_recl")

9 Save and run the script.
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10 In the Catalog window in ArcMap, confirm that the Ic_recl raster has
been created.

Other commonly used classes in raster-based analysis are the neighbor-
hood classes, which you'll work with next.

11 Save your reclass.py script as neighborhood.py.

12 In the neighborhood.py script, replace the three lines of code that
pertained to the reclassification of the land cover raster with the
following:

mynbr = NbrCircle (3, "CELL")
outraster = FocalStatistics("landcover.tif", mynbr,

outraster.save ("lc _nbr")

13 Save and run the script.

"MAJORITY")
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14 In the Catalog window in ArcMap, confirm that the Ic_nbr raster has
been created.

Challenge exercises

Challenge 1
Create a script that determines what areas meet the following
conditions:
® Moderate slope—between 5 and 20 degrees
¢ Southerly aspect—between 150 and 270 degrees
* Forested—land-cover types of 41, 42, or 43

Be sure to use the map algebra expressions of the arcpy. sa module.
Challenge 2

Write a script that copies all the rasters in a workspace to a new file geo-
database. You can use the rasters in the Exercise09 folder as an example.

Challenge exercises
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Exercise 10
Map scripting

Open and save a map document

Part

3

Carrying out
specialized tasks

Map scripting can be used to open a map document and change any of

its properties.

1 Start ArcMap. Open the map document C:\EsriPress\Python\Data\

Exercise10\Georgia.mxd.

2 On the ArcMap menu bar, click File > Map
Document Properties. Notice that most of the
properties are blank, as shown in the figure. »

3 Click OK to close the Map Document Properties
dialog box.

4 On the Standard toolbar, click the Python but-
ton to open the Python window.

Map Document Properties

General |

3

File; CAEsriPressiPythonDatatExercise 104 Georgia, mxd

Title: |

Surnmary: ‘

Descripkion:

Author:

Tags:

|
Credits: |
|
|

Hyperlink base:

Last Saved: gl2f2011 2:28:25 PM
Lask Printed:

Last Exported:

Pathnames: Stare relative pathnames to data sources

Thumbnail: Make Thurnbnail Delete Thurnbnail

Default
Gendatabase: Ci\Scratchiscratch.mdb @

[ 0K ][ Cancel ][ Apply
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5 Enter and run the following code:

>>> mapdoc = arcpy.mapping.MapDocument ("CURRENT")

>>> mapdoc.title = "Housing vacancy rates for counties in the State of
+ Georgia, 2000"

>>> mapdoc.save ()

>>> del mapdoc

6 On the ArcMap menu bar, click File > Map Document Properties.
Notice that the Title property has been modified, as shown in the figure.

Map Document Properties [E|

General |
File; C\EsriPressiPythonDatatExercise 104 Georgia, mxd
Title: | Housing wacancy rates for counties in the State of Ges |
Summaty: ‘ |

7 Close ArcMap.

Work with data frames

Map scripting can be used to access and modify the properties of one
or more data frames in a map document. In the first example, read the
names of all the data frames.

1 Start PythonWin. Create a new Python script and save as dflist.py to
the C:\EsriPress\Python\Data\Exercise10\Results folder.

2 Enter the following code:

import arcpy
mxd = "C:/EsriPress/Python/Data/Exercisel0/Austin TX.mxd"
mapdoc = arcpy.mapping.MapDocument (mxd)
listdf = arcpy.mapping.ListDataFrames (mapdoc)
for df in listdf:
print df.name
del mapdoc
del listdf

3 Save and run the script.
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Running the script prints the names of three data frames to the Interactive
Window:

Facilities
Street Trees
Parks

You can also modify the data frame properties. In the next example,
modify selected properties so they are identical for all data frames in
the map document.

4 Start ArcMap. Open the map document C:\EsriPress\Python\Data\
Exercise10\Austin_TX.mxd.

5 Briefly examine the layers and the properties of each data frame.

Notice that the extent is different for each one, and the coordinate sys-
tem for the Parks data frame is different from the other two. Next, use
scripting to modify these properties and make them consistent.

6 Close ArcMap.

7 In PythonWin, create a new Python script and save as dfproperties.py
to the Results folder for exercise 10.

8 Enter the following code:

import arcpy
mxd = "C:/EsriPress/Python/Data/Exercisel0/Austin TX.mxd"
mapdoc = arcpy.mapping.MapDocument (mxd)
dataset = "C:/EsriPress/Python/Data/Exercisel(0/Austin/base.shp"
spatialref = arcpy.Describe (dataset) .spatialReference
extent = arcpy.Describe (dataset) .extent
for df in arcpy.mapping.ListDataFrames (mapdoc) :
df.spatialReference = spatialref
df .panToExtent (extent)
df.scale = 15000
mapdoc.save ()
del mapdoc

9 Save and run the script. Running this script sets the spatial reference,
extent, and scale for all the data frames in the map document.

10 Start ArcMap. Open Austin_TX.mxd.

11 Confirm that the data frame properties have been modified.
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Work with map layers
Map scripting can also be used to work with map layers. In the next
example, create a list of all the layers in the map document and modify

the properties of a specific layer.

1 In PythonWin, create a new Python script and save as maplayers.py
to the Results folder for exercise 10.

2 Enter the following code:

import arcpy

mxd = "C:/EsriPress/Python/Data/Exercisel(0/Austin TX.mxd"
mapdoc = arcpy.mapping.MapDocument (mxd)
for df in arcpy.mapping.ListDataFrames (mapdoc) :
print "Data frame " + df.name + " contains the following layers:"

lyrlist = arcpy.mapping.ListLayers (mapdoc, "", df)
for lyr in lyrlist:
print lyr.name
del mapdoc

3 Save and run the script.

This prints the name of each data frame followed by the layers in each
data frame:

Data frame Facilities contains the following layers:
addresses

facilities

sidewalks

base

Data frame Street Trees contains the following layers:
sidewalks

trees

buildings

base

Data frame Parks contains the following layers:
parks

base
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Next, modify the properties of a specific layer in the map document.

4 In ArcMap, make sure Austin_TX.mxd is still open. Activate the
Parks data frame, notice how the labels of the parks layer are turned
off, and turn off the parks layer.

5 Save Austin_TX.mxd.
6 Close ArcMap.

7 In PythonWin, create a new Python script and save as lyrproperties.py
to the Results folder for exercise 10.

8 Enter the following code:

import arcpy
mxd = "C:/EsriPress/Python/Data/Exercisel0/Austin TX.mxd"
mapdoc = arcpy.mapping.MapDocument (mxd)
lyrlist = arcpy.mapping.ListLayers (mapdoc)
for lyr in lyrlist:
if lyr.name == "parks":

print lyr.name

lyr.visible = True

lyr.showlLabels = True
mapdoc.save ()
del mapdoc
del lyrlist

9 Save and run the script.
10 Start ArcMap. Open Austin_TX.mxd.
11 Confirm that the properties of the parks layer have been modified.

12 Close ArcMap.

Work with page layout elements

Map scripting also makes it possible to work with page layout elements.
In the next examples, create a list of all the elements of a page layout
and modify one of the elements.

1 In PythonWin, create a new Python script and save as elemlist.py to
the Results folder for exercise 10.
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2 Enter the following code:

3

5

import arcpy
mxd = "C:/EsriPress/Python/Data/Exercisel(0/Georgia.mxd"
mapdoc = arcpy.mapping.MapDocument (mxd)
elemlist = arcpy.mapping.ListLayoutElements (mapdoc)
for elem in elemlist:
print elem.name + " " + elem.type
del mapdoc

Save and run the script.
This prints the name and type of each page layout element, as follows:

Title TEXT ELEMENT

Stepped Scale Line MAPSURROUND ELEMENT
North Arrow MAPSURROUND ELEMENT

Legend LEGEND ELEMENT

Vacancy DATAFRAME ELEMENT

Next, modify one of the elements.
Start ArcMap. Open Georgia.mxd. Notice that there is a typo in the

title where the word "vacancy” is misspelled, as shown in the example
in the figure.

Housing Vacny for Georgia Counties (2000)

Close ArcMap.

In PythonWin, create a new Python script and save as elemproperties.py
to the Results folder for exercise 10.
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7 Enter the following code:

import arcpy

mxd = "C:/EsriPress/Python/Data/Exercisel(0/Georgia.mxd"
mapdoc = arcpy.mapping.MapDocument (mxd)

elemlist = arcpy.mapping.ListLayoutElements (mapdoc)

title = elemlist[O0]

title.text = "Housing Vacancy for Georgia Counties (2000)"
mapdoc.save ()

del mapdoc

8 Save and run the script.

9 Start ArcMap. Open Georgia.mxd. Notice that the typo in the title has
been corrected, as shown in the example in the figure.

Housing Vacancy for Georgia Counties (2000)

Challenge exercise

Challenge 1
In ArcGIS for Desktop Help, research the AddLayer function of the
ArcPy mapping module and use it to write a script that adds the parks
layer from the Parks data frame in Austin_TX.mxd to the other two data
frames in the same map document.

Challenge exercise
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Exercise 11

Debugging and error handling

Examine syntax errors and exceptions
To start the exercise, first take a quick look at the data.

1 Start ArcMap. Open the Catalog window. Navigate to the = £ Exercise11

C:\EsriPress\Python\Data\Exercise11 folder. = 3 Results

W study.mdb
= bike_routes.shp
(& counky.shp
L | Facilities, shp
=] parks. shp

Notice that there are four shapefiles in this folder, plus one
empty personal geodatabase in the Results folder.

There are also two scripts in the Exercisel1 folder, which are
not visible in ArcCatalog by default. These scripts contain errors, which
you will fix in this exercise.

2 Close ArcMap. There is no need to save the map document.

Syntax errors prevent code from being executed. In the following
examples, identify some common syntax errors.

3 Start PythonWin. On the menu bar, click File > Open, navigate to the
Exercise11 folder, and open the script fclist.py.

& felist.py |:| |§| E|

ﬁmpurt arcpy

from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercisell”

folist = arepy.ListFeaturecClasses|()
-for fc in felistc
desc = arcpy.describeifc)

-l o R W M

print desc.basenswme + ": " + des.shapeType

< |

| W




Python Scripting for ArcGIS Exercise 11: Debugging and error handling

This script has a number of syntax errors. You may be able to identify
them directly, but even so, it is useful to see how they can be found.

4 With the cursor placed inside the script, click the Check button. This
displays an error message on the PythonWin status bar. The cursor is
placed at the end of the line where the syntax error occurred: line 5,
character position 17.

Failed to check - synktax error - invalid synkax LM 0ooos 017

The error message does not report what the error is, but rather where
it occurs—you still must identify the exact nature of the syntax error. In
this case, the error is a missing colon (:) at the end of the line of code.

5 Correct the code on line 5 of the script as follows:
for fc in fclist:

6 Save and run the script. The script runs but is interrupted, and an error
message appears on the PythonWin status bar, as shown in the figure.

Exception raised while running script Fclisk, py LN 00005 015

An error message is also printed to the Interactive Window, as shown in
the figure.

Interactive Window

Examine syntax errors and exceptions

>>> TIP

Line numbering can be
made visible in PythonWin
by clicking View > Options
from the menu bar. On the
PythonWin Options dialog
box, click the Editor tab
and under Margin Widths,
increase the size for Line
Numbers —for example,
to 30.

PythonWin also shows

the position of the cursor
within a script window by a
designation on the far right
of the status bar. The first
number is the line number,
and the second number is
the character position.

PythonVin 2.7 (r27:825825, Jul 4 2010, 09:01:89) [MSC v. 1500 32 hit {Intel)] on win32.
Portions Copyright 1994-2008 Mark Hammond - see 'Helpi&bout Pythonyin' for further copyright informatian.
Tracehack (most recent call last):

exec codeCbject in _ mwain . dict
File "C:%“EsriFresshFython'Data'Exercisell’folist.py™, line 6, in <module:
dezc = arcpy.describe(fo)
ArtributeError: 'module' object has no attribute 'describe!
Fr

File "C:%“PythonZ74AroGISlo.1hLikbysite-packagesh pythonwin' pywin' framevork’ scriptutils. py™,

line 325, in RunScript

An AttributeError exception was raised at line 6 in the script. The
module arcpy does not have an attribute called describe. The correct
spelling of the function is Describe. Remember that Python is case
sensitive, for the most part.

7 Correct the code on line 6 of the script as follows:

desc = arcpy.Describe (fc)
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8 Save and run the script. Again, an error message appears on the
PythonWin status bar, and the details are printed to the Interactive
Window.

Note: For longer error messages, it is best to start reading them from the bottom up. For
example, the last line shows the information about the exact error. Above that, it shows the

line that'’s in error. And above that, it reports the line number as line 7.

Interactive Window

AttributeError: 'wodule' object has no attribute 'descrike! ~
Traceback [(most recent call last):
File "C:4WPythonZ 7y AroGIZl0.14Liky site-packages) pythonwin' pywiny frameworkl scriptutils.py™, line 325, in
Runfeript
exec codelbject in _ mwain . diet
File "C:%EsriPress‘\FPython\DataExercisellyfolist.py™, line 7, in <module>
print desc.basename + ": " + des.shapeType
NameError: name 'des' iz not defined
Frxr |

[

A NameError exception was raised on line 7 in the script. The name
des is not defined. The correct spelling of the variable is desc.

9 Correct the code on line 7 of the script as follows:
print desc.basename + ": " + desc.shapeType

10 Save and run the script. This time the script runs correctly, and the
result is printed to the Interactive Window.

Interactive Window

exex codeCbject in _ main . dietc ~
File "C:YEsriPreashPythoniDatayExercizselllfelist.py™, line 7, in <modulex

print desc.basename + ": " + des.shapeType

NameError: name 'des' iz not defined

=x» bike_routes: Polyline

county: FPolygon

facilities: Point

parks: Folygon

|=

This example illustrates some of the most common errors in Python
scripts: punctuation, capitalization, and spelling.

11 Close the fclist.py script.
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Implement debugging procedures

Many errors can be identified simply by trying to run a script and inves-
tigating the error messages. An alternative is to step through your code
line by line using the Python debugger.

On the PythonWin Standard toolbar, click the Open button, navigate
to the Exercise11 folder, and open the script copyfcs.py.

& copyfcs. py

import arcpy
import os
from sarcpy import env
env.workspace = "C:/EsriFress/Fython/Data/Exercisell”
felist = arcpy.ListFeatureclassesi)
-for fc in folistc:
desc = arcpy.lDescribeifc)
arcpy.CopyFeatures management (fo, os.path.join("Results/study.mdb”, desc.bhasensme)] )

[l = R Y R S

< X

Take a moment to examine the code. The script creates a list of all
the feature classes in a workspace and copies them to a personal
geodatabase.

With your pointer placed inside the script, click the Check button.
There are no syntax errors.

Click the Run button.

Script File |less\F‘ython\Data\Exelcise'l Thcopylcs.py Browsze...
On the Run Script dialog box, under the Arguments | oK
. . o .
Debugging options, click “Step-through in Debugging | Step-through in the debugger N g

the debugger”. »

Click OK. This brings up the Debugger toolbar, and in the script, a yel-
low arrow points to the first line of executable code.

i D import arcpy

2 import os

3 from sarcpy import env

4 env.workspace = "C:/EsriFress/Fython/lata/Exercisell”

5 felist = arcpy.ListFeatureclassesi)

] -for fc in folistc:

T desc = arcpy.Describeifc)

g arcpy.CopyFeatures management (fo, os.path.join("Results/study.mdb”, desc.hasensme] )

| 3

|

Implement debugging procedures
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Using the Debugger tools, you can step through the code line by line. If
any errors occur, the error messages will be printed to the Interactive
Window.

6 On the Debugger toolbar, click the Step button. This runs the first
line of code, and the yellow arrow points to the second line of code.

7 Click the Step button again twice. The yellow arrow now points to the
fourth line of code.

import arcpy
import os
from arcpy import env
D env.workspace = "iC:/EsriPress/Python/Data/Exercisell”
folist = arcpy.ListFeatureclasses|i)
-for fc in folistc:

desc = arcpy.Describe (fo)
arcpy.CopyFeatures management (fo, os.path.join("Results/study.mdb”, desc.bhasensme)] )

I >

[ = R R R

|

8 Click the Step button again. This opens the _base.py module, with the
yellow arrow pointing to line 512 of the script, although the line num-
ber may change between different versions of Python. This is one of the
built-in ArcPy scripts. When the workspace is set as part of the envi-
ronment settings, this module is called. You probably don't want to step
through this module, but let the code run and return to your script so
that you can then continue to step through your own script.

9 On the Debugger toolbar, click the Step Out button twice.

10 Close the _base.py script. This brings you back to your own script,
with the yellow arrow pointing to line 5 of the script.

To avoid opening other modules, use the Step Over button next, instead
of Step. The Step Over button runs the current line of code, and if it
includes any Python modules or functions, they will be run as well, and
the cursor will return to the script itself.

11 Click the Step Over button.

This prints an error message to the Interactive Window, which follows
in part:

AttributeError: 'module' object has no attribute 'ListFeatureclasses'
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12 On the Debugger toolbar, click the Close button.
13 Correct line 5 of the script as follows:
fclist = arcpy.ListFeatureClasses|()
14 Save the script.
15 Click the Run button.
16 On the Run Script dialog box, under the Debugging options, click

"No debugging". This runs the script, and no more errors are encoun-
tered. Successful execution is reported on the PythonWin status bar.

Script 'CEsriPressiPythontData\Exercisel 1copyfos. py' returned exit code 0

17 Start ArcMap. Open the Catalog window. Navigate to the Exercise11
folder. Confirm that the geodatabase study.mdb contains four feature
classes. »

18 Close ArcMap.

Handle some exceptions

Many different types of errors can occur when running a script. Rather
than just letting a script cause a runtime error, you can gain more
control using certain error-handling procedures. The most widely used
error-handling technique uses a try-except statement.

Consider the script from the preceding set of steps. What if the geodata-
base study.mdb did not exist?

1 In PythonWin, make sure the script copyfcs.py is still open.
2 Online 8, replace study.mdb with mydata .mdb.

3 Save and run the script. This produces an error message at the
PythonWin status bar, as shown in the figure.

Exception raised while running script copyfos, py

Handle some exceptions

Note: You need to stop the
debugger so you can make
changes to the script and

run it again.

= £ Exercise11
= £ Results
=3 study.mdb
= bike_routes
@ counky
[%7] Facilities
= patks
= bike_routes.shp
= county.shp
] facilities, shp
= parks.shp
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A more detailed error message is also printed to the Interactive Window,
as follows:

ExecuteError: ERROR 000210: Cannot create output
Results/mydata.mdb\bike routes
Failed to execute (CopyFeatures).

Next, trap this error using a try-except statement.
4 Modify the code, as follows:

import arcpy, os
from arcpy import env
try:
env.workspace = "C:/EsriPress/Python/Data/Exercisell"
fclist = arcpy.ListFeatureClasses|()
for fc in fclist:
desc = arcpy.Describe (fc)
arcpy.CopyFeatures management (fc, os.path.join("Results/
mydata.mdb", desc.basename))
except arcpy.ExecuteError:
print arcpy.GetMessages (2)
except:
print "There has been a nontool error."

5 Save and run the script. This time the script runs successfully.

Script 'CEsriPressiPythontData\Exercisel 1copyfos. py' returned exit code 0

However, an error message is printed to the Interactive Window, as
follows:

ExecuteError: ERROR 000210: Cannot create output
Results/mydata.mdb\bike routes
Failed to execute (CopyFeatures).

Although the error message is the same as before, there is a very impor-
tant difference: despite the error, the script ran successfully rather than
resulting in a runtime error. This is a very important distinction. Say;,
for instance, that you called this script as a tool in ArcMap. If the script
results in a runtime error, you may not find out what happened because
the printed error message does not appear anywhere. With the use of
the try-except statement, the script runs successfully, and the error
message can be reported back to the tool that called the script.
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Challenge exercises

Challenge 1
The following script contains a number of errors. Try to identify all four.

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"
FC = "airports.shp"
rows = arcpy.SearchCursor (fc)

fields = arcpy.ListFields (fc)
for field in fields:

if fields.name == "NAME"
for row in rows:
print "Name = {0}".format (row.getValue (field.name))
Challenge 2

The following script contains a number of errors. Try to identify all six.

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data\Exercise09"

raster = "landcover.tiff"

desc = arcpy.describe (raster)

x = desc.MeanCellHeight

y = desc.MeanCellWidth

spatialref = desc.spatialReference

units = spatialref.linearUnitName

print "Cells are" + str(x) + " by " + str(y) + " " + units + "."



Exercise 12

Creating Python functions and
classes

Create Python functions

In this exercise, create a custom function that can be called from within
the same script or from another script.

1 Start PythonWin. Create a new Python script and save as list.py to
the C:\EsriPress\Python\Data\Exercise12\Results folder.

2 Enter the following code:

import arcpy

arcpy.env.workspace = "C:/EsriPress/Python/Data/Exercisel2"
fields = arcpy.ListFields ("streets.shp")

print fields

Running this code creates a list of fields.
3 Save and run the script.

Running the script prints the Python reference information for each
field object in the streets shapefile. The code does not print any field
names. The output prints as follows:

[<Field object at 0xfb9870[0xe021e90]>, <Field object at
0xe0d33f0[0xe021£38]>, <Field object at 0xe0d3570[0xe021£f68]>,
<Field object at 0xe0d37b0[0xel04038]>, <Field object at
0xe0d3b90[0xel1040b0]>, ...

To print the names of the field objects, use their name property. A for
loop can be used to iterate over the list of fields.
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4 Modify the code as follows:

import arcpy

arcpy.env.workspace = "C:/EsriPress/Python/Data/Exercisel2"
fields = arcpy.ListFields ("streets.shp")
namelist = []

for field in fields:
namelist.append(field.name)
print namelist

5 Save and run the script.

Running the script prints the field names, as follows:

[u'FID', u'Shape', u'OBJECTID', u'PRE TYPE', u'ST NAME', u'STREET +

+ NAM', u'STREET TYP', u'SUF_DIR', u'FULLNAME', ...]

Once you have the script to create a list of field names, you may want to
use it again. You can do this by creating a custom function, which you'll
do next.

6 Modify the code as follows:
import arcpy

def listfieldnames (table):
fields = arcpy.ListFields (table)
namelist = []
for field in fields:
namelist.append(field.name)
return namelist

It is common to skip a line in a script before a custom function. This
has no effect on running the script.

The block of code that creates the list of names is now defined as a
function called 1istfieldnames. This function can now be called, for
example, from within the same script. You'll do this next.
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7 Add the following lines of code:

fieldnames = listfieldnames ("C:/EsriPress/Python/Data/Exercisel2/ +»
+ streets.shp")
print fieldnames

The complete script now looks like the example in the figure.

import arcpy

—def listfieldnames (table):

fields = arcpy.ListFieldsitable)

namelist = []

for field in fields:
narmelisct.append (field.name)

return namelist

=

fieldnamwmes = listfieldnawes("C:/EsriPress/Python/Data/Exercisels/strests. shp”
print fieldnates

HOWm-1m ;bW R
1

=

|
|In

8 Save and run the script. Running the script prints the list of field
names to the Interactive Window.

Initially, it does not appear to do anything different from the earlier ver-
sion of the script that did not define a custom function. However, once
the function is created, it can also be called from another script. You
will do that next.

Call functions from other scripts

1 In PythonWin, create a new Python script and save as myscript.py to
the Results folder for exercise 12.

2 Enter the following code:

import arcpy

import list

arcpy.env.workspace = "C:/EsriPress/Python/Data/Exercisel2"
fields = list.listfieldnames ("streets.shp")

print fields

Running this script imports the 1ist module, calls the
listfieldnames function, and passes the name of a table as an argu-
ment to this function.
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3 Save and run the script. The result is that the list of field names is
printed twice to the Interactive Window.

Interactive Window

Pythorin 2.7 (r27:828249, Jul 4 2010, 09:01:59) [MSC » 1500 32 hit (Intel)] on win3Z2.

Fartions Caopyright 1894-2008 Mark Hammaond - see 'Help/Ahout Pythonin' far further copyright infarmation.

»»> [w'FID', u'Shape', w' OBJECTID', uw'PRE_TYPE', u'ST NAME', u'STREET NAM', u'STREET TYP', u'SUF _DIR',
w FULLNAME', uw'LOW', w'HIGH', w'l_ADD FRONM', w'lL_ADD TO', w'R _ADD FROM', u'R_ADD TO', w'lL PLACE', u
'R_PLACE', w'L_CITY', u'R_CITY', w'STLTE', u'ZIF RIGHT', u'ZIF LEFT', w'ESM LEFT', u EZN RIGHT', u
'L_PRECINCT', u'R _PRECINCT', u'lL_SCHOOL', w'R SCHOOL', w'REGICH', w EDIT DATE', u'COMMENTS', u'STATUS',
u' SURFACE_TY', w'SPEED', w' NUM_LANES', w'ROAD_ROW_W', u'ALIAS', u'RD_NUMBER', w' FUNCTICNAL', u
'LABEL_CLAS', u'ROADCLASS', u'CLASS', w'LINK CLASS', u'LINKE NUM', w' SNOW ROUTE', u'GLFBAGE RO', u
'RECYCLING ', u'STATE AID ', u'STATE AID1', w'MAINT FUND', u'MAINT OWNE', u'MAINT BY', w MAINT DIST', u
'MAINT DI 1', u'MAINT TY¥PE', u'MAINT WINT', u'MAINT RURA', u'MAINT LINE', u'HVY CONTRO', u'HWY SEGMEN',
uw'LORD RESTR', u'POSTAL ROU', uw' MAVSTREETS', w'CO CODE', u'CC MAME', u'PSAP_ID', w'CNEWAY', u
'TF_MINUTES', u'FT_MINUTES', w'F_ZLEV', w'T_ZLEV', u'FEET', u'Shape_len']

[WFID', u'Shape', u'OBJECTID', u'PRE_TYPE', u'3T NAME', u'STREET NAM', u'STREET TYP', u'SUF _DIR',

w FULLNAME', w'LOW', w' HIGH', w'l_ADD FROM', w'lL_ADD TO', w'R _ADD FROM', u'R_ADD TO', wu'l PLACE',

w'R_PLARCE', u'L CITY', w'R CITY', uw'STATE', u'EZIF_RIGHT', u'ZIF LEFT', u'ESN LEFT', u'E3N RIGHT',

w'L_PRECINCT', u'R_PRECINCT', w'l_SCHOOL', u'F_SCHOOL', w'REGICH', u'EDIT DATE', u'COMMENTS',

' STATUS', w'SURFACE_TY', w' SPEED', u'NUM_LANES', u'ROAD ROW_W', w'ALIAS', u'RD_NUNEER',

w' FUNCTICMAL', u'LABEL CLLS', uw' ROADCLASS', uw'CLASS', w'LINK CLASS', u'LINK NUM', u'SHOW _ROUTE',

u'GRRBAGE RO', w'RECYCLING ', w' STATE AID ', w'STATE AID1', u'MAINT FUND', u'MAINT OWNE', wu'MAINT BY',

w' MAINT DIST', uw'MAINT DI 1', w MRINT TYPE', uw MAINT WINT', u'MAINT RURA', u'MAINT LINE',

w'HUY CONTRO', u'HWY SEGMEN', u'LOLD RESTR', u'POSTAL ROU', u'NAWSTREETS', u'CO CODE', u'CO MAME',

w'PSAP_ID', w'ONEWAY', u'TF_MINUTES', u'FT_MINUTES', w'F_ZLEV', w'T_ZLEV', w'FEET', u'Shape_len']

What happened? When the myscript.py script called the Note: If PythonWin had
listfieldnames function, it ran the list.py script. This script creates been left open with the
and then prints the list of field names. The function also returns the list list.py script open from the
of field names, and it is printed by the myscript.py script. previous steps, the script

would not have been loaded
To avoid double printing, some additional code is needed, which you'll again, and the result would
add next.

have printed only once.

4 Open the list.py script and add the following line of code just before
the line that starts with “ fieldnames

if name == " main ":

Note: There are two underscores in each spot.
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5 Indent the last two lines of code. The script should now look like the
example in the figure.

import arcpy

—def listfieldnames (table):
fields = arcpy.ListFieldsitable)
namelist = []
= for field in fields:
narmelisc.append (field.name)
return namelist

W -] o 0o L D

oy
]

—if  name == " main_ i
fieldnamwmes = listfieldnawes("C:/EsriPress/Python/Data//Exercisels/streets.shp™)
print fieldnates

S
S

[~
|

6 Save the list.py script.
7 Close PythonWin.
8 Start PythonWin and open the myscript.py script.

9 Without making any changes, run the script. Running the script prints
the list of field names only once to the Interactive Window.

Interactive Window

PythonWin 2.7 (r27:825825, Jul 4 2010, 09:01:59) [MSC +.1500 32 hit (Intel)] on win32.

Portions Copyright 1984-2008 Mark Hammaond - see 'Helpf8hout Python'Win' for further copyright information.

»»> [W'FID', u'Shape', w OBJECTID', w'PRE TYPE', w'ST NAME', u'STREET NAM', u'STREET TYP', w'SUF_DIR',
w' FULLNAME', uw'LOW', u'HIGH', w'l_ADD FEON', w'lL_ADD To', w'R_ADD FROM', u'R_ADD TO', w'l FLACE', u
'R_PLACE', w'L_CITY¥', uw'R_CITY', w' STATE', u'ZIF_RIGHT', u'ZIP LEFT', w'ESM LEFT', u'ESN RIGHT', u
'L_PRECINCT', u'R_PRECINCT', u'lL_SCHOOL', w'R_SCHOOL', w'REGICH', w EDIT DATE', u'COMMENTS', u'STATUS',
w'SURFACE TY', u'SPEED', w NUM LANES', u'ROAD ROW W', w'iLIAS', u'RD_NUMBER', uw'FUNCTICNAL', u

'LABEL CLAS', u'ROADCLASS', u'CLASS', w'LINK CLASS', u'LINE NUM', w' SNOW ROUTE', u'GARBAGE RO', u
'RECYCLING ', u'STATE_AID ', u'STATE AID1', w'MAINT FUND', u'MAINT OWNE', u'MAINT BY', uw MAINT DIST', u
'MAINT DI 1', u'MARINT TYPE', u'MAINT WINT', u'MAINT RURA', u'MAINT LINE', u'HWY CONTRO', u'HWY SEGMEN',
u'LOAD RESTR', w'POSTAL_ROU', u' MAVSTREETS', w'CO _CODE', u'CQ _MAME', w'PSAP_ID', u'CNEWAY', u
'TF_MINUTES', u'FT MINUTES', u'F_EZLEV', u'T_ZLEV', u'FEET', u'Shape len']

When the myscript.py script runs and calls the 1istfieldnames
function, the if name == " main_ ": statement in the list.py
script ensures that the next block of code is run only if the list.py script
is run by itself.

The block of code following the 1if  name == " main_ ":

statement can be considered a “test.” When the list.py script is run by
itself, this test code allows you to check whether the custom function
works correctly. However, it may not be necessary to keep this code if
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the script is being used to store a custom function to be called only from
other scripts.

10 Modify the list.py script by removing the last three lines of code. The
script should now look like the example in the figure.

import arcpy

-def listfieldnames (table) :
fields = arcpy.ListFields(table)
namelisc = []
5 for field in fields:
namelist.append (field. name)

[ ) R S

return namelist

[f
|

11 Save and close the list.py and myscript.py scripts.

Work with classes

Classes allow you to group functions and variables together. Once they
are created, classes make it possible to create objects that have specific
properties as defined by these functions and variables.

Next, consider a script to calculate property taxes, and then create a
class to make this calculation more versatile.

1 In PythonWin, create a new Python script and save as assessment.py
to the Results folder for exercise 12.

2 Enter the following code:
import sys

landuse = sys.argv[1l]
value = int(sys.argv[2])

if landuse == "SFR":
rate = 0.05
elif landuse == "MFR":
rate = 0.04
else:
rate = 0.02
assessment = value * rate

print assessment

Work with classes
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This script calculates the property tax assessment based on variables for
land use and the property value.

3 Save the script. The script requires two arguments.

4 Click the Run button. On the Run Script dialog box, enter the argu-
ments as shown in the figure.

Script Filz |‘\Data\E wercize] 2R esults\assessment. py Browze... |

frguments | 5FR 125000 oK.
Diebugging |N0 debugging ﬂ —

5 Click OK. Running the script prints the result of 6250.0 to the
Interactive Window.

To automate this calculation for numerous entries, you would read the
values from a file and iterate over them. Then you would have a few
options to carry out the tax calculation. First, you can place the code
within the iteration—that is, within the for loop or the while loop.
Second, you can create a custom function in a separate script that does
the calculation; when the function is called, the necessary arguments
are passed, and the function returns a value. Third, you can create a
class that contains the calculation as a method.

Next, take a look at the use of a custom function.

6 In PythonWin, create a new Python script and save as tax.py to the
Results folder for exercise 12.

7 Enter the following code:

def taxcalc(landuse, value):

if landuse == "SFR":
rate = 0.05

elif landuse == "MFR":
rate = 0.04

else:

rate = 0.02
assessment = value * rate
return assessment

8 Save your script.
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9 Create a new Python script and save as parcelCalc.py to the Results
folder for exercise 12.

10 Enter the following code:
import tax
mytax = tax.taxcalc("SFR", 125000)

print mytax

11 Save and run the script. Running the script prints the result of 6250.0
to the Interactive Window:.

Next, look at the use of a class.

12 Create a new Python script and save as parcelclass.py to the Results
folder for exercise 12.

13 Enter the following code:
class Parcel:
def init (self, landuse, value):
self.landuse = landuse

self.value = value

def assessment (self) :

if self.landuse == "SFR":
rate = 0.05

elif self.landuse == "MFR":
rate = 0.04

else:
rate = 0.02

assessment = self.value * rate

return assessment
14 Save your script.

15 Create a new Python script and save as parcelTax.py to the Results
folder for exercise 12.

16 Enter the following code:

import parcelclass

myparcel = parcelclass.Parcel ("SFR", 125000)
print "Land use: ", myparcel.landuse

mytax = myparcel.assessment ()

"

print "Tax assessment: ", mytax

Work with classes
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17 Save and run the script.

Running the script prints the following tax information to the Interac-
tive Window:

Land use: SFR
Tax assessment: 6250.0

Although the use of the class accomplishes the same calculation as the
custom function, a class is more versatile because it allows you to com-
bine properties and functions. It would be relatively easy, for example,
to expand the class with additional methods for different calculations,
which could all be part of the same class.

Challenge exercises

Challenge 1
Create a custom function called countstringfields that determines the
number of fields of type string in an input feature class. Create this
function in a separate script (for example, mycount.py) that you call
from another script (for example, callingscript.py). You can use the
streets.shp feature class in the Exercise12 folder.

Challenge 2
You are given a feature class called parcels.shp located in the Exercise12
folder that contains the following fields: FID, Shape, Landuse, and Value.
Modify the parceltax.py script so that it determines the property tax for
each parcel and stores these values in a list. You should use the class

created in the parcelclass.py script—the class can remain unchanged.
Print the values of the final list as follows:

FID: <property tax>



Part 4

Creating and using
script tools

Exercise 13

Creating custom tools

Examine the script

In this exercise, create a script tool that creates a random selection of
features from an existing feature class and saves the result as a new
feature class. First, examine the script.

1 Start PythonWin. On the menu bar, click the Open button and
browse to the script random_sample.py in your C:\EsriPress\Python\
Data\Exercise13 folder.

2 Click OK.
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3 Examine the script.

& random_sample. py

1 import arcpy
2 import random
3 from arcpy import env
4 env.overwriteoutput = True
g inputfe = "C:/EsriPress/Python/lata/Exerciseli/points. shp™
[ outputfe = "C:/EsriPress/Python/Data/Exercisel3/Results/ random. shp™
7 outcount = 50
=1 desc = arcpy.Describe|inputfec)
=] inlist = []
10 randomlist = []
11 fldnate = desc.0IDFieldName
12 rows = arcpy.JearchCursor (inputfc)
13 rowW = rows.next()
14 -while row:
15 id = row.getValue (fldnsatoe)
16 inlist.append(id)
17 row = rows.next()
18 -while lenirandomlist) < outcount:
ia selitem = random.choice(inlist)
20 randomlist.append(selitemm)
21 inlist.remove (selitem)
22 length = len(str (randomlist))
23 sqlexp = ' 4+ fldnawe + ' 4+ " in T 4+ "7 4+ str(randomlist)[1l:1length - 1] + ") "
24 arcpy.HakeFeaturelayer management [inputfc, "selection”, sglexp]
25 arcpy.CopyFeatures_management ("selection”, outputfc)
< | >

Notice that the names of the input and output feature classes and the
count of random features to be selected are hard-coded into the script.

A few points to note about the script:

e The script creates a new empty list, inlist, and this is populated
with the OID (object ID) values of all the features in the input fea-
ture class.

® The script creates a new empty list, randomlist, and this is popu-
lated with 50 OID values randomly selected from inlist.

® The output feature class is created by using the OID values in an
SOL expression to select features from the input feature class. The
SQL expression looks a bit complicated but essentially uses the
in operator to query each feature in the input feature class as to
whether its OID value is part of randomlist.

First, run the script to see what the output looks like.
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4 Run the script.
5 Close PythonWin.

Next, examine the results.
6 Start ArcMap. Open the Catalog window. Navigate to the = EI Er__ileg'sef

C:\EsriPress\Python\Data\Exercise13\Results folder. » I:EJS:'&; dom. shp

) poinks, shp

7 Drag the shapefiles points.shp (from the Exercise13 folder) and

random.shp (from the Results folder for exercise 13) to the data

frame. When you examine the contents of the two shapefiles, you will

notice that the points.shp file contains 1,314 features, and the random.

shp file contains only 50 features, both created through a random selec-

tion. If you were to run the script again, you would get a different ran-

dom selection.
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Create a custom tool

Next, instead of running the script from PythonWin, create a script tool
so that it can be run from within an ArcGIS for Desktop application.

Create a custom tool

Script tools are located inside a toolbox. First, create a new custom tool-
box. Then within that toolbox, create a new tool that makes use of the

preceding script.

1 In ArcMap, make sure the Catalog window is open and browse to

the Exercise13 folder.

2 Right-click the Exercise13 folder and click New > Toolbox.

3 Name the new toolbox Random Tools.tbx.

= B Exercisel3
= 5 results
[ randaom. shp
& Random Tools, kb
=1 points.shp

4 Right-click the new toolbox and click Add > Script.

5 On the Add Script dialog box in the first panel, enter
the following information: »

a. For Name, type RandomFeatures.
b. For Label, type Random Features.
c. Select the check box “Store relative path names”.
d. Select the check box "Always run in foreground".

6 Click Next.

Add Script

Marme;

| RandomFeatures |

Label:

| Random Features |

Drescription:

Stylesheet:

| §=i

Store relative path names (instead of absolute paths)

Always run in Foreground

X

< Back [ Mexk = l’ Cancel

]
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7 On the Add Script dialog box in the second panel, enter the following
information:

a. For Script File, click the Browse button, navigate to the Exercise13
folder, and double-click the script random_sample.py.

b. Leave the check box "Show command window when executing
script” unchecked. This check box typically appears shaded.

c. Select the check box “Run Python script in process”.

Add Script

Script File:

| C:\EstiPress\PythoniDatalExercise1 3\ random_sample. py | El

Show command window when executing script

Run Python script in process

[ < Back ][ Mext = ][ Cancel ]

8 Click Next. On the Add Script dialog box in the third panel, you can add
the script parameters. For now, leave it blank and return to it later.

Display Mame Data Type

1]
R

Click any parameter above to see its properties below,

Parameter Properties

Propetty Value
Type

Direction

Mulkivalue

Default

Environment

Filter

Obtained from
Symbology

To add a new parameter, type the name into an empty row in the
narme column, click in the Data Type column to choose a data type,
then edit the Parameter Properties,

’ = Back ” Finish l[ Canicel ]

9 Click Finish. The script tool is now created but has no parameters yet,
because this step was skipped during the initial creation of the tool.
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10 In the Catalog window, navigate to the Random Tools toolbox.
Notice that the Random Features script tool has been added to the
toolbox.

= [ Exerciseld
= £ Results
L | randaorn. shp
= % Random Tools, kb
3! Random Features
= poinks, shp

11 Double-click the Random Features tool. This opens the dialog box of
the newly created tool. The tool does not have any parameters so the
dialog box is not very informative.

-ﬁ Random Features

Tlas tool has no parameters.

[ K ] [ Cancel ] [Environments... ] ’ Show Help = ]

The tool can be executed, however—that is, the script can be run from
the new tool dialog box.

12 Leave the tool dialog box open. In the ArcMap table of contents,
right-click the random layer and click Remove.

13 In the Catalog window, browse to the Results folder for exercise 13.
Right-click the feature class random.shp and click Delete.

14 On the Random Features tool dialog box, click OK. This runs the
script, and the progress dialog box appears.

Random Features ]

S
[ clase this diaslog when completed successfully

Executing: RandowmFeatures

3tart Time: Thu Mar 15 Z2:38:18 2012

Funning seript RandowFeatures. ..

Completed script RandomFeatures...

Succeeded at Thu Mar 15 22:35:25 2012 [(Elapsed Time: 7.00 seconds)

15 Click Close to close the tool progress dialog box.

16 In the Catalog window, browse to the Results folder for exercise 13
and confirm that a new feature class, random.shp, has been created.

Create a custom tool
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Running the script tool this way is possible, but the script still uses the
original hard-coded values. The next step is to add parameters to the
tool and pass them to the script so the user can choose the values.

Set the tool parameters
The new tool will have three parameters:
® An input features class
® An output feature class containing randomly selected features
® The number of features to be selected
It is possible, of course, to select features based on other criteria, such
as a percentage of the input features, but using the number of features
will suffice for this exercise.

Start by setting the tool parameters of the script tool.

1 In the Catalog window, right-click the Random Features tool and
click Properties. This brings up the tool properties dialog box.

Random Features Properties [‘S_<|

General | Source | Parameters | Yalidation | Help |

Mame:

| RandomFeatures |

Label:

| Random Features |

Description:

Stwlesheet:

| §=!

Store relative path names (instead of absolute paths)

Always run in Foreground

I [1]4 ][ Catrcel ][ Apply ]

2 Click the Parameters tab. »
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3 On the tab’s uppermost panel, click in the first
empty row in the Display Name column and
type Input Features. For Data Type, select Fea-
ture Class. »

4 In the Parameter Properties panel, click in the
cell to the right of the Filter parameter and
select Feature Class. On the Feature Class
dialog box, clear the Annotation and Dimen-
sion check boxes and click OK. »

Set the tool parameters

Random Features Properties

General | Source | Parameters | Validation | Help |

X

Display Mame Data Type

ik d
£

Click any parameter above to see its properties below,

Parameter Properties

Property Value
Tvpe

Direction

Mulkivalue

Defaul:

Environment

Filter

Obtained from
Symbology

then edit the Parameter Properties,

Tao add a new parameter, tvpe the name into an emply row in the
name column, click in the Data Type column to choose a data type,

L ]S J [ Cancel

J(

Apply

]

Random Features Properties

Source | Parameters | Validation | Help |

Display Mame Data Type
& Input Features Festure Class

Feature Class

Feature Class Filter

Type:

Paint
Multipaink
Polygon
Palyline
|:| Annakation
|:| Dimension

[ Ok ][ Cancel l[ Apply
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6

This completes the first parameter. »

Click in the second row in the Display Name
column and type Output Features. For Data
Type, select Feature Class.

Random Features Properties

General | Source | Paramsters | yalidation || Help |

Display Mame Data Type 1. |

Input Features Feature Class
Feature 5

In the Parameter Properties panel, click in
the cell to the right of the Direction property
and select Output. This completes the second
parameter. %

Click in the third row in the Display Name
column and type Number of Features. For Data

Type, select Long.

Random Features Properties |z|

General | Source | Parameters |Validation| Help

Display Mare Data Type
Input Features Feature Class f |
Ckput Features Feature Class

@&l Murnber of Features 3 |

Set the tool parameters

Random Features Properties |Z|

General | Source | Paramsters | vialidation | Help |

Click arwy parameter above to see its properties below,

Parameter Properties

Property Walue

Type Required

Direction Inpuk

Mulkivalue Mo

Deefaulk

Enrvironment

Filker Feature Class [—)
Obtained from

Symbology

To add a new parameter, type the name into an emply row in the
name column, click in the Data Type column to choose a data type,
then edit the Parameter Properties,

Display Name Daka Type 1_ |
@ Input Features Feature Class

[ 0K ][ Cancel ][ Apply

]

Random Features Properties

General | Source | Parameters |Validati0n || Help |

Display MName Daka Type 1. |

Input Features Feature Class
Qutpuk Features Featur

Click arwy parameter above to see its properties below,

Parameter Properties

Property Walue

Type Required

Direction oukput

Mulkivalue Mo

Defaulk

Enrvironment

Filker Mone

Obtained from

Syrmbalogy [—]

Tao add a new parameter, type the name into an empty row in the
name column, click in the Data Type column to choose a data type,
then edit the Parareter Properties,

[ 0K ][ Cancel ][ Apply
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8 Leave the Parameter Properties at the defaults. This completes the

third parameter.

Random Features Properties

General | Source | Parameters |\-’alidati0n || Help |

X]

Display Marne Data Type
Input Features Feature Class
Oukput Features Feature Class

Mumber of Features Long

ikl
£2

Click any parameter abowve to see its properties below,

Parameter Properties

Property Yalue
Tyvpe Required
Direction Input
Multivalue Mo
Default
Environment
Filker Mone
Obtained From
Symbology

then edit the Parameter Properties,

To add a new parameter, bype the name into an empty row in the
name column, click in the Data Type column ko choose a data type,

[ k. ]’ Cancel ][

Apply

9 Click OK.

Next, view the parameters on the tool dialog box.

10 In the Catalog window, navigate to the Random Tools toolbox.
Double-click the Random Features tool. This opens the tool dialog box

with its newly created parameters.

-ﬁ Random Features

% Inpuk Features

B

(el

% Oukput Features

% Mumnber of Features

(el

[ 0K J ’ Cancel ] [Environments... ] [ Show Help = ]

11 Click Cancel to close the tool dialog box without running the tool.
Now that the parameters are specified, the script needs to be modified

to read these parameters.

Set the tool parameters
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Select a script editor

To edit the code of the script, you can open a Python editor and browse
to the location of the script file. However, the script can also be opened
directly from the script tool. The default editor is IDLE. So, first change
the default script editor from IDLE to PythonWin.

1 On the ArcMap menu bar, click Geoprocessing > Geoprocessing

Options.
Geoprocessing Options [El
General

Cwerwrite the outputs of geoprocessing operations

Log geoprocessing operations to & log file

Background Processing

Enable Matification ]
Appear Far how long {seconds)

Stay up if Error occurs

Script Tool Editar/Debugger

Editor: | | ﬂ
Debugget: | | ﬂ

IModelBuilder

‘Wwhen connecting elements, display valid parameters when more than one is
available.

Results Management

Keep results younger than:

Display | Temparary Data

Add results of geopracessing operations to the display
[Iresults are temporary by default

about geoprocessing options [ fol4 ] [ Cancel ]

2 In the Script Tool Editor/Debugger panel, click the Browse button to
the right of the Editor box.

3 Browse to the location of the PythonWin application. Typically, the
path to this application is: C:\Python27\ArcGIS10.1\Lib\site-packages\
PythonWin\PythonWin.exe.

Script Tool Editor/Debugger

Editor: | C\PythonZ7arcGIS10. 11k site-packagesipythonwir | E.

Debugger: | | @

4 Click OK to close the Geoprocessing Options dialog box.
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5 In the Catalog window, navigate to the Random Tools toolbox.
Right-click the Random Features tool and click Edit. This opens the
random_sample.py script in PythonWin.

PythonWin
File Edit Wiew Tools Window Help

D@ A2 oo iR RAE @ 7

&4 random_sample. py

l:i.mport arcpy

import random

from arcpy import env

env.overwriteoutput = True

inputfe = "C:/EsriPress/Fython/Data/Exerciseli/points. shp™
cutputfe = "C:/EsriPress/Python/Data/Exercisels/Results/random. shp™
outcount = 50

desc = arcpy.lescribe (inputfc)

inlist = []

randomlist = []

fldname = desc.Q0IDFieldName

rows = arcpy.SearchCursor (inpucte)

W -1 ;o0 e Wk

e =
WMo O

row = rows.next ()

|A

Script "CHEstiPressiPythoniDatal Exercisel 3irandom_sample. py' returned exit code 0 MM 0000l 001 o

Next, make changes to the code, save the script, and run the tool to see
if it works correctly.

Edit the tool code to read the parameters

The random_sample.py script needs to be modified to read the param-
eters from the tool.

1 With the script open in PythonWin, modify lines 5-7 as follows:
inputfc = arcpy.GetParameterAsText (0)
outputfc = arcpy.GetParameterAsText (1)

outcount = int (arcpy.GetParameterAsText (2))

This effectively replaces the hard-coded values in the script with the
parameters passed by the tool. The third parameter is received as a
string but is converted to an integer.

2 Save the script.

3 Close PythonWin.
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4 Return to ArcMap. In the Catalog window, navigate to the Random
Tools toolbox. Double-click the Random Features tool.

5 Fill in the tool parameters as shown in the figure.

-5.‘%' Random Features E]

Input Features

|C:'|,EsriPressIPvthon'l,Data'l,Exercise13'|,|:uoints.sh|:| | E-
Output Features
|C:'I,EsriF‘ress'I,Python'l,Data'l,Exercise13'|,Results'l,random20.shp | [Fj-

MNumber of Features
n |

[ Ok l [ Cancel ] [Environments... l [ Show Help == ]

6 Click OK to run the tool. The tool runs, and a new feature class is
created with a random selection of 20 point features.

Challenge exercise

Challenge 1
Make a copy of the random_sample.py script and call it
random_percent.py. Modify the script so that the third parameter
is a percentage of the number of input records as an integer between
1 and 100. Modify the script tool settings so that the input for this
parameter is validated on the tool dialog box.



Exercise 14

Sharing tools

Prepare the files for sharing tools

In this exercise, work with the Random Tools toolbox created in exercise
13 and prepare it for distribution.

1 Start ArcCatalog. Navigate to the C:\EsriPress\Python\Data\
Exercise14 folder.

= EJ Exercisel4
= @ Random Tools, kb
&' Random Features

This folder contains the Random Tools toolbox, which contains the fin-
ished script tool, Random Features, but without any documentation.

Although by default you can see the toolbox and script tool, Python
scripts are not, by default, visible in ArcCatalog. Instead, you can use
Windows Explorer (My Computer) to view and manage your scripts.
However, you can modify the ArcCatalog options to make Python
scripts visible. You'll do that next.

2 On the menu bar, click Customize > ArcCatalog Options E

ArcCatalog Options. General | File Tupes | Contents | Connections | Metadata | Tables | Raster | CaD

3 Onthe ArcCatang Options dlalog bOX, U se thiz dialog to specify file wpes that will be shawn
. . in the Catalog in addition to the standard data types:
click the File Types tab. » = . [ ]
Description E stension Hew Type...

Unless you have previously added file
types here, this panel should be empty:.

4 Click New Type.

0K ][ Cancel ][ Apply
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5 On the File Type dialog box, click Import File Type From Registry.

File Type |g|
n ...h
[ Change loon... J [ Irmport File Type From Flegislry...]

File extension: | |

Dezcription of type: | |

o oo

6 On the Registered File Types dialog box, browse to the Python File Note: File types are sorted
entry (PY).

based on the file extension,
not the description.

Registered File Types |’§|
Reqistered file tppes:
Diescription Euxtenzion A
1 Pythan File
& Compiled Python File PYC
[® compiled Pythan File =ra]
# Python File [ho consale) Pl
@ Directory Query QA0S
@ QHT
@ QHTM
@ QuickTime Movie ar
] Quick Time Image aTl
| QuickTime Image aTiF
@ QuickTime Movie aTL
RAF ;-
F ating System File RAT
@ Registration Entries REG
ML Document RELS
|__ﬂ E zri Clignt Email Authaorization Response File RESPC v
< | @
[ OF. ] ’ Cancel ]

7 Click the Python File entry (PY) and click OK. This brings up the File

Type dialog box—this time populated with the details of Python script
files, including the icon.

File Type |E|

# ’ Change lcon... ] [ Import File Type From Fiegistry..._l

File extension: |F‘Y |

Description of type: |P_'r'th0n File |

[ ark ] ’ Cancel ]
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>>> TIP

When Windows 7 or Vista is used, depending on the system configuration, only a very limited
number of registered file types may be shown. If there is no entry called Python File, the File
extension box on the File Type dialog box can be filled in manually. When the File Type dialog
box is filled in manually, an icon is not automatically created. An icon can be chosen by
clicking the Change Icon button and browsing to an appropriate file. For a typical installation
of Python 2.7, the icon can be found at C:\Python27\ArcGIS10.1\DLLs\py.ico.

8 On the File Type dialog box, click OK. Python script files now appear
on the File Types tab.

ArcCatalog Options [gl

General | File Types | Cortents | Connections | Metadata | Tables | Raster | CAD |

Use this dialog to specify file types that will be shown
in the Catalog in addition to the standard data types:

Description Extenzion New Type. .
7 Pythaor File P
Remove
Edit...
[ oK ] ’ Cancel ] ’ Apply ]

9 On the ArcCatalog Options dialog box, click OK.

10 In the Catalog tree, right-click the Exercise14 folder and click
Refresh. The Python script file now appears in the Catalog tree.

= [ Exerciseld
= a Random Tools, kb
&' Random Features
A randorn_sample. py

Next, organize the files into the standard folder structure.

11 In the Catalog tree, right-click the Exercise14 folder and click New >
Folder. Name the folder Random.

12 Inside the Random folder, create two new folders called Scripts and
Doc.

= [ Exerciseld
= £ random
£ Doc
E3 scripts
& Fandom Tools, kb
. random_sample. py
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13 Move the Random Tools toolbox file into the Random root folder and
move the random_sample.py script into the Scripts folder.
= E Exerciseld
= E5 random
E9 Doc
= B3 scripts
. random_sample. py
= a Randorm Tools, th
& Random Features

Moving the script relative to the .tbx file means that the relative path
needs to be updated, which you'll do next.

14 Right-click the Random Features script tool and click Properties.
15 On the Random Features Properties dialog box, click the Source tab.

16 For Script File, browse to C:\EsriPress\Python\Data\Exercise14\
Random\Scripts\random_sample.py.

Random Features Properties [E|

| General| Source | Parameters || Y alidation || Help |

Script File:

|vthon'l,Data'l,Exercise14'|,Rand0m'|,5cripts'|,random_sample.pv | B.

Show command window when executing scripk

Fun Python script in process

Ok, l[ Cancel ][ Lpply

17 Click OK.

With the folder structure created, additional files can be added, such as
sample data or documentation, which you'll add next.

Create tool documentation

When tools are shared, documentation makes them easier to use
correctly.

1 In ArcCatalog, in the Catalog tree, click the Random Features script
tool.
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2

3

4

In the panel to the right, click the Description tab.

Contents | Preview | Deseription

Create tool documentation

@ Print [ Edit
Random Features

Title Random Features
Summary

There is no summary for this item.
Usage

There is no usage for this tool.
Syntax

RandomFeatures (Input_Features, Output_Features, Mumber_of_Features)

Parameter Explanation Data Type
Input_Features There is no explanation for this parameter, Feature Class
Output_Features There is no explanation for this parameter.  Feature Class
Mumber_of_Features There is no explanation for this parameter. Long

Code Samples

There are no code samples for this tool.

[

On the panel toolbar under Description, click the Edit button =t Edit ,
In the Item Description panel, for Summary, type: Creates a new fea-
ture class based on a random selection of features in the input feature
class.

For Usage, type the following as a bullet list:

e The input feature class can be points, polylines, or polygons.

e The output features consist of the same geometry type as the input
features.

e The number of features can range from 0 to the number of features in
the input feature class.

For Syntax, click Input Features > Dialog Explanation and type: Input
feature class from which features are to be selected. Can be points, poly-
lines, or polygons.
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7 For Syntax, click Output Features > Dialog Explanation and type:
Output feature class containing the randomly selected features.

8 For Syntax, click Number of Features > Dialog Explanation and type:
The number of features to be selected. Needs to be specified as an inte-

ger between 0 and the number of features in the input feature class.
Much more information can be entered on the Description page, but
these basic elements illustrate the concept.

9 On the panel toolbar, click the Save button [ Save .

The tool description can now be viewed on the tool dialog box, as you'll

see next.

10 In the Catalog tree, double-click the Random Features script tool.

11 On the Random Features dialog box, click the Show Help button.
The summary description appears in the Help panel to the right.

«:ﬁ Random Features

% Inpuk Features

& Oubput Features

=l

% Murnber of Features

(el

Random Features

Creates a new feature class
based on a random selection of
features in the input feature
class.

’ Ok ] ’ Cancel

] ’Environments... ] ’

<< Hide Help ] ’ Tool Help

|

12 On the tool dialog box, click the Input Features parameter to see
the description in the Help panel. Also, try the other two parame-
ters, Output Features and Number of Features, to see their Help

messages.

f‘% Random Features

% Input Features

i

% Oukpuk Features

| [l

% Mumnber of Features

Number of Features

The number of features to be
selected. Meeds to be specified
ag an integer between 0 and the
number of features in the input
feature class.

L [l 4 ] [ Cancel

] [Environments... ] [

<< Hide Help ] [ Tool Help
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13 Click the Tool Help button to open the Help file in a web browser.

Random Features

Title Random Featuraes

Summary
Croates a new faature class basad on & random selacton of faatures i the input feature class,

Usacpe
« The input feature class can be poink, palyine, or polygon,
= The oulput features consest of the same geometry Lype as the input leatures.
& The rumber of features can range from 1 Lo the member of Faaturas m the nput feature class,

Syntax
Randondeatures |Input_Features, Output_Features, Numbear_of_Fealturas)

Parameier Explanalion Data Type
Input_Featuras Dialog Reference Feature Class

Input faature clase from which features aré to ba selactad. Can
be pont, polyling, of polygon,

Thars is no python rafersnce for this parameter
Output_Features Dialog Reference Fratura Class
Oulpul leature class contaming the randomby sebected Pealunes,
Thrs m ma python raference for this perames ter
Number_of_Foaturos Dialog Reference Lang
The number of features to be selected. Needs to be specified as
an intager batwoen 0 and the number of featuras in the input
feature class,

Thairé ® no pythan raferance fior thie parameatar

14 Scroll down and see your inputs to the tool Description page. Notice
that some items may need to be filled in later: Code Samples, Tags,
and Credits.

15 Close the browser window.
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Challenge exercise

Challenge 1
Go to the Geoprocessing section of the online ArcGIS for Desktop
Resource Center at http://resources.ArcGlS.com/content/geoprocessing.
Click the Model and Script Tool Gallery and browse through some of
the recent postings. Preview the details of a tool that looks interesting to
you. Once you confirm that the tool uses Python, download the tool—if
it does not, keep looking until you find a tool that does.

Once the tool is downloaded and extracted, review the contents of the
files and answer the following questions:

e How is (are) the tool(s) made available to users? As a .tbx file with
one or more .py files? As stand-alone .py files?

* What is the folder structure, if any, of the files that make up the tool?

e What type of documentation is provided, separate from the script
itself? Is there a Help page on the tool dialog box?

Open the .py files in PythonWin and review the script's documentation.
See if you can recognize the following elements of a script:

e Importing modules, such as ArcPy and others

* Receiving parameters from the tool dialog box, such as
GetParameterAsText

® Error-handling techniques, such as the try-except statement
e Custom functions, such as def

e Message handling, such as the AddMessage and AddWarning
functions
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Exercise 1

No challenge exercises.

Exercise 2

Challenge 1

The ModelBuilder result is shown in the figure.




Python Scripting for ArcGIS Solutions 198

Python script converted from ModelBuilder:

# ____________________________________________________________________
# soil.py

# Created on: 2012-03-13 11:53:44.00000

# (generated by ArcGIS/ModelBuilder)

# Description:

=+

# Import arcpy module
import arcpy

# Local variables:

soils shp = "C:\\EsriPress\\Python\\Data\\Exercise02\\soils.shp"
basin shp = "C:\\EsriPress\\Python\\Data\\Exercise02\\basin.shp"

soil clip shp = "C:\\EsriPress\\Python\\Data\\Exercise02\\Results\\
soil clip.shp"

soil select shp = "C:\\EsriPress\\Python\\Data\\Exercise02\\Results\\
soil select.shp"

# Process: Clip
arcpy.Clip analysis(soils shp, basin shp, soil clip shp, "")

# Process: Select
arcpy.Select analysis(soil clip shp, soil select shp, "FARMLNDCL =
'Not prime farmland'")

Exercise 3

No challenge exercises.

Exercise 4

Challenge 1
mytext = "Geographic Information Systems"
result = mytext.find("Z")
if result == -1:
print "No"
else:

print "Yes"
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Challenge 2
mylist = [2, 8, 64, 16, 32, 4]
mylist.sort ()
mylist[-2]
Challenge 3
mylist = [2, 8, 64, 16, 32, 4, 16, 8]

for number in mylist:
count = mylist.count (number)
if count <> 1:

result = "The list provided contains duplicate wvalues."
break
else:
result = "The list provided does not contain duplicate
values."

print result
Optional addition to remove duplicates from the list:

mnylist = [2, 8, 64, 16, 32, 4, 8, 16]
mylist.sort ()
for number in mylist:
count = mylist.count (number)
if count <> 1:
mylist.remove (number)
print mylist

Challenge 4
a) 5
b) 'Cairo'
c) ['Barcelona', 'Cairo', 'Florence', 'Helsinki']
d) 'Helsinki'
el 2

f) 'Barcelona'; new list: ['Athens', 'Cairo', 'Florence', 'Helsinki']

g) No result prints; new list: ['Helsinki', 'Florence', 'Cairo', 'Barcelona',

'Athens']
h) No result prints; new list: ['Athens', 'Barcelona', 'Cairo', 'Florence',

'Helsinki', 'Berlin']
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Exercise 5
Challenge 1
For Add XY Coordinates tool:
Syntax: AddXY management (in features)

Required parameter: in features (feature layer, geometry type
point)

Optional parameters: none
For Dissolve tool:

Syntax: Dissolve management (in features, out feature class,
{dissolve field}, {statistics fields}, {multi part}, {unsplit lines})

Required parameters:

* in features (feature layer)
®* out feature class (feature class)

Optional parameters:

® dissolve field (field or fields; default: no fields selected)

* statistics fields (field or fields; default: no fields selected)
°* multi part (Boolean value; default: multipart features allowed)
° unsplit lines (Boolean value; default: lines dissolved)

Challenge 2

import arcpy

from arcpy import env

env.workspace = "C:/Data"

arcpy.AddXY management ("hospitals.shp")

Challenge 3

import arcpy

from arcpy import env

env.workspace = "C:/Data"

arcpy.Dissolve management ("parks.shp", "parks dissolved.shp",
"PARK TYPE", "", "FALSE")



Python Scripting for ArcGIS Solutions 201

Challenge 4

import arcpy
default = "no extensions are available"
if arcpy.CheckExtension("3D") == "Available":
ext 3D = "3D Analyst "
else:
ext 3D = ""
if arcpy.CheckExtension ("Network") == "Available":
ext network = "Network Analyst "
else:
ext network = ""
if arcpy.CheckExtension ("Spatial") == "Available":
ext spatial = "Spatial Analyst "
else:
ext spatial = ""
print "The following extensions are available: " + ext 3D + ext
spatial + ext network + default

Exercise 6
Challenge 1

import arcpy

from arcpy import env

env.workspace = "C:/Data"

fc list = arcpy.ListFeatureClasses|()

for fc in fc_list:
desc = arcpy.Describe (fc)
print "{0} is a {1} feature class".format (desc.basename,
desc.shapeType)

Challenge 2

import arcpy
from arcpy import env
env.workspace = "C:/Data/study.mdb"
fc list = arcpy.ListFeatureClasses|()
arcpy.CreateFileGDB management ("C:/Data", "newstudy.gdb")
for fc in fc_list:

desc = arcpy.Describe (fc)

if desc.shapeType == "Polygon":

arcpy.Copy management (fc, "C:/Data/newstudy.gdb/" + fc)
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Exercise 7
Challenge 1

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/ExerciseQ7"

sqll = " \"FEATURE\" = 'Airport'"

sql2 = " \"FEATURE\" = 'Seaplane Base'"

arcpy.Select analysis ("airports.shp", "Results/airports final.shp",
sqgll)

arcpy.Select analysis ("airports.shp", "Results/seaports.shp", sql2)
arcpy.Buffer analysis("Results/airports final.shp", "Results/aiports
buffers.shp", "15000 METERS")

arcpy.Buffer analysis("Results/seaports.shp", "Results/seaports
buffers.shp", "7500 METERS")

Challenge 2

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise07"

fc = "roads.shp"

arcpy.AddField management (fc, "FERRY", "TEXT", "", "", 20)
cursor = arcpy.da.UpdateCursor (fc, ["FEATURE", "FERRY"])
for row in cursor:

if row[0] == "Ferry Crossing":
row[l] = "YES"

else:
row[1l]= "NO"

cursor.updateRow (row)
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Exercise 8
Challenge 1

import arcpy
from arcpy import env

env.workspace = "C:/Data"

fc = "newpolyZ2.shp"
arcpy.CreateFeatureclass management ("C:/Data", fc, "Polygon")
cursor = arcpy.da.InsertCursor (fc, ["SHAPEG@"])

array = arcpy.Array()
coordlist =[[0, O], [0, 1000], [1000, 1000], [1000, 011
for x, y in coordlist:
point = arcpy.Point (x,vVy)
array.append (point)
polygon = arcpy.Polygon (array)
cursor.insertRow ([polygon])
del cursor

Challenge 2

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercise08"
fc = "Hawaii.shp"
newfc = "Results/Hawaii single.shp"
arcpy.MultipartToSinglepart management (fc, newfc)
spatialref = arcpy.Describe (newfc) .spatialReference
unit = spatialref.linearUnitName
cursor = arcpy.da.SearchCursor (newfc, ["SHAPEQ"])
for row in cursor:

print ("{0} square {1l}".format(row[0O].area, unit))
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Challenge 3

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise08"
fc = "Hawaii.shp"

newfc = "envelope8.shp"

desc = arcpy.Describe (fc)

spatialref = desc.spatialReference

extent = desc.extent
arcpy.CreateFeatureclass management ("C:/EsriPress/Python/Data/
Exercise08", newfc, "Polygon", "", "", "", spatialref)
cursor = arcpy.da.InsertCursor (newfc, ["SHAPEQR"])
array = arcpy.Array ()

array.append (extent.upperleft)

array.append (extent.upperRight)

array.append (extent.lowerRight)

array.append (extent.lowerLeft)

polygon = arcpy.Polygon (array)

cursor.insertRow ([polygon])

del cursor

Exercise 9
Challenge 1

import arcpy

from arcpy import env

from arcpy.sa import *

env.workspace = "C:/EsriPress/Python/Data/Exercise09"

if arcpy.CheckExtension ("Spatial") == "Available":
arcpy.CheckOutExtension ("Spatial")

elev = arcpy.Raster ("elevation")

lc = arcpy.Raster ("landcover.tif")

slope = Slope(elev)

aspect = Aspect(elev)

goodslope = ((slope > 5) & (slope < 20))
goodaspect = ((aspect > 150) & (aspect < 270))
goodland = ((lc == 41) | (lc == 42) | (lc ==43))
outraster = (goodslope & goodaspect & goodland)

outraster.save ("C:/EsriPress/Python/Data/Exercise09/Results/final™)
arcpy.CheckInExtension ("Spatial")
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Challenge 2

import arcpy
from arcpy import env
out path = "C:/EsriPress/Python/Data/Exercise09"
env.workspace = out path
rasterlist = arcpy.ListRasters()
arcpy.CreatePersonalGDB management (out path + "/Results", "myrasters.
+ gdb")
for raster in rasterlist:
desc = arcpy.Describe (raster)
rname = desc.baseName
outraster = out path + "/Results/myrasters.gdb/" + rname
arcpy.CopyRaster management (raster, outraster)

Exercise 10
Challenge 1

import arcpy
from arcpy import env
env.workspace = "C:/EsriPress/Python/Data/Exercisel0"
mxd = arcpy.mapping.MapDocument ("C:/EsriPress/Python/Data/ExerciselQ/ +»
% Austin TX.mxd")
df = arcpy.mapping.ListDataFrames (mxd, "Parks") [0]
lyr = arcpy.mapping.ListLayers (mxd, "parks", df) [0]
dflist = arcpy.mapping.ListDataFrames (mxd)
for dframe in dflist:
if dframe.name <> "Parks":

arcpy.mapping.AddLayer (dframe, lyr)
mxd.save ()
del mxd
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Exercise 11
Challenge 1
The four coding errors are highlighted in yellow as follows:

import arcpy
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercise07"
FC = "airports.shp"
rows = arcpy.SearchCursor (fc)

fields = arcpy.ListFields (fc)
for field in fields:
if fields.name == "NAME":
for row in rows:

print "Name = {0}".format (row.getValue (field.name))

Challenge 2
The six coding errors are highlighted in yellow as follows:

import arcpy

from arcpy import env

env.workspace = "C:/EsriPress/Python/Data\Exercise0Q9"
raster = "landcover.tiff"

desc = arcpy.describe (raster)

x = desc.MeanCellHeight

y = desc.MeanCellWidth

spatialref = desc.spatialReference

units = spatialref.linearUnitName

print "Cells are" + str(x) + " by " + str(y) + " " + units + ".
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Exercise 12
Challenge 1
For callingscript.py:

import arcpy
import mycount

table = "C:/EsriPress/Python/Data/Exercisel2/streets.shp"

print mycount.countstringfields (table)
For mycount.py:

import arcpy
import os
def countstringfields(table):
fields = arcpy.ListFields (table)

i=20
for field in fields:
if field.type == "String":

i +=1
return 1

Challenge 2
For parcelclass.py:
import arcpy

import parcelclass
from arcpy import env

env.workspace = "C:/EsriPress/Python/Data/Exercisel2"

fc = "parcels.shp"
cursor = arcpy.da.SearchCursor (fc, ["FID",
for row in cursor:
myparcel = parcelclass.Parcel (rowl[l],
mytax = myparcel.assessment ()
print "{0}: {1}".format (row[0], mytax)

"Landuse",

"Value"])
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Exercise 13
Challenge 1

import arcpy
import random
from arcpy import env
env.overwriteOutput = True
inputfc = arcpy.GetParameterAsText (0)
outputfc = arcpy.GetParameterAsText (1)
percent = int (arcpy.GetParameterAsText (2))
desc = arcpy.Describe (inputfc)
input count = int (arcpy.GetCount management (inputfc) [0])
outcount = int (round(input count * percent * 0.01))
inlist = []
randomlist = []
fldname = desc.0OIDFieldName
rows = arcpy.SearchCursor (inputfc)
row = rows.next ()
while row:
id = row.getValue (fldname)
inlist.append (id)
rYow = rows.next ()
while len(randomlist) < outcount:
selitem = random.choice(inlist)
randomlist.append(selitem)
inlist.remove (selitem)
length = len(str(randomlist))
sglexp = '""' + fldname + """ 4+ " in " 4+ "(" + str(randomlist)
[l:1length - 1] + ")"
arcpy.MakeFeatureLayer management (inputfc, "selection", sglexp)
arcpy.CopyFeatures management ("selection", outputfc)

In the script tool, the parameter "Number of Features” is replaced by
"Percent of Features” of type Integer with a range filter from 0 to 100.

Exercise 14
Challenge 1

Results will vary with the tool selected.



